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ABSTRACT

The main purpose of the project was to develop an improvement of the database column level encryption implementation. The Small and medium size enterprises (SMEs) need to secure their valuable database from intrusion by unauthorized personnel economically. Nevertheless, they have identified a need for improvement to their database column level encryption, in order to enable a more efficient and simple approach to the maintenance and securing of the data. This project attempts to build an appropriate solution that would enable the System manager to create system users and give them roles. The security manager makes encryption to the column database only, while only the data owner can decrypt the data column. The project also gives a background and a detailed explanation of the Database Access Technologies (DATs) such as ODBC, JDBC, XML and .NET etc.; and how they were used in relation to this project. Emphasis was placed on content management to develop a user friendly Graphical User Interface. Some different software used during this project: Microsoft Windows Vista, SQL Server to host the database and Microsoft.NET (VB.NET) as the front-end. Microsoft.NET (VB.NET) is the middleware used to connect Operating System, Graphical User Interface and SQL Server database. The Secure Column Application is the product of the above mentioned project and it provides high security for MS SQL Server 2005 and presents transparent encryption and decryption with any type of the database table column.
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<td>Xml Key Management Specification</td>
</tr>
<tr>
<td>XML</td>
<td>Extensible Markup Language</td>
</tr>
</tbody>
</table>
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CHAPTER 1

PROJECT OVERVIEW

1.1 Introduction

Nowadays, the developments in information and communication technologies (ICTs) have a great impact to all sectors of private and public life. These manifest in database and information processing by transacting with the computer systems. For instance, data is manipulating to generate or produce useful products or services to serve banking the sector, transport industry, communication system, industrial development and the organization human resources. All these are very dependent on the scheme. Furthermore, these organizations rely on the system to store and back up a huge amount of data. Consequently, they offer appropriate services of accelerated transactions as and when required. Generally, the database and database management (DBAs) consider as the heart of the information system applications.

Although the using of the database and computer technology system contributes in the development of organizational service delivery, information security threats arise. Such threats and breaches that internally or externally generated or prompted by malicious. Accordingly, insurance of effective working of database and information security requires various controls and measures handle in information security management systems. The aim is to maintain data confidentiality, integrity and availability (CIA), such as polices, antivirus software, access control, and cryptography. However, lack of proper security control implementation and management could lead to a disaster within an organization. Undoubtedly, the most important of these controls is the 'last controls defense'
(cryptography). Hence, this project examines the database security level, in part of confidentiality of the column contents, in addition to, the usability of the user interface.

1.2 Background

The most challenging of the database information systems are threats. Threats define as a source of potential harm that may cause damage to the system, through exploit vulnerabilities. They classified into two, physical and logical threats (Zailani, 2004). Logical threats or malicious attacks know as unauthorized access to information in database via software. They may cause information disclosure, loss intact or integrity and inaccessibility to authorized users. However, these kinds of attacks may cause alteration and disclosure to information stored in database.

Usually, the database system provides some security controls to meet most requirements, such as constraints, access control, and authenticity and so on. Nevertheless, data secrecy is still exposing to internal hacking by unauthorized and authorized users like database administrator (DBA).

Writing codes in structure query language (SQL) prompt does all transactions subject to the following competencies:

1. SQL design statement
2. Using and writing INSERT statements
3. Using and writing SELECT statement,
4. Query only data in his authorization

In addition, for confidentiality, integrity and availability, the DBA has to write some codes when additional security required (see appendix A-D). Moreover, all the users must know how to deal with SQL prompt when writing, updating and querying. Finally, Database Crypto system that provides encryption and decryption
to the column level implement through securely, humane and friendly user interfaces is required.

1.3 Statement of the problem

In response to security threat to businesses’ computer system, cryptographic application, the last defense system is inevitable. Securing sensitive and critical database demands compassionate and effective key management of an encrypted system. Small and medium size enterprises (SMEs) need to secure their valuable database free from intrusion by unauthorized personnel economically. Hence, a comprehensive security system that promotes system users interface interaction is quite desirable. The basic issues are as follows: -

*How to recognize the database (DB) table automatically and allow users to choose encryption/decryption columns?*

1.4 Objective

The objectives of this project are as follows: -

i) To review Database Access Technologies in order to recommend suitability their application.

ii) To use Database Access Technology for automatic recognition of db tables; and

iii) To improve the implementation of the Encryption/Decryption capabilities on the database column level, through Database Access Technology (DATs).
1.5 Scope of study

This project will focus on the development of the following:

i) Perform Security against internal attacks to the organization data (confidentiality only).

ii) Focus on encryption of database column level (Oracle RDBMS or SQL Server, etc...).

iii) User Interface for data manipulation. The User Interface should work on client/server.

1.6 Importance of the study

This project aims at extending organizations’ database security to meet the following challenges:

i) Ensure confidentiality by protecting the data from unauthorized exposure.

ii) Support the data Integrity from updating, deletion, changing of the data type by the authorized users.

iii) Provide security of the database against internal attacks

iv) To sustain access control mechanism through encryption scheme Provide user-friendly environment.

1.7 Summary

Information and Communication Technologies (ICTs) offers great opportunities to organizations (privates, publics) to improve their products and services, as well as maintain the quality. However, lack of proper security control would impede all efforts exerted in meeting these objectives. Failure to maintain a comprehensive security system may jeopardize a businesses’ critical data via threats
by hackers. Moreover, poor cryptographic key management could lead to violation of security system. Therefore, there is a need for proper functional, friendly security management system.
CHAPTER 2

LITERATURE REVIEW

2.1 Introduction

In this chapter a literature review concentrates on Database (database definition, database security, database cryptography and database-level encryption). In addition to Database Access Technologies (ODBC, JDBC, ADO, OLAP, OLE, CORBA, ADO.NET, XML and Microsoft.NET) are reviewed.

Figure (2.1) below depicts the architecture required to deliver the required functionality. It shows that the browser / client front-end connect to the database through a middleware.

![Flow of project data](image)

**Figure(2.1):** Flow of project data
2.2 Database

2.2.1 What is Database?

A database is a collection of records, data or information that can be stored, modified or retrieved at any time. The essence of a database is to have an organised method of easy access to the required information which is kept in the database. Having a database will enable businesses to manage and update data details easily, effectively and with accuracy. Databases are widely use around the world by many small, medium and large organizations. It has become an essential asset for a business to grow and have a well organised business structure.

There are many popular databases some of which as described here:-

- **Microsoft SQL Server** is a universally used database product and provides core support for Extensible Mark-up Language (XML) and Internet queries.
- **Oracle Database** is one of the leading relational database management systems; Oracle is a tool for creating Dynamic e-Business applications based around the Oracle database.
- **Microsoft Access** is an influential visual tool that can be used to design and develop Windows based database applications. Microsoft Access can also be use as a front end application base because it eases of use and flexibility (Microsoft).
- **MySQL** is a program that manages databases. It is used to achieve tasks inside a database like all the other databases and it is not the same as structured query language (SQL by IBM). It is a database that uses SQL to control, create and show data.
- **Microsoft FoxPro** is a tool for building database solutions. It is an object-oriented language.
- **IBM-DB2** database software is used around the world in large industries. It has leading capabilities in reliability, performance, and scalability.
2.2.2 What is database management system (DBMS)?

Database management system is software designed to assist in maintaining and utilizing large collection of data, and the need for such systems, and their uses (Ramakrishan, 2005). Consequently, the successful operations of the computer information system demands system security and system usability (user interface - UI). Moreover, system security is concerned with the presentation of Confidentiality, availability and integrity (CIA) within the organization. The CIA refers to confidentiality of data availability only to authorized users, i.e. privacy proof and satisfaction. Integrity ensures the accuracy of data validity for as long as possible, i.e. data intact. Availability ensures data is available to authorized persons as and when required. Moreover, security experts believe that more security needs are required especially to safeguard against internal attacks, such as Identification, Authentication, Access Controls and Encryption (which is the last defense of the security). Furthermore, computer information system has adequate usability and UI, if has an environment that can assist the user to do what is needed and is easy to use, as detailed later (Lausesen, 2005).

2.2.3 Database Security

A database security could be defined as is a process that issues a group of measures, rules, polices and mechanisms. In cryptographic technology, database security is the operation that comprises a security scheme for implementing a specific security policy in database to prove the CIA (Zailani, 2004). Database security allows the organization to protect the data and combat the threats from insiders and outsiders intentionally or unintentionally. However, mismanagement of the security system could lead to serious consequences.

What's more, physical security and logical security must be prepared, implemented and monitored properly. Security requirements for database systems are as follows (Zailani, 2004): -
Physical database security – data can be recovered when physical problems occurred like power failure.

Logical database security – the structure of the database is maintained.

Integrity – all the data stored for each element is correct or accurate.

Auditing – a process of tracking any access can be done.

Access control – only authorized users can access the database system with identified privilege.

Authentication - in order to ensure the right user is identified by auditing his trailer for permissions to access the system.

Availability – user can access the database and data normally within his authority.

Encryption – to ensure that only authorized users can decrypt the specific data.

However, a complete database security plan is more elaborate than earlier mentioned above. These include essential experiences like access control, backup, recovery plan, risk management, regular auditing and secure network.

2.2.4 Database Cryptography

Cryptography is the art of “extreme information security.” It is the sense of securing cryptographic algorithm and database so as to secure it from harmful access (Kevin Kenan, 2006). Encryption is often the first thing that comes to mind when one thinks of data protection. When done properly, encryption is the best way to prevent unauthorized access to data on the database either static or motion. If data leaves the database, encryption is the only protection available. Database encryption can be achieved with third-party applications or natively by the database built-in tools.

Encryption is an essential component of data protection if it is transparent, performs well, and provides built-in key management capabilities (Charles and
Brian, 2008). Cryptographic algorithms can be classified into three categories: symmetric cryptography, asymmetric (or public key) cryptography and cryptographic hashing (Kevin Kenan, 2006):

- Symmetric Cryptography conventional cryptography or symmetric key cryptography, ensures both sender and receiver use the same key. The famous types available today are: Advanced Encryption Standard (AES) and Data Encryption Standard (DES).
- Public – Key Cryptography known as asymmetric cryptography is a recent invention, where different keys are used for encryption and decryption (private key and public key). When private key is used for encryption, public key must used to decrypt and vice versa.
- Cryptographic Hashing is also known as a message digest, is like fingerprint of some data. It reduces the data to small and unique value.

### 2.2.5 Database -level Encryption

Database-level encryption allows database owner to secure data as it is written to and read from a database. This type of operation is typically done at the column level within a database table. Database-level encryption protects the data within the DBMS and also protects against a wide range of threats, including storage media robbery, well known storage attacks, database-level attacks, and malicious DBAs. Database-level encryption eliminates all application changes required in the application-level model.

Additionally, careful consideration has to be given to the performance impact of implementing a database encryption solution, particularly if support for accelerated index-search on encrypted data is not used. First, enterprises must adopt an approach to encrypting only sensitive fields. Second, this level of encryption must consider leveraging hardware to increase the level of security and potentially to offload the cryptographic process in order to minimize any performance impact. The
primary vulnerability of this type of encryption is that it does not protect against application-level attacks as the encryption function is strictly implemented within the DBMS. The secure data level encryption for data at rest can be based on block ciphers. The solution provides an effective last line of defense. Selective column-level data item encryption, cryptographically enforced authorization, key management based on hardware or software, secure audit and reporting facility, and enforced separation of duties.

2.2.6 SQL Server and Database Encryption Keys (Database Engine)

Microsoft Corporation (2009c) revealed that, the SQL Server uses encryption keys to help secure data, credentials, and connection information that is stored in a server database. SQL Server has two kinds of keys: symmetric and asymmetric. Symmetric keys use the same password to encrypt and decrypt data. Asymmetric keys use one password to encrypt data (called the public key) and another to decrypt data (called the private key).

In SQL Server, encryption keys include a combination of public, private, and symmetric keys that are used to protect sensitive data. The symmetric key is created during SQL Server initialization when you first start the SQL Server instance. The key is used by SQL Server to encrypt sensitive data that is stored in SQL Server. Public and private keys are created by the operating system and they are used to protect the symmetric key. A public and private key pair is created for each SQL Server instance that stores sensitive data in a database.

2.3 Database access technologies (DATS)

In order to understand Database Accessing Technologies (DAT), that can automatic recognize of database table, it is inevitable to review some papers, journals and theses in these areas. Although there are a lot of DATs, the revision was done to
only some of them; those have supported by famous software programs like Oracle, SQL and Java. Therefore, this chapter is in nine sections. A review of Open Database Connectivity (ODBC) comes first. Next, Java Database Connectivity (JDBC) follows. The third section attempts to revise ActiveX data objects (ADO). Fourthly, Online Analysis process (OLAP) was examined. Fifthly, Object linking and embedding (OLE) was revised. Sixthly, Common Object Request Broker Architecture (CORBA) was discussed. Seventhly, ADO.NET was introduced. Eighthly, Microsoft.NET was studied. Finally, Extensible Markup Language (XML) is examined.

2.3.1 ODBC

Open Data Base Connectivity ODBC has many definitions exist in the computing world today. “To the end user, it is an icon in the Microsoft Windows Control Panel. To the application programmer, it is a library containing data access routines. To many others, it is the answer to all database access problems ever imagined (Microsoft Corporation, 2009a).” In other words is a standard database access method developed by the SQL Access group (SAG) in 1992. Moreover, the goal of ODBC is to make it possible to access any data from any application, regardless of which database management system (DBMS) is handling the data (Wikipedia, 2008).

According to works done by Wei Zheng (2000) revealed that “The Standard Open Database Connectivity (ODBC) is Microsoft's strategic interface for accessing data in a heterogeneous environment of relational and non relational database management systems. Using ODBC interface, an application written in SQL can access remote data.”

Paolo Romano (2005) in his PhD research states that “While presenting innovative methodological achievements, all the proposed protocols are designed to be straightforwardly implementable on top of standard, off-the-shelf technologies.
For instance, they can operate in environments with database servers behaving according to standard connection oriented programming interfaces like, e.g., ODBC or JDBC, and exposing the industrial standard XA interface in support of distributed transaction processing.

Whereas Samuel, S. (2004) mentioned that the “ODBC is designed to be independent of the particular database implementation. By using embedded SQL, through ODBC Application Programming Interface (API), it is possible to access different databases and hide complexity from the application. ODBC is made from different components: standard API, driver manager component (responsible to use right database driver), and other components (for processing SQL statements and returning results to the application). ODBC is able to access different databases located on different platforms. In the client/server environment and dislocated database systems, ODBC includes also any network software necessary for communication with remote database system.”

While B. Frédéricque, S., et al. (2007) in their paper concluded that “We currently consider several technologies to provide these functions. The image and the photogrammetric processing will be performed using DVP software components provided by DVPGS. The final results (i.e. model parameters and multi-scale pattern parameters) will be directly stored in a database through ODBC standards.”

As described by Jin-Tsong Hwang (2008) in his paper, “In an ASP web page, the connection between web page and database is based on the connection object of ADO (ActiveX Database Objects). There already is a standard rule for connection between database and web page called ODBC (Open Database Connectivity). This is an Application Programming Interface (API) that allows for data extraction from a database through a unified source. The main task of Connection object is passing the “Connect String” to ODBC for processing. After receiving the “Connect String”, ODBC analyses the string and then communicates with the database by a specific protocol of TCP/UDP 1433. Therefore, the content of “Connect String” needs to include all of the connection information. This information may include type of database, name of the server, name of database, and login name, etc. Once there is a
successful connection, the Connection object will keep all of the connection information in its memory to avoid breaking the connection.”

“MS Access was used at the backend for creating, maintaining and updating of user categories, user tasks, personal space and information resources tables. Additionally, the Java servlets, JavaScript scripting language, the Web HyperText Markup Language (HTML) and Open Database Connectivity (ODBC) were used for developing the various routines of the system as described by N. Meyyappan., et al. (2001).”

George, S., et al. (2008) described a general outline of how the data were transferred into the MySQL database as “all of the data for the study units and radiocarbon assays were initially entered into Microsoft Access databases. These data were transferred to MySQL using Access’s export functionality and the ODBC database support provided by Access and MySQL.”

Works by Md. Nasir S., et al. (2008) have shown that “Based on the proposed method, a profile learning system is developed using Microsoft VC++ connected to Microsoft Access database through an Open Database Connection (ODBC).”

Ikhu-Omoregbe, N. (2008) added that “Physicians access the application from various handheld devices within the hospital. The application user’s interface allows users to access the required medical information. The database server provides data services and database management system function. The Open Data Base Connectivity (ODBC) is used to support data logic resulting from database queries. The application enables authorized medical personnel access to the addition to WML so as to add interactive functionality to the static WML pages by providing access to an MS Access database through ODBC-JDBC Bridge.”

In a survey developed by Ortolf, H., et al. (2005), “At the time of the termination of the EU-project in 2005, a completely new CMS should be available, which enables scientists in the entire field of classical antiquity to manage and
publish their data files via the internet in a rapid and simple manner. For this purpose “multilingual interfaces” are being offered, by means of which the data files can be managed and retrieved in several languages. The CMS is being developed on an open-source basis and will permit, via an ODBC (Open Database Connectivity)-interface, to integrate a great number of already existing data management procedures.”

Jermu, P., and Juho, R. (2008) in their studies summarized that as “The prediction application (Pöllänen, 2001) was implemented as a Microsoft Excel spreadsheet, since the operators were already familiar with the software. The layout of the user interface was designed to mimic the previously used screens. The easy integrability to Excel was the primary choice for selecting the tool. The interface to the production database of the brewery was implemented using Open Database Connectivity (ODBC).” While Cokhan Aydinli (2000) briefed that “Frequently Excel is also used as a database front-end as it offers various data retrieval methods, e.g. reading ASCII or character files, and gets data from any database system supporting the ODBC standard.”

For data integration, Vadim Bichutskiy (2008) alleged that “We integrated computational docking data into the database by connecting the project’s Microsoft SQL Server database to the laboratory’s PostgreSQL database via Open Database Connectivity (ODBC), a standard database from any application. The project database runs on the Windows server while the laboratory database runs on the Linux server.”

Nick, P., and Hussein, D. (2005) stated fact that “All output data may be saved and archived as ASCII files or in an ODBC database format for ease of future reference.”

Maribel, S., and Luís, A. (2008) reported that “The overall set of databases that integrate the Knowledge, Data Repository and the Results Visualisation components were implemented in Access. The data stored in them are available to
the Data Analysis component, or from it, through ODBC (Open Database Connectivity) connections.”

Faisal, I. and Hassan, M. (2003) in their paper mentioned that “The implementation is centered on the two MFC classes to interact with ODBC driver, namely CDatabase and CRecordset. All the class member functions of the two classes throw a CDBException if they fail, which we catch and display appropriate message box to user. This object will interact with the underlying database and connect to it using the installed driver for ODBC.”

Philippe, Th., et al. (2005) said that “The size of the wrappers can be computed from these tables. In RDB wrappers, thanks to the use of the ODBC interface, the schema is described by a table, so that each schema construct requires much less LOC than the COBOL approach.”

Boon, L., and Jake, B. (2003) stated that the exam paper records are stored in MS Access which is not a database server and therefore not accessible remotely by an external agent. There are two general approaches for ‘exposing’ the exam paper repositories:

- Migrate the catalogue to a database server such as SQL server or MySQL.
- Use a database linking protocol such as ODBC.

Using the database linking technique allows librarians to continue using MS Access as a front-end for records administration while resolving the problem of remote access. The database server ‘mirrors’ the exam paper records in the MS Access via a ‘link table’ and software (MySQL’s ODBC) bridge; any changes made to the MS Access records would also be reflected in the SQL database.

“IT seems that WebMap supports only the IIS server versions 4.0 to 5.0 and utilizes Open Database Connectivity (ODBC) drivers to connect their internal proprietary database format to other DBMS such as Oracle, SQL Server and
Microsoft Access (Intergraph 2006b). MapXtreme allows for database connectivity through ODBC and ADO.NET through backend DBMS such as SQL Server, Oracle Spatial, Microsoft Access, Informix IDS 9.3 and Oracle 9i and 8.1.7. Autodesk’s Feature Data Objects (FDO) technology provides the API for accessing and manipulating data from multiple data stores including SDF, SHP, ArcSDE, WFS/WMS, ODBC, PostGIS and MySQL (Erik Harper, 2006).”

L. Cinque, et al. (2003) summarized their studies as “The indexing server will initially be realized with MySQL database software, and will also support Oracle, Microsoft SQL Server, Microsoft Access, Sybase, PostgreSQL, Visual Foxpro, Interbase, and generic ODBC. However, the Archive Release module allows users to write their own custom release modules, either to modify the standard release procedure or to release documents into a proprietary back-end or non-ODBC database.”

Fredrik Bökman (2001) mentioned that “Wrappers are an important part of the mediator-wrapper architecture of Amos II and PAQS. A wrapper functions as an interface to an external data source, and it is only by means of such wrappers the mediator is able to access external data. The approach has recently been included in the SQL: 1999 standard as SQL/MED (Melton et al 2001, see section 4.4.3). Presently, the Amos II system incorporates wrappers for relational databases (as ODBC data sources) and XML files. It is possible that other wrappers will have to be implemented for access to important data sources. However, this might very well be unnecessary work since there is a very strong trend towards XML formats in life science research.”

“The web server seems to be off-line, and people out in the field cannot download the Maefairs application. You spend time talking with the network staff, looking at ODBC drivers, and researching the problem on technet. It seems the new drivers the network staff installed were not compatible with the ODBC configurations. It gets fixed by changing the ODBC parameters on the file server (William J. Hallinan, 2008).”
Works by revealed by Zhiyuan, Sh., and Hai, J. (2008) consider that Clients can connect to each of the server nodes via ordinary connection facilities, e.g., ODBC, and then submit their requests in the form of transactions. A middleware program, whose functionality is to guarantee the consistency of the data copies.

While works by Daan, L., and Erik, M. (1999) have shown that “Databases are ubiquitous in computer science. For instance, a web site is usually a fancy facade in front of a conventional database, which makes the information available in a convenient browsable form. Sometimes, servers are even running directly on a database engine that generates pages from database records on-the-fly. On Unix platforms this is usually done via ODBC, under Windows there are confusingly many possibilities such as ADO, OLE DB, and ODBC.”

“Database access and query ability. Mifflin currently uses the Microsoft Access database. All data is directly accessible via either the Mifflin application, the database itself, or external JDBC or ODBC queries (E. Jeffrey Conklin, 2002).”

Prashant Nair (2003) believed that “When the web server receives this information from the client, it initiates an instance of the search script and executes it. This script, running on the web server, first establishes a connection with the SQL server using an ODBC (Open Database Connectivity) bridge. The HTML pages provide statically or dynamically generated links to access resources in the database on an ODBC bridge or some other connection. An Open Database Connectivity (ODBC) bridge connects the database and the Microsoft Internet Information Services (IIS) web server.”

“In recent years the need to effectively process large amounts of data has become increasingly important. Companies are using databases to store information about for example warehouses, orders, invoices and much more. Because of this, the need to access this data using standard tools has become very important. Since there are many different kinds of databases in use today, a standard method for accessing data was developed by Microsoft, _Open database connectivity_ (ODBC).
Applications using ODBC as their data accessing method can read and manipulate databases for which there are ODBC drivers (Marcus Eriksson, 1999).”

J-P. Rosen (2008) stated that he had several options for interfacing to mySQL from Ada:

- • Use GNADE with the native interface to mySQL;
- • Use ODBC and GNADE with the ODBC interface;
- • Use ODBC and a direct binding to it.

He rapidly decided to use ODBC, because it would ensure that his application was not dependent on any special feature of mySQL, and would allow him to change the DBMS without changing the application. mySQL provides ODBC drivers for both Windows and GNU/Linux.

“Web applications often use data submitted by a client to construct SQL queries. The communication between the programming language and the database commonly takes place through a call level interface such as JDBC or ODBC. Call level interfaces allow full power of SQL by accepting dynamically generated SQL statements as mentioned by Amit, K. (2007).”

2.3.2 JDBC

The Java Database Connectivity (JDBC) API is the industry standard for database-independent connectivity between the Java programming language and a wide range of databases – SQL databases and other tabular data sources, such as spreadsheets or flat files. The JDBC API provides a call-level API for SQL-based database access.
JDBC technology allows you to use the Java programming language to exploit "Write Once, Run Anywhere" capabilities for applications that require access to enterprise data. With a JDBC technology-enabled driver, you can connect all corporate data even in a heterogeneous environment (Sun Microsystems, Inc., 2009).

Works by Rakesh Dhaval (2005) have claimed that “The communication between the query engine and the database is done via the database interface. The database interface utilized is JDBC. Furthermore, the database connectivity needs to work with Java programming language of choice. We use both the Open Database Connectivity (ODBC) application programming interface (API) along with the Java Database Connectivity (JDBC) application programming interface specifications to connect our Java programs to our database. For our purposes the JDBC-ODBC bridge that comes with the Java SDK works well.”

Shuxin Yuan (2000) named that “Java Bean provides an interoperable way to produce interoperable components. Java Database Connectivity (JDBC) or JDBC-ODBC (Open Database Connectivity) provides a universal means of connection between the internal objects and the external database.”

“The information tier, or data tier, maintains data for the application. The information tier stores data in a relational database management system (RDMS). For this application, we can use an Oracle database that will interact with the web tier through the Java Database Connectivity (JDBC) driver (Mounia Belmamoune, 2003).

Parag, D., et al (2004) concluded that “The Data Access Modules retrieve and filter raw data from the data sources and provide refined data to the appropriate Data Services Module. As data sources can be of various types, our tool supports databases as well as various probabilistic modelers. When databases are used as a data source, we use JDBC-ODBC to access data sources. Java Database Connectivity (JDBC) – Open Database Connectivity (ODBC) provides a means to access databases through programs written in the Java high-level programming language.
Through JDBC-ODBC, the use of a Java-based EIS tier allows efficient communication between the server-component and the database system.”

“In this prototype, extensive use was made of JDBC to query the databases, construct the Local Database, and handle the table objects. This was convenient because Informix supports JDBC driver. The object support within Java and JDBC also simplified many of the internal structures. It is entirely consistent with this architecture to use other methods, including ODBC and CORBA as described by B. Fu, S., et al. (2001).”

According to Simon Kainz (2008), “The search module developed in this thesis uses Spring's JDBC framework for database communication. Based on the concept of JDBC templates, reliable and secure type-safe database queries are created based on predefined templates. By using Spring JDBC-templates querying databases is as simple as specifying a query statement and providing a result-to-data object mapping for each result. All underlying steps necessary for database access are handled transparently by the Spring JDBC package.”

Awais, R., and Ruzanna, Ch. (2003) noted that “there are a number of JDBC drivers available. We have chosen to base the implementation of the Database Access aspect on the basic Sun Microsystems JDBCODBC Bridge Driver which, to the best of our knowledge, offers the lowest common denominator in terms of supported functionality.”

Talha Oktay and Murat Unal (2000) thought that “Oracle 8i is the latest version of the Oracle Corporation’s DBMS can be solution to this problem. With Oracle 8i’s Java-enabling components-Object Request Broker (ORB), Java Virtual Machine(JVM), and embedded JDBC Driver- Turkis h Navy have a wealth of technologies at its disposal. Turkish Navy has a choice of several programming models—PL/SQL, JDBC, SQLJ, CORBA, and EJB; and a choice of protocols—Net8 and CORBA-IIOP.”
Erdogan, D., et al. (2004) found that the relational databases can be accessed by general-purpose Java applications using standard JDBC API. This requires applications to use a JDBC driver specifically developed for JDBC access to the database system that needs to be accessed.

Furthermore, they implemented a database web service called JDBC Web Service (JDBC-WS). JDBC-WS will provide a standard JDBC-like interface that can be used by any Web Services client. See figure (2.2).

![Diagram](image)

**Figure (2.2):** Web Services-based access to relational databases

“In the Tele-Electrogastrography (EGG) application, Java client applet can start plotting EGG data by invoking the relevant remote object method on the web server that can obtain access to a database using Java Database Connectivity (JDBC) Data Access Application Programming Interface (API). This interface is contained in a library that is known as an Open Database Connectivity Bridge (ODBC), which implements JDBC according to the ODBC standard C API. Software developers can utilize JDBC to send SQL statements to a database and retrieve the results of a query. JDBC-ODBC is a JDBC driver that provides access to any ODBC database including Microsoft SQL or Microsoft Access from any Java platform as stated by Simon, Zh., et al. (2002).”

“Java Servlets support the Java DataBase Connectivity (JDBC) API to access databases that support the JDBC API, too. SQL Server supports the Open DataBase Connectivity (ODBC) API that can be linked to the JDBC API as concluded by Ulrich, U., and Stephanie, T. (2001).”
Gary Yeung, (1999) in his thesis mentioned that “The choice of Microsoft SQL Server 2000 was based on its availability for this project. The basic requirements for the data source are that it must be able to execute SQL statements and it must be a JDBC or an ODBC data source. This is because the multi-agent IIVM system is created in Java and it can only communicate with a JDBC data source or an ODBC data source through the ODBC-JDBC bridge. JDBC and ODBC will be discussed later in this chapter.”

Gustav Boström. (2003) in his research found that “Lumbago was constructed using standard Java. The graphical user interface was built using Swing and the business logic was implemented in plain old Java classes that access a HSQLDB database using direct JDBC.

Ke Wei (2006) recommended that “JDBC (Java Database Connectivity) and Ado.net (ActiveX Data Objects) are API that defines how a client application may access a relational database. It provides methods to query and update data in a relational database.”

### 2.3.3 ADO

ADO is part of the MS Universal Data Access (UDA) strategy to make all data accessible using the same set of procedures. This applies to data held in formats as diverse as text, XML or proprietary DBMS formats. ADO uses a technology called OLEDB which was specifically designed by MS to replace ODBC and is based on the company's Component Object Model (COM). While, Khalid Eldrandaly et al. (2005) in their research revealed that, two different COM-complaint software packages are used: ESRI-ArcGIS 8.2 and Microsoft-Excel 2002. Visual Basic for Application (VBA) was used to develop an Excel application that implements the AHP technique. Microsoft ActiveX Data Object (ADO) was used within the AHP Excel application to read required information from the geodatabase. ADO was
implemented using a set of COM-based interfaces that provide applications with uniform access to data stored in diverse information sources.

The server application uses version 2.7 of the Microsoft ActiveX Data Objects (ADO) in Visual Basic 6.0 to enable connectivity with the data source, Microsoft Access database. “With every ADO, a structured query language (SQL) statement is used in the server application to access and manipulate the data stored in the database (Agustinus, 2005).”

José A. B., et al. (1998) concluded that “While OLE DB is a powerful API for manipulating data, most application developers do not need the fine-grained control that OLE DB offers. Most developers are not interested in managing memory resources, manually aggregating components, and other low-level operations. ActiveX Data Objects (ADO) is an application-level data access object model that allows easy access to any OLE DB data source from languages such as Visual Basic, C++, Java, VBScript, and JavaScript.”

“The system works using Active Server Pages (ASP) with an ADO/ODBC connection to the Oracle database. ODBC (Open Database Connectivity) is a C-level application programming interface (API) for SQL data. While developers can code directly to the ODBC API it can be fairly difficult and involve a lot of code. Because of this, Active Data Objects (ADO) are used as the interface to ODBC. ADO is an application-level programming as described by S.C. Rennie, et al. (2000).”

Ding, L., et al. (2007) found that use ADO database accessing technique to accomplish data storage. ADO enables application to access not only relational database but also nonrelational database and provides consistent, high-performance access to data, whether we are creating a front-end database client or middle-tier business objects using an application, tool, language, or even an Internet browser.

Works by Steven J. S., et al. (2004) have shown that “The purpose of the database in this simulator is to supply information to the simulation engine. Data are
stored in a Microsoft Access 2000 database, and the simulator uses ADO to connect
to the database. This allows the user to override the development platform and
substitute the current implementation with a Microsoft SQL Server, an Oracle
database, or any ODBC database.”

2.3.4 OLAP

Online Analytical Processing (OLAP) tools have emerged to address the
limitations of traditional databases and spreadsheet applications. Unlike traditional
databases, OLAP tools support a range of complex analytical queries; unlike
spreadsheet applications, they can also handle massive datasets. Moreover, OLAP
tools can process user queries online.

Processing (OLAP) is a database acceleration technique used for deductive analysis.
The main objective of OLAP is to have constant-time or near constant-time answers
for many typical queries. Using OLAP, however, the computation can typically be
done on-line.”

“Data warehouse systems are implemented using a set of commercial
components (e.g. extraction tools, database systems, metadata management systems,
OLAP tools, report generators) that are configured according to the needs of the
project. In order to study the principal issues involved in automatic data warehouse
generation we chose two typical real world OLAP products as target systems as
described by Karl, H., et al. (2000).”

Thomas, P., and Toby, J. (2002) found that “data warehouses have been
engineered to answer queries of aggregation with “group by” expressions efficiently.
The goal of on-line analytical processing (OLAP) is to quickly answer queries from
large amounts of data residing in a data warehouse. To improve the quickness of
response to queries, pre-aggregation is a useful OLAP strategy.”
Works by Fangyan, R., et al. (2003) have shown that “Data warehouse is a subject-oriented, integrated, time-variant, and non-volatile collection of data in support of management’s decision making process. The purpose of data warehouse is to support OLAP, which is especially designed for knowledge workers (executives, managers, analysts) to systematically organize, understand, and use their data to make strategic decisions.”

Moreover, Surajit, Ch., and Umeshwar, D. (1997) announced that “OLTP applications typically automate clerical data processing tasks such as order entry and banking transactions that are the bread-and-butter day-to-day operations of an organization. Typical OLAP operations include rollup (increasing the level of aggregation) and drill-down (decreasing the level of aggregation or increasing detail).”

Data mining and OLAP are complementary as they are both analytical tools. For example, in the customer dimension of sales cube, there are lots of members, so it is very difficult to find customers’ buying patterns. Data mining techniques can be applied to analyze this dimension to find out what are the clusters among the customers based on customer member properties and measures. SQL Server Analysis Services has advanced features that bridge data mining and OLAP (Zhaohui, T., et al., 2005).

Denis and Marie-Chantal (2008) found that once the systems were integrated within their data warehouse environment, the data was made available to users either in the form of reports using various data formats (i.e. web report, MS-Excel, etc.) or OLAP analysis.

2.3.5 OLE

OLE stands for Object Linking and Embedding. It is a technology for transferring and sharing information among applications. Different applications
expose their objects that are related to the kind of data the application works with. Automation client is an application that exposed objects belonging to another application. For instance VB program acts as an Automation client. An Automation server is an application that exposes programmable objects to other applications. For example Excel can act as an Automation server. Excel exposes Automation objects. These objects have properties and methods as their external interface (S.S. Ahmed, 2002).

“The world of Windows programming is moving toward a division of labor in which C++ programmers will produce reusable modules that will be integrated into applications by Visual Basic (VB) programmers via tools like OLE Automation, Using OLE Automation. It is possible for one application to control another (Raymond P., and Kirsch, 1996).”

Zhaohui, T., et al. (2005) introduced that “A data mining model is a new concept introduced in OLE DB for DM. With the help of the OLE DB for DM Specification, any data mining algorithms can be accessed through OLE automation, which can be easily embedded into any consumer applications. Moreover, Microsoft initiated the OLE DB for Data Mining (DM) Specification with more than a dozen independent software vendors (ISVs) in business intelligence.

JOS6A. Blakeley (1996) stated that OLE DB enables the development of an application that will access both information sources and make it easy to access data stored in diverse DBMS and non-DBMS information sources. DBMS sources may include mainframe databases (e.g., IMS, DB2), server databases (e.g., Oracle, SQL Server), or desktop databases (e.g., Access, Paradox, Fox). Non-DBMS sources may include information stored in file systems (e.g., Windows NT, Unix), indexed-sequential files, email, spreadsheets, project management tools, and many other sources.

Campbell, D.G. (1996) in his paper abstracted that “These economic benefits have been achieved through producing large numbers of systems from standardized components. The OLE Transaction Architecture defines a set of distributed
Component Object Model (COM) interfaces that can be used to coordinate distributed transactions using standard two-phase commit protocols. One of the goals of this architecture is to support the development of commodity enterprise computing software. A crisply defined and unambiguous transaction coordination architecture is a foundation for advanced applications requiring distributed transaction support.”

“Works by Anwar, M.R., et al. (2004) depends on using OPC (OLE for process control) as an Interface Layer between industrial devices and HMI. Moreover a Database is also required to store process values for components.”

“The possibility of data transfer between control and diagnostic systems is provided by the using of OLE for Process Control (OPC) standard, where OLE is Object Linking and Embedding. OPC is a client and server technology. The first uses the data and the second provides it (Natalia Sekacheva, 2007).”

2.3.6 CORBA

There has been much works done in the field of CORBA user interface. Desmond, Ch., et al. (2001) in their research claimed that “CORBA specifies a system that provides interoperability between objects in a heterogeneous, distributed environment and in a way transparent to the programmer. Its design is based on the Object Management Group (OMG) Object Model. This Model defines common object semantics for specifying the externally visible characteristics of objects in a standard and implementation independent way. In this model clients request services from objects (which are implemented as servers) through a well-defined interface. OMG also specifies a set of Object Services. These are a collection of services (interfaces and objects) that support basic functions for using and implementing objects.”

Mária, T., et al. (2003) announce when designing a Universal personal computing, they selected CORBA as a natural platform-independent framework for
UPC, and Java for the implementation of client side objects and agents of UPC. However, they found that “CORBA provides transparent access and location independence with the use of object references; i.e., the client does not need to know the address or the actual location of a requested object. Instead, it is the ORB’s responsibility to find or create the appropriate object based on the object reference submitted by the client. The object reference is a unique identifier of an object instance generated at its creation. Implementation independent access to objects for any client is achieved by the standardization of the CORBA Interface Definition Language (IDL). All CORBA object interfaces should be specified in IDL. From an IDL specification, invocations can be derived at run-time. The standard includes also language mapping between IDL and programming languages (C, C++, SmallTalk, Java, etc.). This way CORBA enhances the underlying technology to create a homogeneous DPE as described by.”

There are two ways of object invocations at the client side:

1. If the object interface is known at the client’s compilation time, the invocation can be built into the client code in a static way with IDL stubs;
2. Otherwise, CORBA supplies the Dynamic Invocation Interface to let the client discover methods to be used at run time.

“Heterogeneity is natural in distributed object computing systems. CORBA provides inter-operability in such heterogeneous environments. Additional overheads incurred in the CORBA compliant ORB deteriorate system performance. Achieving high performance in CORBA-based systems by using innovative client-middleware-agent architecture and by exploiting limited heterogeneity in systems are discussed in the literature (Weili Tao, Shikharesh Majumdar, 2003).”

“Works by Alessio, B., et al. (2002) have shown that in developing distributed applications, a simple solution for prompt integration of modules communicating by means of either CORBA or RMI is the introduction of a gateway module. This solution determines an additional communication overhead.”
Matteo, P., et al. (2003) noticed that Instrumentation Maintenance System (IMS) does not communicate directly with the field devices: and claimed that “One possible solution in order to overcome this situation is to use the high level abstract interface provided by CORBA to define an open environment in which different applications can coexist and share information. In TC, IDL interfaces are modeled by the meta-class Interface. Thus, a CORBA application object implementing a CORBA IDL interface is modeled by an Application Object class inheriting from an Interface class modeling the latter. In this way different Application Object classes might be designed to provide different semantics to the same Interface class, according to the definition of CORBA IDL interface as introduced by.”

While works by E-Kai, Sh., et al. (2000) claimed that “The CORBA trading service allows retrieval of object references with respect to some of the characteristics or quality of service (QoS) that objects can provide. An agent that provides the trading service may need to choose different server objects at different points in time for providing the same service. For example, Server A may be suitable for providing a certain QoS at the current point in time but Server B may become the appropriate choice at a future point in time when Server A is running at a higher load. Instead of using the same handle in subsequent requests to the same server, routing every request with the help of a trading agent is important in such a situation.”

Darrell, B., et al. (2001) thinks that when integrating Asynchronous Method Invocation (AMI) model into the CORBA specification. AMI improved the scalability of clients by removing the restrictions associated with Synchronous Method Invocations (SMI). Server request handling remained synchronous, however, which minimized the benefits of AMI for middle-tier servers, such as firewall gateways and front-end database servers.

However, works by Liang, G., et al. (2000) have show that “Beowulf applications have been primarily in the scientific computing domain. Adding Java/CORBA technology allows for many additional application areas in the area of client/server computing such as database services.”
C. Liebig et al. (2000) summarized that the need for supporting information dissemination applications by integrating relational databases in a fully distributed Object-Web system. They had shown that this can easily be done in a CORBA framework through the use of a publish/subscribe Persistent State Service.

Software Environment of the prototype that they developed uses CORBA, VisiBroker for Java, databases (Oracle, mSQL, DB2, and ObjectStore). The JDBC Bridge is used to connect the CORBA server objects to their relational databases. In this case, the CORBA objects are implemented in Java. The user interface is implemented as a Java applet that communicates with the CORBA objects as described by (Athman, B. et al., 1999).

Works by Jianqiang, H., et al. (2004) have revealed as “Obviously enterprises will still use a variety of different middleware technologies and Web Services can bridge the existing boundaries. The major contributions of the paper are as follows: (1) present static and dynamic models to wrap CORBA objects as Web Services; (2) solve three key technologies in CORBA Web Services: scalable architecture, SOAP/IIOP protocol data type mapping and unified service providing infrastructure. We have implemented the prototype system Star Web Service and our test results illustrate the effectiveness of the proposed models and architecture.”

Oliver, K., and Alex, J. (2000) integrate CORBA into the WOS (Web Operating System). They chose CORBA because it is the de-facto standard for distributed object-oriented systems and therefore allows the WOS to be used with real world applications.

2.3.7 ADO.NET

ADO.NET, ActiveX Data Object, is a component technology in .NET used when access to data sources is needed or manipulation of data in a data source is
wanted. The data source can be Microsoft SQL Server as well as data sources exposed via OLE DB and XML. ADO.NET was designed to meet goals as disconnected data architecture (the DataSet), common data representation with the ability to combine data from multiple and varied data sources, and maybe most important; to apply a liberal use of XML infrastructure (Julia Norman, 2002).

Vorgelegt von (2006) has shown that the connections to remote databases are established using the ADO.NET framework based on the ActiveX Data Object (ADO) technology. Furthermore, Visual Basic and C# support remote procedure calls.

William Stott (2007) stated that “The Database and SQLUtils classes facilitate this process using the ADO.NET SQL Server Data Provider. Alternative classes could be developed at a later date to support other Data Providers like OLE DB or ODBC, if required.”

Václav Skala and Tom Philip (2004) recommended that “The database is implemented based on the Microsoft SQL Server 2000 and is available for the applications over ADO.Net. The data transfer between the database and the LIVE-Fab program modules occurs through XM.”

“Microsoft .NET framework is a proprietary technology that runs only on Microsoft Windows platforms. Microsoft defines the .NET Framework as “as an integral Windows component that enables building and running the next generation of software applications and Web Services. It includes technologies for Web Services and Web applications (ASP.NET), data access (ADO.NET), smart client applications (Windows Forms) and many others (Tom Philip, 2004).” In another way, we can always use ActiveX Data Objects (ADO) under Visual Basic.NET, which is currently called as ADO.NET. ADO.NET is important for us in working on database connectivity as described by Fong Yit Meng et al. (2005).”
Works by Swapna Kodali (2007) have found that “In e-commerce applications it is very typical for the Web server to contact the database to get information as needed. ASP.NET uses a technology called ActiveX Data Objects.NET (ADO.NET) to connect to the database.”

“The resulting command can then be executed to produce the relevant results. In addition to working against various versions of SQL Server, the Entity Framework is being integrated with various third-party ADO.NET providers for DB2, Oracle, and MySQL as mentioned by (Atul Adya, et al, 2007).”

2.3.8 XML

The Extensible Markup Language (XML) is a general-purpose specification for creating custom markup languages. It is classified as an extensible language, because it allows the user to define the mark-up elements. XML's purpose is to aid information systems in sharing structured data, especially via the Internet.

XML's set of tools help developers in creating web pages but its usefulness goes well beyond that. XML, in combination with other standards, makes it possible to define the content of a document separately from its formatting, making it easy to reuse that content in other applications or for other presentation environments. Most importantly, XML provides a basic syntax that can be used to share information between different kinds of computers, different applications, and different organizations without needing to pass through many layers of conversion.

XML began as a simplified subset of the Standard Generalized Markup Language (SGML), meant to be readable by people via semantic constraints; application languages can be implemented in XML. These include XHTML, RSS, MathML, GraphML, Scalable Vector Graphics, MusicXML, and others. Moreover, XML is sometimes used as the specification language for such application languages (Wikipedia, 2009).
Short for Extensible Markup Language, a specification developed by the W3C. XML is a pared-down version of SGML, designed especially for Web documents. It allows designers to create their own customized tags, enabling the definition, transmission, validation, and interpretation of data between applications and between organizations (Jupitermedia Corporation, 2009).

Andrey, B. and Yannis, P. (2004) revealed that “the approach towards building XML DBMS’s is based on leveraging an underlying RDBMS for storing and querying the XML data. This approach allows the XML database to take advantage of mature relational technology, which provides reliability, scalability, high performance indices, concurrency control and other advanced functionality.”

“XML has become the de facto standard for information/data representation and exchange on the Internet and elsewhere. It has been a wide consensus that XML documents/data should obtain the same type of management functionalities as conventional data received from RDBMSs, and the database community is well underway towards this destination. In recent years, many storage schemes for XML data have been proposed, e.g., mapping XML data to relational or object-relational models, using special-purpose databases such as semi structured databases, or developing native XML databases. A key issue that faces every XML data management system is the optimization of XML queries as described by Dunren Che, et al. (2006).”

Zachary G. I. et al. (2002) conclude that “The emergence of XML as a common data format, as well as the support for simple web-based query capabilities provided by related XML standards, has suddenly made data integration practical in many more cases. As a result, XML has become the standard format for data dissemination, exchange, and integration. Nearly every data management-related application now supports the import and export of XML, and standard XML Schemas and DTDs are being developed within and among enterprises to facilitate data sharing (instances of these are published at the BizTalk and OASIS web sites1).”
Felix Weigel, *et al.* (2005) introduced (Content-Aware Data Guide) RCADG as an embedding of native XML indexing techniques into a relational database system (RDBS). By integrating native XML indexing techniques even deeper into the core of an RDBS, they expected further improvements. In particular, they outlined how the RCADG can provide XML-specific statistics to the relational query planner and optimizer to make them aware of the hierarchical structure of the data.

According to works done by Airi, S., and Frank W. (2008); in an XML database they should be able to express queries in terms of all data in the database, including entities, URIs, tags, comments, processing instructions, schemas and other metadata.

Samuel and Philippe (2008) have shown that the first storage option is to load XML documents within the rows and columns of a standard relational database with no special extension managing XML. The mapping between the XML fields and the tables/rows is no easy business as XML documents have an unstructured content with a random shape while a RBMS manages rows and columns.

For Data Exchange and Workflow Shankar Pal. *et al.* (2005) mentioned that “XML allows a platform-independent way of exchanging data among applications. The data can be modeled as messages with XML markup. Instead of constantly shredding and generating XML messages, it is prudent to store messages in XML format.”

Also, they think that “XML-based standards are emerging for different, vertical domains, such as for financial and geo-spatial data. These standards describe the structure of the data, based on which instance data can be queried and updated.

Anastasios, I. (2004) claimed that “The Service Creation component is responsible for the design and specification of services, which are to be deployed in the PoLoS Kernel. Service logic is specified using a new language, SCL (Service Control Language) developed for supporting location-based services. SCL is an
XML-based language, built to facilitate implementations with simple functionality but also flexible enough to have the capabilities of a general-purpose language.”

“Today DB2 UDB XML Extender not only serves as a repository for both XML documents and their Document Type Definitions (DTDs), but also provides data management functionalities such as data integrity, security, recoverability and manageability. User has the option to store the entire document as an XML user-defined column or to decompose the document into multiple tables and columns. Fast search via indices is provided for both XML elements and attributes. Section search can be done against the content of the document as said by (Cheng, J. and Xu, J., 2000).”

Muralidhar, K. et al (2005) concluded that “XML has become the de facto standard for data storage, processing and interchange between applications. Having an XML datatype in a SQL system enables applications to use XML as the first-class built-in datatype and use it as datatype for columns of tables and views, and parameters and return values of user defined SQL functions, stored procedures, and triggers.”

Works by Dimitris, A., and John, S. (2005) presented recent advances in using XML technologies for network management. Moreover, it introduced a framework for structuring and executing XML management applications. This framework exploits XML technologies in order to specify XML APIs for network devices, but also composite networks.

Jung, K., and Hyunchul, K. (2004) found since emergence of XML as a standard for data exchange on the Web, today’s Web applications are to retrieve information from the remote XML source across the network. Cache-answerability for XML queries is thus crucial for efficient support of XML database-backed Web applications.
2.3.9 .NET

Microsoft .NET is an execution environment for Windows programs. It includes two main components: the common language runtime and the .NET base class library. The runtime and core parts of the base class library are specified as an open standard. This standard is called the common language infrastructure, and is published as the ECMA-335 (European Computer Manufacturers Association). In .NET, code runs in Common Language Runtime environment and has automatic memory management. Moreover, .NET provides built-in services for proxies, marshalling, network streams and remoting (Bo Feng and Gabriel Wainer, 2008).

According to Don Syme (2006), “Given this heterogeneity it is somewhat inevitable that people turn toward extensible compilation and intentional meta-programming to bring a degree of uniformity to programming. For example, mainstream languages are now using small meta-programs to specify SQL queries, as in the Microsoft LINQ extensions for Visual Basic 9 and C# 3.0, an initiative that forms part of the background to this paper. One of the motivations of LINQ is to re-use existing infrastructure (e.g. rich editing environments) in the context of embedded domain-specific languages. The end result is that environments like .NET are moving to incorporate a layer of intentional meta-programming, including components to translate meta-programs to languages such as SQL.”

Also Viktor Geller and Christelle Scharff (2005) mentioned that “.NET is a platform that allows secure development and cooperation of programs that are written in different .NET compliant languages; cross-language calls and cross-language inheritance are permitted. There are more than 30 .NET compliant-languages including C#, J#, VB .NET, and Microsoft Visual C++, but also the .NET versions of functional languages such as SML, Scheme, Haskell, imperative languages such as TMT Pascal and Fortran, and object-oriented languages such as Eiffel and Smalltalk.”

While in the survey by Yanhao Zhu, et al. (2005), “In the user program, the class has to be defined somewhere before it can be used. This means that the types of
objects which the user wants to deal with have to be declared first in the program. In C#, VB.NET, VC++.NET and other strong typed .NET programming languages; the compilers will enforce this requirement without any exception. The classes of the stored objects, which will be used in the program, have to be defined.”

2.4 Summary

A review of Database and Database Access Technologies clarified the close interaction between them. This is manifested in the establishment of their link to the database and creates a suitable interface environment. However, there are some standard rules of connection between database and User Interface, such as ODBC, JDBC, ADO, ADO.NET, OLAP, XML, OLE and .NET etc. These are Application Programming Interfaces (APIs) that allow for data extraction from a database through a unified source.
CHAPTER 3

RESEARCH METHODOLOGY

3.1 Introduction

In this chapter the methodology of the project will be discussed. It will reflect the aims and objectives in Chapter 1. However, the methodology of the proposed approach will be described in principle, well-managed and consistent manner. The chapter begins with the research development phases (Section 3.2), in which the project phases are explained. Section 3.3 is the summary.

Methodology represents a set of practical ideas and proven practices for a given area of activity, techniques and methods used in a system during planning, analyzing, design, development or management of computer application.

3.2 The Research Development Phases

This research has aimed to enhance implementation of database column encryption through Database Access Technology (DATs). Thus, defining and selecting a suitable technology need some knowledge and investigation of existing some DATs. Therefore, this project is conducted according to the workflow process as illustrated in Figure 3.1. The research development is conducted in a phased approach that can help in organizing the required job in a systematic manner. The
research development is divided into seven phases. The following sub-sections describe these phases.

3.2.1 Project Preview

Problem sharpness and formulation is the first stage held by the thesis. In that section the database column encryption/decryption through Database Access Technologies were considered.
3.2.2 Literature Review

Literature review is defined as a body of text that aims to review the critical points of current knowledge on a particular topic. However, the goals are to bring up to date information about the others done in the same field. For this thesis, the literature review introduced database, database Cryptography, Database -level Encryption.

3.2.3 Studies and Analysis

The studies and analysis, and literature review have aimed to provide an overview and recent progress in DATs automating service to detect database; and how to facilitate column encryption. These approaches have classified into some categories. But it is impossible to claim that this classification is very exhaustive. In each category, the introduction, features/capabilities, advantages, disadvantage and column encryption support are stated in details.

3.2.4 Determine the research requirements

As this project is concerned about the enhancement implementation of encryption/decryption of database through DATs, building a system based on this standard becomes necessary. This standard requires two main entities: hardware and software.

Based on these requirements, it was found that Windows XP/Vista operating systems and SQL Server 2005 installed on client desktops can comply with these standard requirements. For more details see section 5.4 system requirements.

Building the system in client/server environment requires the following:

i. Hardware requirement specification
ii. Software requirement specification

3.2.4.1 Software Development Tools

A. Microsoft Visual Studio.Net

Microsoft Visual studio VB.Net was chosen as programming language to develop the necessary GUIs, because of its easy features (drag and drop), Microsoft Windows based applications, compatible with SQL Server 2005 and the main feature is an Object Oriented Language, and it supports CLR, the new development feature, which integrated .Net framework with MS SQL server 2005.

B. Database Management System (DBMS)

Microsoft SQL Server 2005 used as a backend too with a powerful mechanism (Encryption Mechanism) created using the .Net CLR (Common Language Runtime) which consists sets of Stored Procedures (SProc) and User Defined Functions (UDF) used for transparent encryption and decryption.

Works by Mitch Ruebush (2004) compared SQL Server and Oracle 10g and said that “As a result, both Oracle and Microsoft have integrated their database offerings (Oracle 10g and SQL Server 2005 respectively) with Visual Studio and the .Net platform. Integration with Visual Studio and the .Net CLR represents one of the biggest advancements in developer productivity for database application development in the last decade.”

- **Microsoft SQL Server 2005**: Undoubtedly the most significant new feature in the SQL Server 2005 release is the integration of the Microsoft .Net Framework. The capability of the SQL Server is extended in several important ways especially the integration with the .Net CLR. The integration of the .Net with SQL Server 2005 enables the programmers using any .Net language supported CLR like VB.Net, C# or C++ to develop SProc (Stored
Procedure), User Defined Functions, aggregations, triggers, and user-defined types.

- **Stored Procedure (SProc):** SProc used to be created using Transact-SQL (T-SQL) which is always difficult to write a code either using T-SQL or extended SProc/Function using COM. So the CLR, SQL Server 2005 allows us to deploy C++, VB.Net or C# code that is used within the SQL Server process. This means that if you need complex procedural code, you can write it as managed code.

- **User Defined Function (UDF):** A user-defined function is a database object introduced in SQL Server 2000. It comes in two flavors: scalar-valued UDFs and table valued UDFs. A scalar-valued function returns a single value for each function call, while a table valued UDF returns a table record set that can be joined with the others tables/result sets.

  A new feature in SQL Server 2005 is the apply operator, which allows the database developer to invoke a user-defined function. Creating .Net base UDFs is another new feature that's enabled by the integration on the .Net CLR.

- **User Defined Triggers (UDT):** In addition to stored procedures and User Defined Functions, the new integration capabilities in SQL Server 2005 also provide the ability to create .Net User Defined Triggers which created from Secure Column Application during first time of encryption a sensitive table cause the execution of the stored procedure or a user defined function at run time when a request is performed from the database server and they already registered in the SQL Server database during the initialization of the Secure Column Application.

C. **Documentation Tools**

Microsoft Word 2007 and Notepad are used to document project process
D. Project Schedule

Refer to Appendix E for the project Gantt Chart that has the details of the carrying tasks and time allocation.

3.2.5 System Design

Throughout the literature review that had done in Chapter 2; especially the different capabilities of DATs such as supporting internet, network and database encryption. The scheme design can be shown in Figure 3.2. This figure shows the overall structure of the scheme.

![Diagram](image)

**Figure (3.2):** The overall Project Layout

3.2.5.1 Database design

Database design produces a detailed data model of a database. Secure Column Application targets Microsoft SQL Server 2005 as a development and deployment environment. The Secure Column Application secures the above mentioned relational database management system RDBMS from unauthorized access and makes sure of the integrity, confidentiality and availability of the data to the authorized users only.
Secure Column Application’s data storage is designed in a schema named Scolumn, which is accessible only to the authorized users. In the next section (5.3), detail information on Secure Column Application’s database design such as the tables used by the Scolumn schema will be provided:

### 3.2.6 System Implementation and Testing

In this phase, an implementation based on the previous schema design is established. This is a lab-based project environment. The windows Vista, SQL Server 2005 Express Edition and VB.Net are installed on standalone unit.

Also this phase tests the implemented system to see whether it meets the project requirements. The test plan emphasizes on the plan for testing the Secure Column Application to realize the following objectives:

- To develop test documents.
- To develop a cryptographic database security mechanism for SQL Server 2005;
- To develop the initialization and authentication feature for the Secure Column Application;

The plan will address System Test of the Secure Column Application, as it will be performed by the Quality Assurance (QA) group of the Scolumn team. Unit testing is the responsibility of development engineers.

The types of testing that will be addressed during System Test are Functional Testing, Integration Testing, User Interface (UI) Testing and Performance Testing. The major use cases to be utilized for developing the test requirements are the Login, Encrypt Data, Decrypt Data, Generate Key, Manage User Info use cases. Encrypt Data, Decrypt Data and Generate Key will be the main focus for the integration tests.
3.2.7 Benefits, Discussion and Future Works

The final chapter of this thesis is mainly discusses the implemented system, which could lead to future works necessary to enhance the effective implementation. For instance an implementation modules, lessons learnt, expected organizational benefits, extends suggestions for the further research into the future in the area of level security schemes for database including cryptography and database security in common.

3.3 Summary

This chapter discussed the methodology used in implementing the project. It consists of five stages as follows: determination of the research requirement specification, system design, system implementation, system testing and report writing. Each of these phases plays an important role in accomplishing this project. The following chapter reviews DATs and their analysis (Chapter 4).
CHAPTER 4

STUDIES AND ANALYSIS’S

4.1 Introduction

The objective of this chapter is to study and analyze possible technologies use for connecting to central database and to implement a remote client connection in practice. In this analytical section, connection technologies, such as ODBC, JDBC, CORBA, OLE, OLAP, ADO, XML, ADO.NET and Microsoft.NET are analyzed. In addition, the theoretic part gives comparison of technologies in different aspects like support internet, network and database.

4.2 The Java Database Connectivity (JDBC)

A JDBC driver is a software that enabling a Java application to access a database. However, to connect with individual databases, JDBC (the Java Database Connectivity API) requires drivers for each database. The JDBC driver allows the connection to the database and implements the procedure for exchanging the query and result between client and database.

4.2.1 JDBC API Overview

The JDBC API makes it possible to do three things:
- Establish a connection with a database or access any tabular data source
- Send SQL statements
- Process the results

### 4.2.2 JDBC Architecture

The idea behind JDBC is like to Microsoft's Open Database Connectivity (ODBC). However, all of them depend on the X/Open standard for database connectivity. Applications written by using the JDBC API should communicate with a JDBC driver manager that uses the current driver loaded.

The JDBC API offer two basic sets of interfaces: the first is the JDBC API for application writers, and the second is the lower-level JDBC driver API for driver writers.

The JDBC technology drivers use one of four categories. Applications and applets can access databases through Type 1 Driver - JDBC-ODBC bridge, Type 2 Driver - Native-API Driver specification, Type 3 Driver - Network-Protocol Driver or Type 4 Driver - Native-Protocol Driver.

#### 4.2.2.1 Type 1 Driver - JDBC-ODBC bridge

The JDBC type 1 driver is also called as the JDBC-ODBC bridge. Is the driver that depends on using the ODBC driver to connect to the database. The driver converts JDBC method calls into ODBC function calls. However, this usually uses when there is no pure-Java driver available for a particular database. As shown in the figure (4.1) below, the driver is platform-dependent to use of ODBC that depends on native libraries of the underlying operating system where the Java Virtual Machine (JVM) is running upon. The use of this driver needs other installation technologies like ODBC must be installed on the computer having the driver and the database
must support an ODBC driver. The use of this driver is not recommended if the alternatives are available such as a pure-Java driver.

Barry Cornelius (1998) stated that “Note that some ODBC binary code and in many cases database client code must be loaded on each client machine that uses this driver, so this kind of driver is most appropriate on a corporate network, or for application server code written in Java in a 3-tier architecture.”

Figure (4.1): Schematic of the JDBC-ODBC Bridge

A. Features and capabilities

- Makes translation of the query that obtained by JDBC to the corresponding ODBC query. This can be handled by ODBC driver.
- Sun provides a JDBC-ODBC Bridge driver.
- Client -> JDBC Driver -> ODBC Driver -> Database
- There is some overhead associated with the translation work to go from JDBC to ODBC.
I. Advantages

- Can be accessed all databases, for which ODBC driver is installed
- A type 1 driver is easy to install

II. Disadvantages

- Performance overhead since the calls have to go through the JDBC overhead bridge to the ODBC driver, then to the native db connectivity interface.
- The ODBC driver needs to be installed on the client machine.
- Considering the client-side software needed, this might not be suitable for applets.
- Will not be suitable for internet applications.
- Although type -1 is simpler, the platform specified only to Microsoft platform.

4.2.2.2 Type 2 Driver - Native-API Driver Specification

The JDBC type 2 driver, is known as the Native-API driver. That is using the client-side libraries of the database. However, the driver changes JDBC method calls into native calls of the database API.

As shown in figure (4.2) below, the type 2 driver is not written entirely in Java as it interfaces with non-Java code that makes the final database calls. The driver is compiled for use with the particular operating system.

Works done by Barry Cornelius (1998) revealed that "A native-API partly-Java driver converts JDBC calls into calls on the client API for Oracle, Sybase, Informix, DB2, or other DBMS. Note that, like the bridge driver, this style of driver requires that some binary code be loaded on each client machine.” Thus, the type 2 driver provides more functionality and better performance than the type 1 driver as it does not have the overhead of the additional ODBC function calls.
A. **Advantages**

- Better performance than Type 1, however, no needs to translate JDBC to ODBC.

B. **Disadvantages**

- The vendor client library needs to be installed on the client machine.
- Cannot be used in web-based application due the client side software needed.
- Not all databases have a client side library

### 4.2.2.3 Type 3 Driver - Network-Protocol Driver

The JDBC type 3 driver is defined as the Pure Java Driver for Database Middleware as shown in figure (4.3). Is a database driver implementation that provides a process of using a middle-tier between the calling program and the database. The mission of the middle-tier (application server) is to convert JDBC calls directly or indirectly into the vendor-specific database protocol. However, is like type 4 drivers, the type 3 driver is written entirely in Java. Also is platform-
independent as the platform-related differences are taken care by the middleware. The using of middleware has additional advantage of security and firewall access.

Moreover, Barry Cornelius (1998) thinks that “the net server middleware is able to connect all its Java clients to many different databases. It depends on the number of databases the middleware has been configured to support. The specific protocol used depends on the vendor. In general, this is the most flexible JDBC alternative. It is likely that all vendors of this solution will provide products suitable for Intranet use. In order for these products to also support Internet access they must handle the additional requirements for security, access through firewalls, etc., that the Web imposes. Several vendors are adding JDBC drivers to their existing database middleware products.”

![Figure (4.3): Schematic of the Network Protocol driver](image)

A. Features and capabilities

- Follows a three tier communication approach.
- Can interface to multiple databases - Not vendor specific.
• The JDBC Client driver written in java communicates with a middleware-net-server using a database independent protocol, and then this net server translates this request into database commands for that database.

• Thus the client driver to middleware communication is database independent.

• Client -> JDBC Driver -> Middleware-Net Server -> Any Database

B. Advantages

• Since the communication between client and the middleware server is database independent, there is no need for the vendor db library on the client machine. Also the client to middleware need not be changed for a new database.

• The Middleware Server (which can be a full fledged J2EE Application server) can provide typical middleware services like caching (connections, query results, and so on), load balancing, logging, auditing etc.

• Eg. for the above include JDBC driver features in Web logic.

• Can be used in internet since there is no client side software needed.

• At client side a single driver can handle any database. (It works provided the middleware supports that database!)

C. Disadvantages

• Requires database-specific coding to be done in the middle tier.

• An extra layer added may result in a time-bottleneck. But typically this is overcome by providing efficient middleware services described above.
4.2.2.4 Type 4 Driver - Native-Protocol Driver

The JDBC type 4 driver is recognized as the Direct to Database Pure Java Driver figure (4.4). Is a database driver execution that converts JDBC calls directly into the vendor-specific database protocol.

However, type 4 driver is written totally in Java and is platform independent. It is installed inside the Java Virtual Machine of the client. It provides better performance than the type 1 and 2 drivers as it does not have the overhead of conversion of calls into ODBC or database API calls. Unlike the type 3 drivers, it does not need associated software to work.

Works done by Barry Cornelius (1998) have shown that “A native-protocol all-Java driver converts JDBC calls into the network protocol used by DBMSs directly. This allows a direct call from the client machine to the DBMS server and is a practical solution for Intranet access. Since many of these protocols are proprietary the database vendors themselves will be the primary source for this style of driver. Several database vendors have these in progress.”

**Figure (4.4):** Schematic of the Native-Protocol driver
A. Features and capabilities

- Type 4 drivers are entirely written in Java that communicates directly with a vendor's database, usually through socket connections. No translation or middleware layers are required, improving performance.
- The driver converts JDBC calls into the vendor-specific database protocol so that client applications can communicate directly with the database server.
- Completely implemented in Java to achieve platform independence e.g. include the widely used Oracle thin driver - oracle.jdbc.driver.OracleDriver which connect to jdbc:oracle: thin URL format.
- Client Machine -> Native protocol JDBC Driver -> Database server

B. Advantages

- These drivers don't translate the requests into an intermediary format (such as ODBC), nor do they need a middleware layer to service requests. Thus the performance may be considerably improved.
- All aspects of the application to database connection can be managed within the JVM; this can facilitate easier debugging.

C. Disadvantage

- At client side, a separate driver is needed for each database

D. JDBC Security feature (encryption/decryption)

Generally the JDBC standard is used to make connection between Java applications and database. We mostly have web applications running in a web container. These web applications make JDBC connections to the databases to retrieve data for the applications. However, we have to think how secure these JDBC calls are. Like any other insecure network protocol call.
Before we go any further let us see some of the security threats that face normal JDBC connections

- Eavesdropping and Data Theft
- Data Tampering
- Falsifying User Identities
- Password-Related Threats

Data flowing over the network is prone to network sniffers, be it inside or outside your company. Anyone can pick up these data packets and tamper with them. The figure (4.5) below shows the data flows over Internet and network.

![Figure (4.5): Data flows over the network](image)

To solve these security challenges some vendors like Oracle Corporation released JDBC that support encryption. In other word, it means that the JDBC calls will be transparently encrypted using standard encryption algorithms, thereby making the data transfer secure. Secondly, the data will be hashed to form messages digests, thereby preventing data tampering, Franklin (2008).

A published from JDBC Developer’s Guide and Reference (2002) revealed that if we are using one of the Oracle JDBC OCI drivers, which presume a thick-
client setting with an Oracle client installation, we can enable or disable data encryption or integrity and set related parameters as we would in any Oracle client situation, through settings in the SQLNET.ORA file on the client machine.

Also Microsoft Corporation (2007) made knowledge that “The SQL Server 2005 JDBC Driver is available to all SQL Server users at no additional charge, and provides access to SQL Server 2000 and SQL Server 2005 from any Java application, application server, or Java-enabled applet. This driver is a Type 4 JDBC driver that provides database connectivity through the standard JDBC application program interfaces (APIs) available in J2EE (Java2 Enterprise Edition).” However, this latest version of the JDBC driver provides an adaptive buffering feature to retrieve any kind of large-value data without the overhead of server cursors. In addition, this release includes support for Secure Sockets Layer (SSL) encryption and tightly coupled distributed transactions.

### 4.2.3 Comparison of the 4 Types of JDBC Drivers

**Table (4.1): JDBC Drivers types contrast**

<table>
<thead>
<tr>
<th>JDBC Drivers</th>
<th>Pros</th>
<th>Cons</th>
</tr>
</thead>
</table>
| Type 1: JDBC-ODBC bridge drivers | integrated into JDK v 1.1 | • Requires ODBC manager on the client;  
• The ODBC driver on each of the client’s needs to be configured. |
| Type 2: Native API Partially-JAVA | allows the programmer to fully utilize the speed and power that comes from the use of the API specifically developed for the | • Driver is DBMS-dependent;  
• Requires a vendor-supplied DLL |
| Type 3: Net-Protocol All-JAVA drivers | DBMS-independent; allows the most flexible multi-server configuration | • Requires a vendor-supplied intermediate server;  
• Configuration of the intermediate server |
| Type 4: Native Protocol All-JAVA drivers | • Allows a direct call from the client to the database, without the need of client pre configuration;  
• Allow encryption with the latest versions of JDBC | • Requires the use of protocols proprietary to the DBMS;  
• Need to load a different driver for each DBMS that it needs to access. |

**4.2.4 General Advantages of JDBC Technology**

1. **Leverage Existing Enterprise Data:** With JDBC technology, businesses are not locked in any proprietary architecture, and can continue to use their installed databases and access information easily -- even if it is stored on different database management systems.

2. **Simplified Enterprise Development:** The combination of the Java API and the JDBC API makes application development easy and economical. JDBC hides the complexity of many data access tasks, doing most of the "heavy lifting "for the programmer behind the scenes. The JDBC API is simple to learn, easy to deploy, and inexpensive to maintain.

3. **Zero Configuration for Network Computers:** With the JDBC API, no configuration is required on the client side. With a driver written in the
Java programming language, all the information needed to make a connection is completely defined by the JDBC URL or by a Data Source object registered with a Java Naming and Directory Interface (JNDI) naming service. Zero configuration for clients supports the network computing paradigm and centralizes software maintenance.

4. Key Features Full Access to Metadata: The JDBC API provides metadata access that enables the development of sophisticated applications that need to understand the underlying facilities and capabilities of a specific database connection.

5. Database Connection Identified by URL: JDBC technology exploits the advantages of Internet-standard URLs to identify database connections. The JDBC API includes an even better way to identify and connect to a data source, using a Data Source object that makes code even more portable and easier to maintain.

4.3 Microsoft Open Database Connectivity (ODBC)

Microsoft developed the ODBC interface as a means of providing applications with a single application programming interface (API) through which to access data stored in a wide variety of DBMSs. ODBC is designed to give applications the ability to access different database management systems with the same source code. The data source is not necessarily a DBMS; an application can even access text-files or Excel documents using ODBC. Today ODBC is a very widespread API with hundreds of ODBC-enabled applications.

However, the ODBC interface allows highest interoperability; an application can use data in various DBMSs through a single interface. Moreover, that application will be independent of any DBMS from which it accesses data. Users of the application can add software components called drivers, which interface between an application and a specific DBMS (Microsoft Corporation, 2009).
On the other hand, ODBC is a specification for a database application programming interface API. This API is independent of any one DBMS or operating system. The ODBC API is based on the CLI specifications from Open Group and ISO/IEC. ODBC 3.x fully implements both of these specifications — earlier versions of ODBC were based on preliminary versions of these specifications but did not fully implement them — and adds features commonly needed by developers of screen-based database applications, such as scrollable cursors.

The functions in the ODBC API are implemented by developers of DBMS-specific drivers. Applications call the functions in these drivers to access data in a DBMS-independent manner. A Driver Manager manages communication between applications and drivers.

“Although Microsoft provides a driver manager for computers running Microsoft Windows 95 and later, has written several ODBC drivers, and calls ODBC functions from some of its applications, anyone can write ODBC applications and drivers. In fact, the vast majority of ODBC applications and drivers available today are written by companies other than Microsoft. Furthermore, ODBC drivers and applications exist on the Macintosh and a variety of UNIX platforms (Microsoft Corporation, 2009a).”

In order to assist application and driver developers, Microsoft produces an ODBC Software Development Kit (SDK) for computers running Windows 95. Which that provides the driver manager, installer DLL, test tools, and sample applications. However, Microsoft has support Software to port these SDKs to the Macintosh and a variety of UNIX platforms as mentioned by (Microsoft Corporation 2009a).

The main objective of the ODBC is designed to representation database capabilities, not supplement them. “Thus, application writers should not expect that using ODBC will suddenly transform a simple database into a fully featured relational database engine. Nor are driver writers expected to implement
functionality not found in the underlying database. An exception to this is that developers who write drivers that directly access file data (such as data in an Xbase file) are required to write a database engine that supports at least minimal SQL functionality. Another exception is that the ODBC component of the Windows SDK, formerly included in the Microsoft Data Access Components (MDAC) SDK, provides a cursor library that simulates scrollable cursors for drivers that implement a certain level of functionality (Microsoft Corporation, 2009a).”

4.3.1 How ODBC Works?

To use the ODBC, three components are needed: ODBC client, ODBC driver, and a DBMS server (ex. Microsoft Access, SQL Server, Oracle, and FoxPro). Firstly, the ODBC client will use a command (referred to as "ODBC") to interact (requesting and/or sending data) with the DBMS server (back-end). However, the DBMS server will not understand the command by the ODBC client yet, as the command has yet to be processed through the ODBC driver (front-end). So then, the ODBC driver will decode the command that can be processed by the ODBC server and be sent there. The ODBC server will then respond back to the ODBC driver which will translate the final output to the ODBC client (Tech-FAQ, 2008).”

Moreover, the ODBC directs this by inserting a mediator, called a database driver, between an application and the DBMS. The purpose of this layer is to translate the application's data queries into commands that the DBMS can use them. For this to work, both the application and the DBMS must be ODBC-compliant -- that is, the application must be capable of issuing ODBC commands and the DBMS must be capable of responding to them.

The ODBC Specification offers a procedural application programming interface API for using SQL queries to access data. An implementation of ODBC will contain one or more applications, a core ODBC "Driver Manager" library, and one or more "database drivers.” The Driver Manager, independent of the applications
and DBMS, acts as an "interpreter" between the applications and the database drivers, whereas the database drivers contain the DBMS-specific details. Thus a programmer can write applications that use standard types and features without concern for the specifics of each DBMS that the applications may encounter. Likewise, database driver implementers only need to know how to attach to the core library. This makes ODBC modular.

The ODBC provides the standard of ubiquitous data access because hundreds of ODBC drivers exist for a large variety of data sources. ODBC runs with a variety of operating systems and drivers exist for non-relational data such as MS-Access, dBase, DB2, Excel, and Text. As well as it operates with relational database, for instance Oracle. Through these Call Level Interface (CLI) specifications of the SQL Access Group, the OBDC allows a neutral way of accessing the data stored in personal computers and various databases. Because ODBC dates back to 1992, it offers connectivity to a wider variety of data sources than other data-access APIs.

The strength of ODBC is that by providing a common data access interface, it allows independent software providers and parties to not have to learn multiple application programming interfaces. To simply put, with ODBC, applications can simultaneously access, view, and modify database from many and quite diverse databases. This is because the ODBC "re-codes" the SQL queries so that it would be readable by the various different databases.

4.3.2 ODBC Drivers

“Drivers are libraries that implement the functions in the ODBC API. Each is specific to a particular DBMS; for example, a driver for Oracle cannot directly access data in an Informix DBMS. Drivers expose the capabilities of the underlying DBMSs; they are not required to implement capabilities not supported by the DBMS. For example, if the underlying DBMS does not support outer joins, then neither should the driver. The only major exception to this is that drivers for DBMSs that do
not have stand-alone database engines, such as Xbase, must implement a database engine that at least supports a minimal amount of SQL (Microsoft Corporation, 2009a).

4.3.2.1 Driver Tasks

The following specific tasks can be performed by drivers:

- Connecting to and disconnecting from the data source.
- Checking for function errors not checked by the Driver Manager.
- Initiating transactions; this is transparent to the application.
- Submitting SQL statements to the data source for execution. The driver must modify ODBC SQL to DBMS-specific SQL; this is often limited to replacing escape clauses defined by ODBC with DBMS-specific SQL.
- Sending data to and retrieving data from the data source, including converting data types as specified by the application.
- Mapping DBMS-specific errors to ODBC SQLSTATEs.

4.3.2.2 Driver Architecture

Driver architecture is classified into two categories, however, depending on which software processes SQL statements (Microsoft Corporation, 2009).

- File-Based Drivers: The driver accesses the physical data directly. In this case, the driver acts as both driver and data source; that is, it processes ODBC calls and SQL statements. For example, dBASE drivers are file-based drivers because dBASE does not provide a stand-alone database engine the driver can use.
- DBMS-Based Drivers: The driver accesses the physical data through a separate database engine. In this case the driver processes only ODBC calls; it passes SQL statements to the database engine for processing. For example, Oracle drivers are DBMS-based drivers because Oracle has a
stand-alone database engine the driver uses. Where the database engine resides is immaterial. It can reside on the same machine as the driver or a different machine on the network; it might even be accessed through a gateway.

A. File-Based Drivers

File-based drivers are used with data sources such as dBASE that do not provide a stand-alone database engine for the driver to use. These drivers access the physical data directly and must implement a database engine to process SQL statements. As a standard practice, the database engines in file-based drivers implement the subset of ODBC SQL defined by the minimum SQL conformance level (Microsoft Corporation, 2009).

The following diagrams show two different configurations of file-based drivers, one in which the data resides locally and the other in which it resides on a network file server.

![Diagram of file-based drivers configurations](image-url)
B. DBMS-Based Drivers

DBMS-based drivers are used with data sources such as Oracle or SQL Server that provide a stand-alone database engine for the driver to use. These drivers access the physical data through the stand-alone engine; that is, they submit SQL statements to and retrieve results from the engine (Microsoft Corporation, 2009a).

Because DBMS-based drivers use an existing database engine, they are usually easier to write than file-based drivers. Although a DBMS-based driver can be easily implemented by translating ODBC calls to native API calls, this results in a slower driver. A better way to implement a DBMS-based driver is to use the underlying data stream protocol, which is usually what the native API does. For example, a SQL Server driver should use TDS (the data stream protocol for SQL Server) rather than DB Library (the native API for SQL Server). An exception to this rule is when ODBC is the native API. For example, Watcom SQL is a stand-alone engine that resides on the same machine as the application and is loaded directly as the driver (Microsoft Corporation, 2009).

DBMS-based drivers act as the client in a client/server configuration where the data source acts as the server. In most cases, the client (driver) and server (data source) reside on different machines, although both could reside on the same machine running a multitasking operating system. A third possibility is a gateway, which sits between the driver and data source. A gateway is a piece of software that causes one DBMS to look like another. For example, applications written to use SQL Server can also access DB2 data through the Micro Decision ware DB2 Gateway; this product causes DB2 to look like SQL Server (Microsoft Corporation, 2009). The following illustration shows three different configurations of DBMS-based drivers.
Figure (4.7): Different configurations of DBMS-based drivers.

C. Network Example

This illustration shows how each of the preceding configurations could appear in a single network (Microsoft Corporation, 2009a).
4.3.2.3 Other Driver Architectures

Some ODBC drivers do not strictly conform to the architecture described previously. This might be because the drivers perform duties other than those of a traditional ODBC driver, or are not drivers in the normal sense.

A. Driver as a Middle Component

The ODBC driver may reside between the Driver Manager and one or more other ODBC drivers. When the driver in the middle is capable of working with multiple data sources, it acts as a dispatcher of ODBC calls (or appropriately
translated calls) to other modules that actually access the data sources. In this architecture, the driver in the middle is taking on some of the role of a Driver Manager.

### B. ODBC on the Server

ODBC drivers can be installed on a server so that they can be used by applications on any of a series of client machines. In this architecture (see the following illustration Figure 3.9), a Driver Manager and a single ODBC driver are installed on each client, and another Driver Manager and a series of ODBC drivers are installed on the server. This allows each client access to a variety of drivers used and maintained on the server.

![Figure (4.9): Installation of ODBC on the Server](image)

One advantage of this architecture is efficient software maintenance and configuration. Drivers need only be updated in one place: on the server. By using system data sources, data sources can be defined on the server for use by all clients. The data sources need not be defined on the client. Connection pooling can be used to streamline the process by which clients connect to data sources.
The driver on the client is usually a very small driver that transfers the Driver Manager call to the server. Its footprint can be significantly smaller than the fully functional ODBC drivers on the server. In this architecture, client resources can be freed if the server has more computing power. In addition, the efficiency and security of the entire system can be enhanced by installing backup servers and performing load balancing to optimize server use.

4.3.2.4 Microsoft ODBC Desktop Database Drivers

ODBC is an API that uses Structured Query Language (SQL) as the database access language. You can access a wide variety of database management systems (DBMSs) with the same ODBC source code that is directly incorporated into an application's source code. With the Microsoft ODBC Desktop Database Drivers, a user of an ODBC-enabled application can open, query, and update a desktop database through the ODBC interface.

The Microsoft ODBC Desktop Database Drivers provide access to the following types of data sources:

- Microsoft Access
- Microsoft Excel
- Paradox
- dBASE
- Text
- Desktop Database Drivers Architecture

These drivers are designed for use on Microsoft Windows 95 or later, or Windows NT 4.0 and Windows 2000. Only 32-bit applications are supported on Windows 95 or later; 16-bit and 32-bit applications are supported on Windows NT 4.0 and Windows 2000.
4.3.2.5 ODBC Driver for Oracle

The Microsoft ODBC Driver for Oracle allows you to connect your ODBC-compliant application to an Oracle database. The ODBC Driver for Oracle conforms to the Open Database Connectivity (ODBC) specification described in the ODBC Programmer's Reference. It allows access to PL/SQL packages, XA/DTC integration, and Oracle access from within Internet Information Services (IIS).

Oracle RDBMS is a multiuser relational database management system that runs with various workstation and minicomputer operating systems. IBM-compatible computers running Microsoft Windows can communicate with Oracle database servers over a network. Supported networks include Microsoft LAN Manager, NetWare, VINES, DECnet, and any network that supports TCP/IP.

The ODBC Driver for Oracle enables an application to access data in an Oracle database through the ODBC interface. The driver can access local Oracle databases or it can communicate with the network through SQL*Net. To access Oracle data, the following components are required:

- The ODBC Driver for Oracle
- An Oracle RDBMS database
- Oracle Client Software

Additionally, for remote connections:

- A network that connects the computers that run the driver and the database. The network must support SQL*Net connections.

4.3.2.6 Oracle Form Developer and ODBC

Moreover, The Oracle Open Client Adapter for ODBC (OCA) allows Forms Developer and Reports Developer on Microsoft Windows 95 and Windows NT to
access ODBC-compliant data sources through ODBC drivers. Using the Oracle Open Client Adapter, an application can access different data sources in a consistent manner. This allows an application developer to build an application that can run unmodified against one of several databases. Alternatively, the application can be targeted at a specific database, and take advantage of features particular to that system.

4.3.2.7 Visual FoxPro ODBC Driver

Microsoft Visual FoxPro is a powerful object-oriented environment for database construction and application development. The Microsoft Visual FoxPro ODBC Driver enables applications to open, query, and update data in Visual FoxPro and earlier versions of FoxPro through the Open Database Connectivity (ODBC) interface.

4.3.2.8 ODBC Architecture

The ODBC architecture has four components:

- Application performs processing and calls ODBC functions to submit SQL statements and retrieve results.
- Driver Manager Loads and unloads drivers on behalf of an application. Processes ODBC function calls or passes them to a driver.
- Driver Processes ODBC function calls, submits SQL requests to a specific data source, and returns results to the application. If necessary, the driver modifies an application's request so that the request conforms to syntax supported by the associated DBMS.
- Data Source Consists of the data the user wants to access and its associated operating system, DBMS, and network platform (if any) used to access the DBMS.
4.3.3 Encryption

Encryption is a method that is used for encoding the data so that other programs cannot read it. Some DBMSs contain an internal encryption mechanism, while other relays on the operating system or third-party programs. Such as the Mac OS X version 10.1.x ("Puma") and 10.2.x ("Jaguar") facilitate to Use strong encryption of data - Enable SSL encryption of data between driver and database as revealed by OpenLink Software (2003).

Moreover, the SQL Server ODBC driver now lets you protect the confidentiality of SQL Server data with the following encryption algorithms (Easysoft Limited, 2009).

- AES, 3DES, DES Encryption Keep data transmitted between Linux/Unix and SQL Server secure with industry standard encryption.
- Transport Layer Security The latest and most secure version of SSL.
- SSL Cipher Suites Enforce security policy with SSL cipher suites.

4.3.4 ODBC Advantages:-

ODBC implements the following features to call-level interface specifications that exist in the ISO/IEC and Open Group CLI standards (Microsoft Corporation, 2009).

- Multi row fetches by a single function call
- Binding to an array of parameters
- Bookmark support including fetching by bookmark, variable-length bookmarks, and bulk update and delete by bookmark operations on discontinuous rows
- Row-wise binding
- Binding offsets
• Support for batches of SQL statements, either in a stored procedure or as a sequence of SQL statements executed through SQLExecute or SQLExecDirect
• Exact or approximate cursor row counts
• Positioned update and delete operations and batched updates and deletes by function call (SQLSetPos)
• Catalog functions that extract information from the information schema without the need for supporting information schema views
• Escape sequences for outer joins, scalar functions, date time literals, interval literals, and stored procedures
• Code-page translation libraries
• Reporting of a driver's ANSI-conformance level and SQL support
• On-demand automatic population of implementation parameter descriptor
• Enhanced diagnostics and row and parameter status arrays
• Date time, interval, numeric/decimal, and 64-bit integer application buffer types
• Asynchronous execution
• Stored procedure support, including escape sequences, output parameter binding mechanisms, and catalogue functions
• Connection enhancements including support for connection attributes and attribute browsing

4.3.5 ODBC Disadvantages

Works had done by Brooke Barnabe (2007) revealed that “although ODBC made application-database interaction easier, it still has some disadvantages. One of the most common, but incorrect, assumptions is that ODBC is slower due to all of its components. Fortunately, it has been refined enough to work just as well as native APIs. ODBC still employs some limitations. It can only be used for relational databases and as industry has grown towards object-oriented programming and design, ODBC is being increasingly neglected for its lack of OO support (even
though it supports JAVA objects). Also, it works in its optimal state when data types can be represented in rectangular, two-dimensional or tabular format which is not conducive to objects. Another complaint about ODBC is that vendor provided APIs are much faster and more direct than ODBC. ODBC sidetracks access that might otherwise have the capability to be direct. Because ODBC is created by Microsoft, they are the only group with control over the specification of the API. They determine when it gets updated and what features are available for use. Some people complain that Microsoft uses ODBC for its own personal gain.”

4.4 ADO

ActiveX Data Objects (ADO) is a high-level, easy-to-use interface to OLE DB. OLE DB is a low-level, high-performance interface to a variety of data stores. Both ADO and OLE DB can work with relational (tabular) and nonrelational (hierarchical or stream) data (Microsoft corporation, 2009b).

ADO provides a layer of abstraction between your client or middle-tier application and the low-level OLE DB interfaces. ADO uses a small set of Automation objects to provide a simple and efficient interface to OLE DB. This interface makes ADO a good choice for developers in higher level languages, such as Visual Basic and VBScript, who want to access data without having to learn the intricacies of COM and OLE DB.

ADO sits on top of and uses OLE DB, which provides the underlying information access. Any data provider that offers an OLE DB interface, for example SQL Server 2000, Microsoft Exchange or Active Directory, can be accessed through ADO. As ADO uses the Common Object Model (COM) automation interface, it is available from all leading Rapid Application Development (RAD) tools, database tools, and languages. ADO is a collection of COM objects that provide a common interface, optimized data access, cross language support and support numerous development scenarios.
Kenneth Lassesen (1999) from Microsoft said that “ActiveX Data Objects (ADO) provide access to a rich variety of data sources through an OLE DB Provider. Typically, the OLE DB Provider is the OLE DB Provider for ODBC Drivers, effectively granting access to any data source having an ODBC Driver. ActiveX Data Objects are language-neutral object models that expose data raised by an underlying OLE DB Provider. The most commonly used OLE DB Provider is the OLE DB.

It is positioned as a successor to Microsoft’s earlier object layers for accessing data sources, including RDO (Remote Data Objects) and DAO (Data Access Objects). ADO was introduced by Microsoft in October 1996 (Wikipedia, 2008).

4.4.1 ADO Fundamentals

ADO gives developers a powerful, logical object model for programmatically accessing, editing, and updating data from a wide variety of data sources through OLE DB system interfaces. The most common usage of ADO is to query a table or tables in a relational database, retrieve and display the results in an application, and perhaps let users make and save changes to the data. Other tasks include the following (Microsoft corporation, 2009b):

- Querying a database using SQL and displaying the results.
- Accessing information in a file store over the Internet.
- Manipulating messages and folders in an e-mail system.
- Saving data from a database into an XML file.
- Executing commands described with XML and retrieving an XML stream.
- Saving data into a binary or XML stream.
- Allowing a user to review and change data in database tables.
- Creating and reusing parameterized database commands.
- Executing stored procedures.
Dynamically creating a flexible structure, which is named a Recordset, to hold, navigate, and manipulate data.

Performing transactional database operations.

Filtering and sorting local copies of database information based on run-time criteria.

Creating and manipulating hierarchical results from databases.

Binding database fields to data-aware components.

Creating remote, disconnected Recordsets.

ADO exposes a wide variety of options and settings to provide such flexibility. Therefore, it is important to take a methodical approach to learning how to use ADO in an application, breaking down each of your goals into manageable pieces.

However, languages such as Delphi and C++ Builder, development environments from Microsoft rival Borland Software Corporation, also allow the use of ADO to access various databases. In the newer programming framework of .NET, Microsoft also presented an upgraded version of ADO called ADO.NET. Its object structure is quite different from that of traditional ADO.

Some basic steps are required in order to be able to access and manipulate data using ADO:

1. Create a connection object to connect to the database.
2. Create a recordset object in order to receive data in.
3. Open the connection
4. Populate the recordset by opening it and passing the desired table name or SQL statement as a parameter to open function.
5. Do all the desired searching/processing on the fetched data.
6. Commit the changes you made to the data (if any) by using Update or UpdateBatch methods.
7. Close the recordset
8. Close the connection
4.4.2 ADO Advantages

Barry Dorrans. (2008) revealed that the common interface to accessing data, independent of its location provides some main advantages:

- Portability between applications and languages
- Common Code Base
- Reliability
- Easier debugging and documentation
- Ease of use
- High speed
- Low memory requirements
- Small size and disk footprint
- Wide variety of drivers available. You can use ADO to talk to databases such as: Access, Microsoft SQL Server, Oracle, MySQL, Postgres SQL, Sybase, Firebird, Interbase and DB.

4.4.3 ADO Disadvantage

Mayukh Bose. (2004) mentioned the disadvantage as follows:

- A program that uses ADO to connect to the database can only be on a Microsoft operating system currently. The database itself can be on a non-microsoft platform though.

4.5 ADO.NET

ADO.NET provides consistent access to data sources such as Microsoft SQL Server, as well as data sources exposed through OLE DB and XML. Data-sharing consumer applications can use ADO.NET to connect to these data sources and retrieve, manipulate, and update data.
In other words, the technology to connect to and manipulate data in data stores in .NET is called ADO.NET (ActiveX Data Objects). ADO.NET uses a disconnected strategy. Instead of keeping a connection open, data is transferred to the client, the connection closed and the data is manipulated. Then a new connection is opened and the manipulated data is uploaded. Some database managing systems have the capability use XML for data exchange. ADO.NET is well prepared for this.

ADO.NET cleanly factors data access from data manipulation into discrete components that can be used separately or in tandem. ADO.NET includes .NET Framework data providers for connecting to a database, executing commands, and retrieving results. Those results are either processed directly, or placed in an ADO.NET DataSet object in order to be exposed to the user in an ad-hoc manner, combined with data from multiple sources, or remoted between tiers. The ADO.NET DataSet object can also be used independently of a .NET Framework data provider to manage data local to the application or sourced from XML (.NET Framework Developer's Guide, 2009).

4.5.1 ADO.NET Architecture

The ADO.NET components have been designed to factor data access from data manipulation. There are two central components of ADO.NET that accomplish this: the DataSet, and the .NET Framework data provider, which is a set of components including the Connection, Command, DataReader, and DataAdapter objects.

The ADO.NET DataSet is the core component of the disconnected architecture of ADO.NET. The DataSet is explicitly designed for data access independent of any data source. As a result it can be used with multiple and differing data sources, used with XML data, or used to manage data local to the application. The DataSet contains a collection of one or more DataTable objects made up of rows
and columns of data, as well as primary key, foreign key, constraint, and relation information about the data in the DataTable objects.

The other core element of the ADO.NET architecture is the .NET Framework data provider, whose components are explicitly designed for data manipulation and fast, forward-only, read-only access to data. The Connection object provides connectivity to a data source. The Command object enables access to database commands to return data, modify data, run stored procedures, and send or retrieve parameter information. The DataReader provides a high-performance stream of data from the data source. Finally, the DataAdapter provides the bridge between the DataSet object and the data source. The DataAdapter uses Command objects to execute SQL commands at the data source to both load the DataSet with data, and reconcile changes made to the data in the DataSet back to the data source.

We can write .NET Framework data providers for any data source. The .NET Framework ships with two .NET Framework data providers: the .NET Framework Data Provider for SQL Server and the .NET Framework Data Provider for OLE DB.

The following figure (3.10) illustrates the components of ADO.NET architecture (.NET Framework Developer's Guide, 2009).
J.D. Meier et al. (2005) from Microsoft Corporation announced that “If sensitive data must be stored, then a strong symmetric encryption algorithm such as AES is used to encrypt it. DPAPI is used to protect symmetric encryption keys.”

4.5.3 ADO.NET Advantages

1. Performance – there is no doubt that ADO.NET is extremely fast.
2. Optimized SQL Provider – in addition to performing well under general circumstances, ADO.NET includes a SQL Server Data Provider that is highly optimized for interaction with SQL Server.
3. XML Support (and Reliance) – everything you do in ADO.NET at some point will boil down to the use of XML.
4. Disconnected Operation Model – the core ADO.NET class, the DataSet, operates in an entirely disconnected fashion. However, the disconnected
model allows for the DataSet class to be unaware of the origin of its data, an unlimited number of supported data sources can be plugged into code without any hassle in the future.

### 4.5.4 ADO.NET Disadvantages

1. **Managed-Only Access** – for a few obvious reasons, and some far more technical, you cannot utilize the ADO.NET architecture from anything but managed code. This means that there is no COM interoperability allowed for ADO.NET. Therefore, in order to take advantage of the advanced SQL Server Data Provider and any other feature like DataSets, XML internal data storage, etc, your code must be running under the CLR.

2. **Only Three Managed Data Providers (so far)** – unfortunately, if you need to access any data that requires a driver that cannot be used through either an OLEDB provider or the SQL Server Data Provider, then you may be out of luck. However, the good news is that the OLEDB provider for ODBC is available for download from Microsoft.

### 4.6 CORBA

The Common Object Request Broker Architecture (CORBA) is a standard developed by the Object Management Group (OMG) to provide interoperability among distributed objects. CORBA is the world's leading middleware solution enabling the exchange of information, independent of hardware platforms, programming languages, and operating systems. CORBA is essentially a design specification for an Object Request Broker (ORB), where an ORB provides the mechanism required for distributed objects to communicate with one another, whether locally or on remote devices, written in different languages, or at different locations on a network.
The interface language for CORBA programs is the Interface Definition Language (IDL). The IDL syntax is essentially that of C++, except that IDL defines interfaces rather than implementations. In a CORBA application, the IDL is written first, and then compiled into code in one of the supported languages. The elements defined in the IDL are then implemented in that language using the generated code as the basis. IDL has four primary elements: modules, interfaces, operations, and attributes (Arnold, B., and, 1998).

The CORBA Interface Definition Language, or IDL, allows the development of language and location-independent interfaces to distributed objects. Using CORBA, application components can communicate with one another no matter where they are located, or who has designed them. CORBA provides the location transparency to be able to execute these applications.

CORBA is often described as a "software bus" because it is a software-based communications interface through which objects are located and accessed. The illustration below identifies the primary components seen within a CORBA implementation. Data communication from client to server is accomplished through a well-defined object-oriented interface. The Object Request Broker (ORB) determines the location of the target object, sends a request to that object, and returns any response back to the caller. Through this object-oriented technology, developers can take advantage of features such as inheritance, encapsulation, polymorphism, and runtime dynamic binding. These features allow applications to be changed, modified and re-used with minimal changes to the parent interface. The illustration figure (4.11) below identifies how a client sends a request to a server through the ORB:
4.6.1 Interface Definition Language (IDL).

A cornerstone of the CORBA standards is the Interface Definition Language. IDL is the OMG standard for defining language-neutral APIs and provides the platform-independent description of the interfaces of distributed objects. The ability of the CORBA environments to provide consistency between clients and servers in heterogeneous environments begins with a standardized definition of the data and operations constituting the client/server interface. This standardization mechanism is the IDL, and is used by CORBA to describe the interfaces of objects. IDL defines the modules, interfaces and operations for the applications and is not considered a programming language. The various programming languages, such as Ada, C++, or Java, supply the implementation of the interface via standardized IDL mappings.

4.6.2 How is CORBA works

1. Create the IDL to Define the Application Interfaces: The IDL provides the operating system and programming language independent interfaces to all services and components that are linked
to the ORB. The IDL specifies a description of any services a server component exposes to the client. The term "IDL Compiler" is often used, but the IDL is actually translated into a programming language.

2. Translate the IDL: An IDL translator typically generates two cooperative parts for the client and server implementation, stub code and skeleton code. The stub code generated for the interface classes is associated with a client application and provides the user with a well-defined Application Programming Interface (API). In this example, the IDL is translated into C++.

3. Compile the Interface Files: Once the IDL is translated into the appropriate language, C++ in this example, these interface files are compiled and prepared for the object implementation.

4. Complete the Implementation: If the implementation classes are incomplete, the spec and header files and complete bodies and definitions need to be modified before passing through to be compiled. The output is a complete client/server implementation.

5. Compile the Implementation: Once the implementation class is complete, the client interfaces are ready to be used in the client application and can be immediately incorporated into the client process. This client process is responsible for obtaining an object reference to a specific object, allowing the client to make requests to that object in the form of a method call on its generated API.

6. Link the Application: Once all the object code from steps three and five have been compiled, the object implementation classes need to be linked to the C++ linker. Once linked to the ORB library, in this example, ORBexpress, two executable operations are created, one for the client and one for the server.

7. Run the Client and Server: The development process is now complete and the client will now communicate with the server. The server uses the object implementation classes allowing it to communicate with the objects created by the client requests.

In its simplest form, the server must perform the following:

- Create the required objects.
• Notify the CORBA environment that it is ready to receive client requests.
• Process client requests by dispatching the appropriate servant.

### 4.6.3 CORBA Features

- Language – neutral Data Type
- Local /Remote Transparency
- Dynamic Method Invocation
- High level Binding
- Self Describing Meta Data

### 4.6.4 Encryption

CORBA supports encryption client request messages as found by Rakman, Ch., et al. (2006). They found that “After completion of security association, the ORB/client calls the security association block again to encrypt the client's request message and sends the encrypted request message to the ORB/target. The ORB/target decrypts the client's request message using the security association block and calls the access control block to decide whether access to the target is allowed.”

### 4.6.5 CORBA advantages

Here we discuss some advantages of using CORBA in the design and implementation of network management systems and in other types of applications.

- Object Location Transparency: The client does not need to know where an object is physically located. An object can either be linked into the client, run in a different process on the same machine, or run in a server on the other side of the planet. A request invocation looks the same
regardless, and the location of an object can change over time without, breaking applications.

- **Server Transparency**: The client is, as far as the programming model is concerned, ignorant of the existence of servers. The client does not know (and cannot find out) which server hosts a particular object, and does not care whether the server is running at the time the client invokes a request.

- **Language Transparency**: Client and server can be written in different languages. This fact encapsulates the whole point of CORBA; that is, the strengths of different languages can be utilized to develop different aspects of a system, which can interoperate through IDL. A server can be implemented in a different language without clients being aware of this.

- **Implementation Transparency**: The client is unaware of how objects are implemented. A server can use ordinary flat files as its persistent store today and use an OO database tomorrow, without clients ever noticing a difference (other than performance).

- **Architecture Transparency**: The idiosyncrasies of CPU architectures are hidden from both clients and servers. A little-endian client can communicate with a big-endian server with different alignment restrictions.

- **Operating System Transparency**: Client and server are unaffected by each other's operating system. In addition, source code does not change if you need to port the source from one operating system to another.

- **Protocol Transparency**: Clients and servers do not care about the data link and transport layer. They can communicate via token ring, Ethernet, wireless links, ATM (Asynchronous Transfer Mode), or any number of other networking technologies.

- **Creating an extensible application framework.** CORBA provides a good means for tackling the problem that comes from rapid change in network technology; as it is based on an object model. By using CORBA and object-oriented programming techniques, ProSphere software can be enhanced and maintained easily. The ProSphere architecture defines an abstract set of CORBA objects, which model all basic types of network objects. These objects are largely based on the TMN Generic Network
Model and define the network topology objects and resources that are shared by ProSphere applications.

- Providing an open/standard interface. With standard interfaces, the management system need not know vendor-specific information and can handle network resource management in a common way. Although it is not clear what technology will ultimately be used for such interfaces, there is strong support in the telecommunications industry to use CORBA for this purpose.

- Decoupling user interfaces. In the past, typical network management applications were developed so that the application code was coresident with the user interface code. By having a protocol-defined interface, CORBA forces the separation of an object interface and implementation from its use. The ProSphere user interfaces use the compiled stubs from IDL to interact with the objects. This decouples the user interface code completely from the object implementation.

- Web-based management. Support for Web-based management is a direct consequence of implementing the user interfaces in Java. Also, the native protocol used for communication in ProSphere is the Internet Inter-ORB Protocol (IIOP), implying that ProSphere can be accessed through a Web browser such as Netscape Navigator or Internet Explorer.

- Integration with leading commercial NMS products. By using CORBA we are able to decouple the integration with OpenView from the rest of ProSphere and thereby eliminate dependencies. It should be noted that integration with any other software product would again be as loosely coupled as the OpenView integration.

4.6.6 CORBA Disadvantages

Philip Maechling (2005) and Doland L. (2008) classified the disadvantages as follows:-
• Described services require the use of an interface definition language (IDL) which must be learned. Implementing or using services require and IDL mapping to your required language – writing one for language that isn’t supported would take large amount of work.
• IDL to language mapping tools create code stubs based on the interface – some tools may not integrate new changes with existing code.
• CORBA does not support the transfer of object, or code.
• Not all classes of applications need real – time performance, and speed may be traded off against ease of use for Java system
• Communication overhead is very high with CORBA.
• Communication is done in bulk of at least 100,000 messages tom minimize the effect of overhead.
• CORBA also requires a lot of initial setup, for even very basic communication
• CORBA is designed to use single server or a single pool of servers; consequently the behaviour of multiple servers interacting is not suited for computationally intensive operations.

4.7 OLAP

Is the short for Online Analytical Processing, a category of software tools that provides analysis of data stored in a database. OLAP tools enable users to analyze different dimensions of multidimensional data. For example, it provides time series and trend analysis views. OLAP often is used in data mining.

The term, On Line Analytical Processing, was coined in 1993 by Ted Codd who is referred as, the father of the relational database. Express was the first software that performed OLAP queries and was released in 1970 but later acquired by Oracle in 1995. But OLAP was not a mainstream product until 1998, when Microsoft, released its own OLAP server called, Microsoft Analysis Services.
“OLAP never had wide spread APIs which were enjoyed by other relational databases until 1997, when Microsoft, introduced the first real API, OLE DB for OLAP or ODBO and also introduced Multidimensional Expressions or MDX query language. MDX provides powerful syntax for manipulating the multi-dimensional data. However, huge data volumes are analyzed as numeric facts, distributed along descriptive dimensions (Svetlana Mansmann, 2008).”

“Online analytical processing or OLAP is an approach to quickly answer multi-dimensional analytical queries. OLAP is part of the broader category of business intelligence, which also encompasses relational reporting and data mining. The typical applications of OLAP are in business reporting for sales, marketing, management reporting, business process management (BPM), budgeting and forecasting, financial reporting and similar areas. The term OLAP was created as a slight modification of the traditional database term OLTP (Online Transaction Processing) (Wikipedia, 2008).”

OLAP can be used for data mining or the discovery of previously undetected relationships between data items. An OLAP database does not need to be as large as a data warehouse, since not all transactional data is needed for trend analysis. Using Open Database Connectivity (ODBC), data can be imported from existing relational databases to create a multidimensional database for OLAP.

Two leading OLAP products are Hyperion Solution's Essbase and Oracle's Express Server. OLAP products are typically designed for multiple-user environments. Moreover, the main component of OLAP is the OLAP server which is a high capacity, multi-user manipulation engine designed to operate multi-dimensional data and it sits between a client and database management systems or DBMS. An OLAP server is designed to support fast extemporized information in any alignment and also designed for rapid calculations.
### 4.7.1 OLAP Design

Visual Studio Team System (2009) from Microsoft revealed that, OLAP databases provide aggregated summary information quickly using a schema that is easily understood by end users. The OLAP design makes it unnecessary to "join" tables together as in a relational database, and includes all of the relationships required to enable a specific set of queries to be run against the database. The central object in an OLAP database is called a cube. A single OLAP database may contain many cubes; however, the team system database consists of a single cube.

The following are the types of OLAP systems

1. **MOLAP** - Multidimensional Online Analytical Processing or MOLAP is considered to be main form of OLAP and thus sometimes just referred as OLAP. It is known for its fast query performance which is because of optimized storage, multidimensional indexing and caching. One of the advantage of MOLAP is that array model provides natural indexing. The main disadvantage is that it introduces data redundancy.

2. **ROLAP** - Relational Online Analytical Processing is an alternative to the MOLAP and works directly with relational databases. The main difference between MOLAP and ROLAP is that it doesn't require storage of information. One advantage of ROLAP is that data stored in database can be accessed through SQL tool. But it is considered to be slower than MOLAP tools by industry people.

### 4.7.2 OLAP Security

For the communication between the front-end applications and the OLAP server (or the data warehouse in 2-tier environments) usually a client/server connection will be utilized, possibly to remote sites. Even though the information on this channel is most likely aggregated and less complete, it may be highly security critical. The use of the Internet or other possibly insecure networks for the above
mentioned connections makes suitable security measures necessary. As only some tools support encrypted communication on application level, virtual private network (VPN) technology might be appropriate (Torsten, P., and Günther, P., 2000).

4.7.3 OLAP Advantages

The following are some of the benefits of OLAP:-

1. The main benefit of the OLAP is its steadiness in calculations. The reporting is always represented in a coherent presentation irrespective of how fast data is deal with through the OLAP server or software and thus allows the executives and analysts to know exactly to look for where.
2. The other convenience of OLAP is that it allows the manager to tear down data from OLAP database in specific or broad terms.
3. OLAP doesn't suffer from the symmetry problem that limits SQL.

4.7.4 OLAP Disadvantages

Ralph Kimball (2007) stated some disadvantages as follows:-

1. The big objection to OLAP is the proprietary, non-standard character of each vendor's OLAP offering.
2. Don't expect to port an OLAP implementation to another vendor's product. Discard everything including all your application development.
3. There is no accepted, universally implemented access language for OLAP, although Microsoft's MDX is the closest thing to a standard access language. Significantly, Oracle has not embraced MDX, preferring to rely on SQL for all forms of database access.
4. MDX in its full glory may be too complex for IT personnel to write by hand, or understand a complex application.
5. OLAP cubes can be catastrophically invalidated if you are not careful, i.e. a Type 1 SCD change to a dimension may cause all the cubes using that dimension to rebuild!

6. OLAP cubes are not considered stable enough for serious archiving and backup: this is a strong reason for creating a set of dimensional relational tables duplicating the content of the cube for those purposes.

7. When you must rebuild a cube, it may be a very time consuming process.

4.8 OLE

OLE DB is a set of COM-based interfaces that expose data from a variety of sources. OLE DB interfaces provide applications with uniform access to data stored in diverse information sources, or data stores. These interfaces support the amount of DBMS functionality appropriate to the data store, enabling the data store to share its data (Microsoft Corporation, 2009).

OLE is Microsoft's framework for a compound document technology. Briefly, a compound document is something like a display desktop that can contain visual and information objects of all kinds: text, calendars, animations, sound, motion video, 3-D, continually updated news, controls, and so forth. Each desktop object is an independent program entity that can interact with a user and also communicate with other objects on the desktop. Part of Microsoft's ActiveX a technology, OLE takes advantage and is part of a larger, more general concept, the Component Object Model (COM) and its distributed version, DCOM. An OLE object is necessarily also a component (or COM object).

In simple words, ole enables us to create objects with one application and then link or embed them in a second application. For example, a desk-top publishing system might send some text to a word processor or a picture to a bitmap editor using ole. Embedded objects retain their original format and links to the application that created them (wickedwillie, 2004).
4.8.1 OLE DB Programming Overview

What is OLE DB, and what makes it distinct from other database technologies? OLE DB is a high-performance, COM-based database technology produced by Microsoft. What sets OLE DB apart from Microsoft's other database technologies is how it provides Universal Data Access.

4.8.2 Universal Data Access

Universal Data Access provides a common way to access data regardless of the form in which it is stored. In a typical business situation, a vast amount of information is stored outside of corporate databases. This information is found in file systems (such as FAT or NTFS), indexed-sequential files, personal databases (such as Access), spreadsheets (such as Excel), project planning applications (such as Project), and e-mail (such as Outlook).

Accessing this data using the various associated applications presents a major bottleneck in workflow or at least an annoyance. Most companies find themselves in this situation and deal with the problem by consolidating the information in a database management system (DBMS). However, such a move is expensive, time consuming, and in many cases not practical. The alternative is to develop a Universal Data Access solution. OLE DB and ADO provide Universal Data Access capability. Of the two, OLE DB is the more performance intensive and is recommended for use with Visual C++ applications.

Universal Data Access implies two capabilities: the first is distributed query or uniform access to multiple (distributed) data sources and the second is the ability to make non-DBMS data sources accessible to database applications.

- Distributed query: Is the ability to access data uniformly on multiple data sources. The data sources can be of the same type (such as two separate Access databases) or of different types (such as a SQL Server database
and an Access database). Uniformly means that you can meaningfully run the same query on all data sources.

ii. Non-DBMS access: The ability to make non-DBMS data sources accessible to database applications. Examples of DBMS data sources include IMS, DB2, Oracle, SQL Server, Access, and Paradox. Examples of non-DBMS data sources include information in file systems, e-mail, spreadsheets, and project management tools.

4.8.3 Benefits of COM

This is where COM comes in. OLE DB is a set of COM interfaces. By accessing data through a uniform set of interfaces, you can organize a database into a matrix of cooperating components.

Based on the COM specification, OLE DB defines an extensible and maintainable collection of interfaces that factor and encapsulate consistent, reusable portions of DBMS functionality. These interfaces define the boundaries of DBMS components such as row containers, query processors, and transaction coordinators, which enable uniform transactional access to diverse information sources.

Typically, OLE DB applications are written as DLLs, but its COM implementation overcomes the disadvantages of DLLs (such as naming and version problems) by using componentized code. In OLE DB, you call interfaces or access other components using their globally unique identifiers (GUIDs).

Moreover, COM keeps track of component usage by using reference counting. When you call a method on an interface, the reference count is incremented; when the method returns, the reference count is decremented. When the count equals zero, the component to which the method belongs is released.
4.8.4 Drawbacks of COM

- While COM is available platform for enterprise-level Internet applications today, it also has limitations of its own for Internet development as described by Fred Barwell, et al. (2001a).
- COM-base applications are subject to major deployment and configuration issues. Small changes in COM interfaces can accidentally render entire applications inoperable.
- All of the COM-based components require registration of their class IDs on the local client machine. These GUID-based identifiers must be placed in the local client’s Windows Registry. This is typically done by a complex installation program.
- Lack of interoperability with other platforms
- Lack of Built-In Inheritance

4.8.5 OLE DB Architecture

In OLE DB, a client is any system or application component that consumes an OLE DB interface; this includes OLE DB components themselves. A provider is any component that exposes an OLE DB interface (Blakeley, J.A., 1996).

4.8.6 How OLE Works

JOS6A. Blakeley (1996) thinks that OLE DB lowers the entry bar for simple tabular data providers by requiring them to implement only the functionality native to their data store. At a minimum, a provider needs to implement the interfaces necessary to expose data as tables. This opens the opportunity for the development of query processor components (e.g., SQL, geographical) that can consume tabular information from, any provider that exposes its data through the OLE DB API as shown in the figure (4.12) below.
4.8.7 Oracle Objects for OLE (OO4O)

The Oracle Objects for OLE (OO4O) were introduced to capitalize on the huge success of the Microsoft COM (Component Object Model) standard. Implementing OO4O allowed COM-compliant applications to connect to the Oracle RDBMS directly, bypassing ODBC, and thus increasing efficiency and raw speed of the applications.

The OO4Os consist of an in-process OLE automation server (DLL), which provides an OLE/ActiveX interface to COM-compliant applications, specifically Visual Basic and Visual Basic for Application (VBA); OCX custom Data Control, to facilitate data manipulations; and two C++ class libraries — one for Microsoft Foundation Classes (MFC) specification and one for Borland (OWL).

4.8.8 OLE Advantages

Dr. Bruce E. and Kevin S. (2008) revealed that the OLE advantages can be classified into liking an embedding and OLE Automation and detailed as follows:-
Linking and Embedding: Linking and embedding is a common means of inserting objects into Word documents, Excel worksheets, and PowerPoint slides. Likewise, it can be used to insert objects into your own Windows application. In this manner, your Windows application becomes the host document. An object is embedded in a host document if the document contains the object. That is, the object can be activated, edited, and saved within the document containing the object. If an object is linked in a host document, the document contains a reference to the data and image of the linked object but does not store the data (Hergert, 1995). Thus the document contains a view of the object’s data which is stored in an external file.

OLE Automation: In OLE automation, an OLE server provides objects, properties, and methods for OLE clients to use at run time. By exposing its objects in this manner, OLE servers allow OLE clients to take complete control of the objects. Since these exposed objects are not in the clients code space, any number of clients can employ the servers objects at the same time. Both Visual Basic and Visual C++ are suited well for OLE automation programming. While both allow developers to browse OLE server objects for available properties, methods, and events, Visual Basic makes it relatively quick and easy to access and control exposed objects.

4.8.9 OLE disadvantages

Clifton Karnes (1994) shows that “We've seen a lot of the benefits of OLE, but there's a downside, too. There are three primary disadvantages to OLE: broken links, large files, and big memory requirements. Broken links occur when you move a linked file. If this happens, most containers have a way for you to manually repair the link, but it's a pain. The next version of OLE should do a better job of tracking links. If you embed objects your files can quickly become huge—easily several megabytes. Not only do these files take up lots of disk space, but they eat up RAM as well when you're working with them. And speaking of RAM, when you edit an OLE object and run its server, both container and server must be running at the same time.
With programs the size of Word and Excel, I'd consider 8MB of memory a minimum to accomplish this.”

However, we can summarize the OLE benefits as follows:-

1. Edit embedded objects in place (this is called visual editing).
2. Drag and drop objects between documents.
3. Control other OLE objects with OLE automation.
4. OLE also allows people with differing levels of expertise to participate in the development of these Windows applications.
5. OLE; DB leverages the COM infrastructure, which reduces unnecessary duplication of services and provides a higher degree of interoperability not only among diverse information sources, but also among programming environments and tools already developed for this environment.
6. Distributed OLE DB offers an infrastructure for clients to interact with providers transparently across process and machine boundaries. OLE DB client code is entirely unaware of whether the provider component is executing locally or remotely.
7. OLE provides a unified, expandable, object-oriented communication protocol for the Windows 32-bit platform (Kruglinski, 1996).

4.9 XML

XML is a markup language for structured documentation. Structured documents are documents that contain both content (words, pictures, etc.) and some indication of what role that content plays (for example, content in a section heading has a different meaning from content in a footnote, which means something different than content in a figure caption, etc.). Almost all documents have some structure.
Works by Jessica Heasley (2004) stated that XML is not exactly a language, but more of a standard for creating documents that meet XML criteria. In other words, XML describes the syntax, which is better for data exchange. XML files include tags as shown in the following example:

```
<name>
  <first>Jane</first>
  <last>Doe</last>
</name>
```

This XML data structure is being used to hold data about a name that could be shared with other programs. The XML data and required formatting is of course lengthier than the plain text version of the name, but it is easier to write software to access the specific last name when the data is given a structure or tag.

### 4.9.1 Features / Capabilities

#### 4.9.1.1 Oracle

The growth in the use of XML has created a requirement to manage XML with the same degree of rigor as is required for other mission-critical data. To meet this need, Oracle developed Oracle XML DB. Oracle XML DB is a high-performance, native XML storage and retrieval technology that is delivered as a part of all versions of Oracle Database. Oracle XML DB provides full support for all of the key XML standards, including XML, Namespaces, DOM, XQuery, SQL/XML and XSLT. The major goal of Oracle Database 11g was to deliver increased flexibility combined with improved performance. This was achieved by further optimization of XML Schema-based storage and the introduction of additional storage and indexing techniques for non-schema-based XML content (Mark Drake, 2007).
4.9.1.2 Microsoft SQL Server 2005

Shankar Pal, *et al.* (2005) published that, eXtensible Markup Language (XML) has been widely adopted as a platform-independent format for data representation. It is useful for exchanging information among loosely coupled, disparate systems, such as in business-to-business (B2B) applications and workflow situations. Data interchange has been a major driver of XML technologies.

XML is increasingly present in enterprise applications that are used for modeling semi-structured and unstructured data. One such application is document management. Documents (e-mail messages, for example) are semi-structured by nature. If documents are stored inside a database server as XML, powerful applications can be developed such as:

- Applications that retrieve documents based on their content.
- Applications that query for partial content, such as finding the section whose title contains the word "Background."
- Applications that aggregate documents.

4.9.2 How XML Schema Processing with SQL server 2005?

XML columns, variables, and parameters can optionally be typed according to a collection of XML schemas that may be related (for example, by using `<xs:import>`) or unrelated to one another. Each typed XML instance specifies the target namespace from the XML schema collection it conforms to. During data assignment and modification, the database engine validates the instance according to the XML schema.
4.9.3 Encryption

Nowadays, XML has been used broadly in open distributed networks, such as e-commerce applications for Internet. An environment such as the Internet cannot be considered a safe place. Thus, multi-agent systems should have security mechanisms, e.g. confidentiality and integrity. The XML Security Specifications are standards that are based on XML and provide security mechanisms. They include: XML Digital Signature for digital signature; XML Encryption for cryptography.

XML document security is developed by several organizations, including the World Wide Web Consortium (W3C), the Organization for the Advancement of Structured Information Standards (OASIS), and some related work by the Internet Engineering Task Force (IETF). However, the XML Encryption recommendation from the W3C defines mechanisms for encrypting XML documents to ensure confidentiality. The specification defines a range of cryptographic mechanisms, including the use of both conventional and public key cryptography. It provides a system of fine-grained control of encryption, so that only certain parts of a document may be encrypted (Win Treese, 2002).

According to studies by Emerson, O., et al. (2006), the XML security standards and specifications include:

- **XML Signature**: A standard specification developed jointly by W3C and IETF. An XML signature is equivalent to a digital signature; it can be used to digitally sign XML documents, like SOAP messages.
- **XML Encryption**: A standard specification developed by W3C that proposes to encrypt XML documents. This specification can be used to assure confidentiality in case of a security context ranging over several SOAP intermediaries.
- **XML Key Management Specification (XKMS)**: Developed by W3C to allow clients to obtain cryptographic key information (such as keys and certificates). It also describes protocols for key management, such as registration and revocation.
In the same way, the XML Digital Signature recommendation from the W3C defines a set of mechanisms for digital signatures on XML documents. Digital signatures provide both authentications of the sending party as well as integrity protection to ensure that messages have not been modified, whether maliciously or accidentally. Digital signatures may be attached as part of a document, or they may be stored and communicated separately (Win Treese, 2002).

Works by Ernesto, D. *et al.* (2002) have shown that “The application to XML data of the latest advancement of public key cryptography has remedied most of the security problems in communication; commercial products are becoming available (such as AlphaWorks’ XML Security Suite) providing fine-grained security features such as digital signatures and element wise encryption to transactions involving XML data as a way to meet authenticity, secrecy, and nonrepudiation requirements in XML-based transactions.”

Based on the analysis of related works, they propose an XML technology-based solution WALSG to web security. The basic idea of WALSG is to check and verify the parameters of web forms, cookies of a web site, and access directories of a web site according to the security policies and access control policies specified by administrators, and apply XML Signature and XML Encryption when necessary. WALSG is resided between firewalls and web servers and automatically protects the whole web applications on web servers. As a URL request is transferred from clients to servers, WALSG automatically allows or denies the request according to the corresponding security policies and access control policies defined for each HTML page (Teng, L., and Ping, Y., 2006).

### 4.9.4 XML Advantages:

- The first benefit of XML is that because we are writing our own markup language, we are not restricted to a limited set of tags defined by proprietary vendors. Rather than waiting for standards bodies to adopt tag
set enhancements (a process which can take quite some time), or for browser companies to adopt each other's standards, with XML, we can create our own set of tags at our own pace.

- We are free to develop tools that meet our needs exactly.
- By defining our own tags, we create the markup language in terms of our specific problem set! Rather than relying on a generic set of tags which suits everyone's needs adequately, XML allows every person/organization to build their own tag library which suits their needs perfectly.
- XML allows each specific industry to develop its own tag sets to meet its unique needs without forcing everyone's browser to incorporate the functionality of huge amount of tag sets, and without forcing the developers to settle for a generic tag set that is too generic to be useful.
- The real power of XML comes from the fact that with XML, not only can you define your own set of tags, but the rules specified by those tags need not be limited to formatting rules. XML allows you to define all sorts of tags with all sorts of rules, such as tags representing business rules or tags representing data description or data relationships.
- XML uses the Common Component Architecture or CCA, and the Common Object Request Broker Architecture, or CORBA. In other words, this means that it uses a common and standard protocol which helps interoperability for programs. It also allows RMI, or remote method invocation in Java and invokes another java object. It also allows the clients to connect to the program using the remote procedure calling, or RPC in short.
- Standard: They were well standardized through a lot of examinations by the W3C community and the several implementations have been already developed.
- XML is easy to convert further into different formats as required: e.g HTML, PDF, and plain text. This gives flexibility to web applications where data can be searched for and accessed from the database, and then formatted for output in different formats using e.g XSL.
• XML is already a standard for data interchange, so you may need to pass your data on to others as XML or take XML as input. There are advantages over competing technologies such as EDI. A feature of XML allows XML from different sources to be processed together to give a combined result.

• In Web applications, XML can theoretically be used to reduce server hits and load on the server for sorts etc, because some processing can be done by the client browser. However, in practice many browsers in use have no or limited XML capability.

• Storing XML data in a relational database provides benefits in the areas of data management and query processing. Microsoft SQL Server and Oracle XML DB provide powerful query and data modification capabilities over relational data. In SQL Server 2005, these capabilities are extended to querying and modifying XML data. This allows your company to leverage investments made over past releases, such as investments in the areas of cost-based optimizations and data storage. For example, indexing techniques in relational databases are well-known. These have been extended to indexing XML data so that queries can be optimized using cost-based decisions.

• XML data can interoperate with existing relational data and SQL applications. This means that XML can be introduced into the system as data modeling needs arise without disrupting existing applications. The database server also provides administrative functionality for managing XML data (for example, backup, recovery, and replication).

• Native XML support within SQL Server 2005 is necessary to address increasing XML usage. Enterprise application development benefits from the XML support in SQL Server 2005.

4.9.5 XML Disadvantages

• The extensive markup language is the way to go for developing future web applications, and it almost defines the future of web development.
There are no doubts about its performance in this arena. However, XML also has some drawbacks which need to be looked at and improved upon. The reason it faces some resistance from users is a result of these drawbacks. One of the biggest drawbacks of XML is that it is lacking in the area of adequate applications for processing.

- There are no XML browsers on the market yet (although the latest version of IE does a pretty good job of incorporating XSL and XML documents provided HTML is the output).
- Thus, XML documents must either be converted into HTML before distribution or converting it to HTML on-the-fly by middleware. Barring translation, developers must code their own processing applications (Selena So, 2004).
- Oracle XML DB offers a XML structured storage. The main disadvantage of using structured storage is its lack of flexibility as only documents that match the XML schema can be stored.

4.10 Windows.NET

4.10.1 What is the .NET Framework and Visual Studio?

The .NET Framework is a development and execution environment that allows different programming languages and libraries to work together seamlessly to create Windows, Web, Mobile, and Office applications that are easier to build, manage, deploy, and integrate with other networked systems or as stand-alone applications. Visual Studio is the Integrated Development Environment (IDE) in which developers work when creating programs in one of many languages, including Visual Basic, for the .NET Framework. Visual Basic 2008 Express Edition is a no-cost, streamlined, easy-to-use development tool (msdn, 2009).

The Microsoft .NET Framework is a software framework available with several Microsoft Windows operating systems. It includes a large library of coded solutions to prevent common programming problems and a virtual machine that
manages the execution of programs written specifically for the framework. The .NET Framework is a key Microsoft offering and is intended to be used by most new applications created for the Windows platform.

The framework's Base Class Library provides a large range of features including user interface, data and data access, database connectivity, cryptography, web application development, numeric algorithms, and network communications. The class library is used by programmers, who combine it with their own code to produce applications.

Programs written for the .NET Framework execute in a software environment that manages the program's runtime requirements. Also part of the .NET Framework, this runtime environment is known as the Common Language Runtime (CLR). The CLR provides the appearance of an application virtual machine so that programmers need not consider the capabilities of the specific CPU that will execute the program. The CLR also provides other important services such as security, memory management, and exception handling. The class library and the CLR together compose the .NET Framework (Wikipedia, 2009).

4.10.2 General Goals of .NET

According to Barwell, et al. (2001b), many of the goals Microsoft had in mind when designing .NET reflect the limitations we previously discussed for development with previous tools and technologies. These goals include:

- Generation of highly distributed applications.
- Simplified software development.
- Better user interface over the Web.
- Simplified Deployment.
- Support for a variety of languages.
- An extendable platform for the future
Future portability of compiled applications

4.10.3 .NET Architecture

- Common Language Infrastructure (CLI): The core aspects of the .NET Framework lie within the Common Language Infrastructure, or CLI. The purpose of the CLI is to provide a language-neutral platform for application development and execution, including functions for exception handling, garbage collection, security, and interoperability, see figure (13).

- Assemblies: The intermediate CIL code is housed in .NET assemblies. As mandated by specification, assemblies are stored in the Portable Executable (PE) format, common on the Windows platform for all DLL and EXE files. The assembly consists of one or more files, one of which must contain the manifest, which has the metadata for the assembly. The complete name of an assembly (not to be confused with the filename on disk) contains its simple text name, version number, culture, and public key token. The public key token is a unique hash generated when the assembly is compiled, thus two assemblies with the same public key token are guaranteed to be identical from the point of view of the framework. A private key can also be specified known only to the creator of the assembly and can be used for strong naming and to guarantee that the assembly is from the same author when a new version of the assembly is compiled (required adding an assembly to the Global Assembly Cache).

- Metadata: All CLI is self-describing through .NET metadata. The CLR checks the metadata to ensure that the correct method is called. Metadata is usually generated by language compilers but developers can create their own metadata through custom attributes. Metadata contains information about the assembly, and is also used to implement the reflective programming capabilities of .NET Framework.

- Security: .NET has its own security mechanism with two general features: Code Access Security (CAS), and validation and verification. Code
Access Security is based on evidence that is associated with a specific assembly. Typically the evidence is the source of the assembly (whether it is installed on the local machine or has been downloaded from the intranet or Internet). Code Access Security uses evidence to determine the permissions granted to the code. Other code can demand that calling code is granted a specified permission. The demand causes the CLR to perform a call stack walk: every assembly of each method in the call stack is checked for the required permission; if any assembly is not granted the permission a security exception is thrown.

• Class library: The .NET Framework includes a set of standard class libraries. The class library is organized in a hierarchy of namespaces. Most of the built in APIs are part of either System.* or Microsoft.* namespaces. These class libraries implement a large number of common functions, such as file reading and writing, graphic rendering, database interaction, and XML document manipulation, among others. The .NET class libraries are available to all .NET languages. The .NET Framework class library is divided into two parts: the Base Class Library and the Framework Class Library, see figure (14).

• Memory management: The .NET Framework CLR frees the developer from the burden of managing memory (allocating and freeing up when done); instead it does the memory management itself. To this end, the memory allocated to instantiations of .NET types (objects) is done contiguously from the managed heap, a pool of memory managed by the CLR. As long as there exists a reference to an object, which might be either a direct reference to an object or via a graph of objects, the object is considered to be in use by the CLR. When there is no reference to an object, and it cannot be reached or used, it becomes garbage. However, it still holds on to the memory allocated to it. .NET Framework includes a garbage collector which runs periodically, on a separate thread from the application's thread, that enumerates all the unusable objects and reclaims the memory allocated to them.
Figure (13): Visual Studio overview of the Common Language Infrastructure

Figure (14): The Structure of Microsoft.Net
4.10.4 Principal Design Features

4.10.4.1 General features

- Interoperability: The interaction between new and older applications is commonly required; the .NET Framework provides means to access functionality that is implemented in programs that execute outside the .NET environment. Access to COM components is provided in the System.Runtime.InteropServices and System.EnterpriseServices namespaces of the framework.

- Common Runtime Engine: The Common Language Runtime (CLR) is the virtual machine component of the .NET framework. All .NET programs execute under the supervision of the CLR, guaranteeing certain properties and behaviours in the areas of memory management, security, and exception handling.

- Language Independence: The .NET Framework introduces a Common Type System, or CTS. The CTS specification defines all possible datatypes and programming constructs supported by the CLR and how they may or may not interact with each other. Because of this feature, the .NET Framework supports the exchange of instances of types between programs written in any of the .NET languages.

- Base Class Library: The Base Class Library (BCL), part of the Framework Class Library (FCL), is a library of functionality available to all languages using the .NET Framework. The BCL provides classes which encapsulate a number of common functions, including file reading and writing, graphic rendering, database interaction and XML document manipulation.

- Simplified Deployment: The .NET framework includes design features and tools that help manage the installation of computer software to ensure that it does not interfere with previously installed software, and that it conforms to security requirements.

- Security: The design is meant to address some of the vulnerabilities, such as buffer overflows, that have been exploited by malicious software.
Additionally, .NET provides a common security model for all applications.

- **Portability**: The design of the .NET Framework allows it to theoretically be platform agnostic, and thus cross-platform compatible. That is, a program written to use the framework should run without change on any type of system for which the framework is implemented. Microsoft's commercial implementations of the framework cover Windows, Windows CE, and the Xbox 360. In addition, Microsoft submits the specifications for the Common Language Infrastructure (which includes the core class libraries, Common Type System, and the Common Intermediate Language).

### 4.10.4.2 ADO.NET Entity Framework

The ADO.NET Entity Framework is designed to enable developers to create data access applications by programming against a conceptual application model instead of programming directly against a relational storage schema. The goal is to decrease the amount of code and maintenance required for data-oriented applications. Entity Framework applications provide the following benefits:

- Applications can work in terms of a more application-centric conceptual model, including types with inheritance, complex members, and relationships.
- Applications are freed from hard-coded dependencies on a particular data engine or storage schema.
- Mappings between the conceptual model and the storage-specific schema can change without changing the application code.
- Developers can work with a consistent application object model that can be mapped to various storage schemas, possibly implemented in different database management systems.
- Multiple conceptual models can be mapped to a single storage schema.
- Language-integrated query (LINQ) support provides compile-time syntax validation for queries against a conceptual model.
4.10.4.3 What's New in the .NET Framework Version 3.5 SP1

1. ASP.NET: New ASP.NET features include ASP.NET Dynamic Data, which provides a rich scaffolding framework that allows rapid data driven development without writing code, and an addition to ASP.NET AJAX that provides support for managing browser history (back button support).

2. Common Language Runtime: Core improvements to the common language runtime include the following:
   - Improved application startup and working set performance.
   - Better layout of .NET Framework native images.
   - Opting out of strong-name verification of fully trusted assemblies.
   - Better generated code that improves end-to-end application execution time.
   - Detecting approaching full garbage collections with Garbage Collection Notifications.
   - Opting for managed code to run in ASLR (Address Space Layout Randomization) if supported by the operating system.
   - Managed applications that are opened from network shares have the same behavior as native applications by running with full trust.

3. .NET Framework Client Profile: The .NET Framework Client Profile is a subset of the full .NET Framework that targets client applications. This improves the installation experience on computers that do not already have the .NET Framework installed.

4. Windows Presentation Foundation: Performance improvements have been made to Windows Presentation Foundation, including a faster startup time and improved performance for Bitmap effects. Additional functionality for Windows Presentation Foundation includes better support for line of business applications, native splash screen support, DirectX pixel shader support, and the new Web Browser control.

5. Click Once: Click Once application publishers can decide to opt out of signing and hashing as appropriate for their scenarios, developers can programatically install Click Once applications that display a
customized branding, and Click Once error dialog boxes support links to
application-specific support sites on the Web.

6. Accessing Data with ADO.NET: The .NET Framework Data Provider
for SQL Server (System.Data.SqlClient) provides full support for all the
new features of the SQL Server 2008 Database Engine. For more
information about.

Foundation (WCF) now makes the DataContract Serializer easier to use
by providing improved interoperability support, enhancing the debugging
experience in partial trust scenarios, and extending syndication protocol
support for wider usage in Web 2.0 applications.

namespace introduces the new DataRepeater control that displays data in
a customizable list format. This namespace also includes new vector
shapes.

4.10.5 Data Encryption in SQL Server (ADO.NET)

Msdn (2009b) revealed that SQL Server 2005 provides functions to encrypt
and decrypt data using a certificate, asymmetric key, or symmetric key. It manages
all of these in an internal certificate store. The store uses an encryption hierarchy that
secures certificates and keys at one level with the layer above it in the hierarchy. This
feature area of SQL Server 2005 is called Secret Storage.

The fastest mode of encryption supported by the encryption functions is
symmetric key encryption. This mode is suitable for handling large volumes of data.
The symmetric keys can be encrypted by certificates, passwords or other symmetric
keys.

- Keys and Algorithms: SQL Server 2005 supports several symmetric key
  encryption algorithms, including DES, Triple DES, RC2, RC4, 128-bit
  RC4, DESX, 128-bit AES, 192-bit AES, and 256-bit AES. The
  algorithms are implemented using the Windows Crypto API.
Within the scope of a database connection, SQL Server 2005 can maintain multiple open symmetric keys. An open key is retrieved from the store and is available for decrypting data. When a piece of data is decrypted, there is no need to specify the symmetric key to use. Each encrypted value contains the key identifier (key GUID) of the key used to encrypt it. The engine matches the encrypted byte stream to an open symmetric key, if the correct key has been decrypted and is open. This key is then used to perform decryption and return the data. If the correct key is not open, NULL is returned.

4.10.6 Visual Basic.NET

Visual Basic (VB), formerly called Visual Basic .NET (VB.NET), is an object-oriented computer language that can be viewed as an evolution of Microsoft's Visual Basic (VB) implemented on the Microsoft Visual Studio figure (15). Its introduction has been controversial, as significant changes were made that broke backward compatibility with older versions and caused a rift within the developer community. The VB.NET has the following characteristics:

Figure (15): Microsoft Visual Studio (VB.NET)
4.10.6.1 Simple

1. Design Windows Presentation Foundation (WPF) applications with built-in designer support
2. Create data-enabled applications with the lightweight SQL Server Compact Edition or powerful client/server applications with SQL Server 2008 Express
   - Build applications using LINQ (Language Integrated Query) which adds data querying capabilities for SQL Server, XML, and objects to Visual Basic
   - Support for the Entity Framework and designer tool
3. Develop quickly with IntelliSense support for the latest Visual Basic enhancements
4. Includes the Visual Basic Power Pack Line, Shape and Data Repeater controls

4.10.6.2 Funny

1. Add cool, fun controls to your projects using the C4F Developer Toolkit and the C4F Vista P2P Developer Kit
   - Build cool applications with easy-to-use drag and drop controls which includes features like Smart Tags, all source code in Visual Basic, Quick Start documentation and much more; exclusively developed for Visual Studio 2008 and Windows Vista
   - Get started with the new WPF C4F Dashboard application
2. Share projects with others using the Popfly Explorer
3. Connect with your friends and create cool applications with the Facebook Developer Toolkit
4.10.6.3 Easy to Learn

1. Get started quickly by becoming familiar with the Visual Basic development environment with the Introduction to Visual Basic 2008 video
2. New to programming or Visual Basic? Start with the Beginner Developer Learning Center
3. Access the online documentation including samples and walkthroughs
4. Get online with your peers and connect with other beginners and hobbyists
   - Read the Visual Basic team's blogs
   - Get answers to your questions on the Visual Basic Express forum

4.10.7 Advantages of Using Managed Code to Create Database Objects

You can use .NET Framework languages in addition to the Transact-SQL programming language to create database objects and retrieve and update data for Microsoft SQL Server 2005 databases. Using Visual Basic, Visual C#, or Visual C++ projects, you can create stored procedures, triggers, aggregates, user-defined functions, and user-defined types. The following list is a summary of the advantages of using a .NET Framework language rather than Transact-SQL:

- Enhanced programming model .NET Framework languages offer constructs and capabilities previously unavailable to SQL developers.
- Enhanced Safety and Security Managed code runs in a common language runtime environment hosted by the database engine. This allows .NET Framework database objects to be safer and more secure than the extended stored procedures available in earlier versions of SQL Server.
- User-Defined Types and Aggregates User-defined types and user-defined aggregates are two new managed database objects which expand the storage and querying capabilities of SQL Server.
- Common Development Environment Database development is integrated into the Microsoft Visual Studio development environment. Developers use the same tools for developing and debugging database objects and scripts as they use to write middle-tier or client-tier .NET Framework components and services.

- Better Performance Some functions, such as those that run mathematical operations on every row in a database, might perform better when they are compiled assemblies that are built from a Visual Basic, Visual C#, or Visual C++ project rather than when they are written in Transact-SQL, which is interpreted code. For example, performance improvements will be achieved for functions, particularly those that perform integer operations. However, stored procedures that only access data will not perform better.

- Language Richness Visual Basic, Visual C#, and Visual C++ provide capabilities that are not available in Transact-SQL, such as arrays, sophisticated exception handling, and reusability of code.

- Reusability of Code A library of managed assemblies can be created and distributed more easily than a Transact-SQL script can be distributed.

- Extensibility Using Visual Basic, Visual C#, or Visual C++, you can create two database objects that cannot be created using Transact-SQL: aggregates and user-defined types.

- Leverage Existing Skills You can use and enhance your skills in the languages and development environment in which you are already experienced to create database objects.

- Richer developer experience When you develop database objects using the SQL Server project template, you have complete integration with the project system, including building, debugging, and deployment to multiple servers.

- Stability and reliability The database objects that you create using Visual Basic, Visual C#, or Visual C++ are more secure, stable, robust, and reliable than extended stored procedures, which might produce memory leaks or other problems that reduce the performance and reliability of the server. When you run stored procedures that were created using Visual Basic, Visual C#, or Visual C++, memory management and threading are not performed by the stored procedure and are therefore handled more robustly.
• Security When you use database objects created using Visual Basic, Visual C#, or Visual C++, the code-access security of those languages is combined with the user-based permissions in SQL Server.

• Stored Procedures and Triggers: Stored procedures are a precompiled collection of programming statements that perform operations in the database, and are stored under a name and processed as a unit.

• A trigger is a special kind of stored procedure that is activated when you modify data in a specified table using one or more of the data modification operations: update, insert, or delete. For more information about triggers, see the SQL Server documentation.

• Development of stored procedures and triggers is enhanced by the language richness of Visual Basic, Visual C#, and Visual C++, particularly when you are implementing the complex procedural logic that is required to enforce business rules. In addition, the .NET framework contains many libraries. Of particular interest are those that provide the ability to manage many aspects of cryptography, the extensive math libraries, and the external access to web services, files, and business-to-business communication systems.

• Functions: Functions operate on one or more values to return either a scalar value or a table. For more information about the types of functions that the Transact-SQL programming language provides, see the SQL Server documentation.

• Aggregates: Aggregate functions are used to summarize all the data in a table. They perform a calculation on a set of values and return a single scalar value. For more information about the aggregate functions that are provided by the Transact-SQL programming language, see the SQL Server documentation.

• To supplement those aggregate functions, you can define new aggregates that perform more complex arithmetic functions. For example, you can perform a calculation on the data in many rows and return one value or create a concatenated string.

• User-Defined Types: Types specify the nature of data. For information about the set of system data types supplied with SQL Server, see the SQL Server documentation.

• Using Visual Basic, Visual C#, and Visual C++, you can define new types so that you are no longer limited to the predefined types that are supplied
with SQL Server. You can create simple types such as postal codes or more complex types for parsing the information returned from a credit card transaction. Also, when you are working with user-defined types, data can be interpreted and manipulated on both the SQL client and SQL Server; by using ADO.NET, you can download an assembly that contains a type definition from the SQL Server and use it to examine data on the SQL client.

- Faster development (less to do, the system handlers more).
- More reuse because of inheritance.
- Higher scalability – many capabilities to help applications scale are built in .NET.
- Easier to build sophisticated development tools – debuggers and profilers can target the Common Language Runtime, and thus became accessible to all .NET –enabled language.
- Fewer bugs – whole classes of bugs should be unkown in .NE. with the CLR handling memory management, memory leaks should be a thing of the past, for example.
- Potentially better performance – Microsoft’s heavy investment in system level code for memory management, garbage collection, and the like have yielded an architecture that should meet or exceed performance of typical COM-based applications today.

4.10.8 Disadvantages of .NET

- Applications running in a managed environment tend to require more system resources than similar applications that access machine resources more directly.
- As just-in-time compilation (JIT) languages can be more easily reverse-engineered than native code to algorithms used by an application, there is concern over possible loss of trade secrets and the bypassing of license control mechanisms. Many obfuscation techniques already developed can help to prevent this.
- In a managed environment the regularly occurring garbage collection for reclaiming memory suspends execution of the application for an
unpredictable lapse of time (typically no more than a few milliseconds, but in memory-constrained systems can be much longer). This makes such environments unsuitable for some applications such as those that must respond to events with predictable timing.

- Since the framework is not pre-installed on older versions of Windows an application that requires it must verify that it is present, and if it is not, guide the user to install it. This requirement may deter some from using the application as the downloads are many megabytes in size.

### 4.11 Comparative Studies

In this section, some comparisons were made between some Database Access Technologies and their capabilities that facilitate usage. As mentioned earlier in Chapters 2 and chapter 4, there are many other technologies. Nevertheless, this comparison concentrates on nine only as detailed below. This selection is based on their common global application, and most of them have built-in on the databases. The first comparison is done in terms of supporting internet, network and database encryption (see Table 4.2).

<table>
<thead>
<tr>
<th>User Interface Technologies</th>
<th>Internet</th>
<th>Network</th>
<th>Database Encrypt/Decrypt</th>
</tr>
</thead>
<tbody>
<tr>
<td>Extensible Markup Language (XML)</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>Java Database Connectivity (JDBC)</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Type1 Driver</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Type2 Driver</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Type3 Driver</td>
<td>X</td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Type4 Driver</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>CORBA</td>
<td>X</td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Object Linking and Embedding (OLE)</td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>Open Database Connectivity (ODBC)</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>ActiveX data objects (ADO)</td>
<td>X</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
As shown in the table 4.2, the strongest support to comparative parameter comes from XML, JDBC Type4 driver, ODBC, DOT.NET and Microsoft.NET. While, CORBA and JDBC Type3 driver come next. However, OLE and OLAO show no support to comparative criteria’s.

The next contrast depends on prior comparative consequence. However, the best five DATs are subject to assessment of pros, cons and others as shown in table 4.3 below. All DATs show some advantages/advantages, but JDBC and Microsoft.Net demonstrate comprehensives pros and minor disadvantages.

Table 4.3: Pros and Cons of Data Access Technologies

<table>
<thead>
<tr>
<th>Database Access Technologies</th>
<th>Advantages</th>
<th>Disadvantages</th>
<th>Others</th>
</tr>
</thead>
</table>
| Extensible Markup Language (XML) | • It allows writing of our own markup language.  
• We are free to develop tools that meet our needs exactly.  
• By defining our own tags.  
• Not be limited to formatting rules.  
• Interoperability for programs.  
• Standard.  
• XML is easy to convert further into different formats as required. | • One of the biggest drawbacks of XML is that it is lacking in the area of adequate applications for processing.  
• There are no XML browsers on the market yet. | language |
Thus, XML documents must either be converted into HTML before distribution or converting it to HTML on-the-fly by middleware.

<table>
<thead>
<tr>
<th>JDBC Type4 Driver</th>
<th>Open Database Connectivity (ODBC)</th>
</tr>
</thead>
<tbody>
<tr>
<td>• Leverage Existing Enterprise Data</td>
<td>• Multi row fetches by a single function call</td>
</tr>
<tr>
<td>• Leverage Existing Enterprise Data</td>
<td>• Code-page translation libraries</td>
</tr>
<tr>
<td>• Zero Configuration for Network Computers</td>
<td>• Reporting of a driver's ANSI-conformance level and SQL support</td>
</tr>
<tr>
<td>• Key Features Full Access to Metadata</td>
<td>• On-demand automatic</td>
</tr>
<tr>
<td>• Database Connection Identified by URL</td>
<td>• A separate module or driver for each database to be accessed. Library that is dynamically connected to the</td>
</tr>
<tr>
<td>• Allows a direct call from the client to the database, without the need of client pre configuration</td>
<td></td>
</tr>
<tr>
<td>• At client side, a separate driver is needed for each database</td>
<td>• Application programming interfaces (APIs).</td>
</tr>
<tr>
<td>• Requires the use of protocols proprietary to the DBMS.</td>
<td></td>
</tr>
<tr>
<td>• Need to load a different driver for each DBMS that it needs to access.</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Application programming interfaces (APIs).</td>
</tr>
</tbody>
</table>
| ADO.NET | **population of implementation parameter descriptor**  
| | **Enhanced diagnostics and row and parameter status arrays**  
| | **Date time, interval, numeric/decimal, and 64-bit integer application buffer types**  
| | **Asynchronous execution**  
| | **Stored procedure support, including escape sequences, output parameter binding mechanisms, and catalogue functions**  
| | **Connection enhancements including support for connection attributes and attribute browsing**  
| | **Performance – there is no doubt that ADO.NET is extremely fast.**  
| | **Managed-Only Access, so should be**  
| | **Works under .NET environment**  
| | **ODBC is slower due to all of its components**  
| | **ODBC still employs some limitations. It can only be used for relational databases and as industry has grown towards object-oriented programming and design, ODBC is being increasingly neglected for its lack of OO support (even though it supports JAVA objects).**  
| | **Some people complain that Microsoft uses ODBC for its own personal gain.** |
| Microsoft.NET | Generation of highly distributed applications.  
| Simplified software development.  
| Better user interface over the Web.  
| Simplified Deployment.  
| Support for a variety of languages.  
| An extendable platform for the future  
| Future portability of compiled applications.  
| Simple, Funny and Easy to | Applications running in a managed environment tend to require more system resources than similar applications that access machine resources more directly.  
| There is concern over | Development and execution environment that allows different programming languages and libraries to work together |
Learn

- Enhanced programming model.
- Enhanced Safety and Security Managed code.
- Common Development Environment Database development.
- Better Performance Some functions.
- Reusability of Code A library.
- Extensibility Using Visual Basic, Visual C#, or Visual C++.
- Richer developer experience.
- Stability and reliability.
- Stored Procedures and Triggers & Functions.
- Faster development (less to do, the system handlers more).
- More reuse because of inheritance.
- Higher scalability – many capabilities to help applications scale are built in .NET.
- Easier to build sophisticated development tools –

possible loss of trade secrets and the bypassing of license control mechanisms.

- Sometimes the frame cannot install in older Windows versions.
debuggers and profilers can target the Common Language Runtime, and thus became accessible to all .NET–enabled language.

- Fewer bugs – whole classes of bugs should be unknown in .NET with the CLR handling memory management, memory leaks should be a thing of the past, for example.
- Potentially better performance – Microsoft’s heavy investment in system level code for memory management, garbage collection, and the like have yielded an architecture that should meet or exceed performance of typical COM-based applications today.

By way of comparison, results from this project as shown in table 4.3 supports similar effort by Suresh (2009). Similarly, table 4.4 shows match J2EE/JDBC .NET /VB.NET on nearly equal ranks. However, this contrast depends on criteria’s such as ease of use, scalability, single language multiple platforms, multiple languages single platform, reliability, performance, speed of development, reuse and open standard.
Table 4.4: J2EE/JDBC vs .NET/VB.NET

<table>
<thead>
<tr>
<th>Criteria</th>
<th>J2EE/JDBC</th>
<th>.NET /VB.NET</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ease Of Use (Development Environment)</td>
<td>**</td>
<td>****</td>
<td>VB.net and C# are easier to use than J2EE</td>
</tr>
<tr>
<td>Scalability</td>
<td>***</td>
<td>**</td>
<td>Execute Java Code on Mainframe</td>
</tr>
<tr>
<td>Single Language Multiple Platforms</td>
<td>****</td>
<td>*</td>
<td>Java Can run on many platforms through the JVM</td>
</tr>
<tr>
<td>Multiple Languages Single Platform</td>
<td>*</td>
<td>****</td>
<td>VB.C#,J# all run in the same run-time environment</td>
</tr>
<tr>
<td>Reliability</td>
<td>**</td>
<td>****</td>
<td>VB/Com development in 1993</td>
</tr>
<tr>
<td>Performance</td>
<td>***</td>
<td>***</td>
<td>Equal Performance</td>
</tr>
<tr>
<td>Speed of development</td>
<td>*</td>
<td>***</td>
<td>VB code easier to learn</td>
</tr>
<tr>
<td>Reuse</td>
<td>****</td>
<td>**</td>
<td>Deploy same code on multiple platforms and multiple projects</td>
</tr>
<tr>
<td>Open Standards</td>
<td>*****</td>
<td>*</td>
<td>Java, JVM are open standards</td>
</tr>
<tr>
<td>Overall</td>
<td>25 points</td>
<td>24 points</td>
<td></td>
</tr>
</tbody>
</table>

4.12 Recommendations

In this project various Database Access Technologies have been reviewed in order to recommend the one most suitable to implement. Each method has particular advantages and disadvantages. Actually, the decision depends on some restrictions and operational environment. These include environment (scope), advantages, disadvantages, client and network capabilities, availability, usability, and system performance to the technologies, etc. System performance could be affected by elements such as CPU speed, data size, operating system, etc.

However, it could be recommended that Database Access Technology is required to satisfy the desired project objectives and goals. For instance, it should
have capabilities to allow data confidentiality from unauthorized exposure. That can be met through encryption of the database column level.

From the summary of information about DATs capability supports (Internet, Network and Encryption/Decryption), comparisons on tables (4.2), (4.3) and (4.4) played an important role on the technology selection decision. It was found that the best support on contrast criteria comes from JDBC and Microsoft.NET, while others show some flaws to support the comparative criteria’s.

Moreover, project scope is considered as a significant factor on the recommendation decision. However, the best DATs that have comprehensive features and capabilities may be incompatible to some systems. When trying to choose between whether these features are important for the organization, consider the quality of the developers. If they are well-educated and do not require much hand-holding, then they will likely find the flexibility and performance gains from a JAVA/JDBC system as valuable. If the developers require more hand-holding, then the Microsoft.NET approach is clearly superior. Also, the choice between using a native driver or a managed driver depends on the application/development requirements. If the application does not need to be written in Java, then a native driver is probably better suited for such needs. If the application needs to be written in Java, then one can either use a JDBC to ODBC bridge driver or a JDBC driver completely written in Java. The ultimate choice usually depends not on technical superiority, but on:

- Cultural/political preferences
- Customer preference
- Vendor relations
- Cost
- Platform Dependency
- Skill set of your developers
So what's a company like us to do? Both platforms are useful, and both can lead to the same destination. Which platform is right for us? When deciding, we recommend concentration on the larger business issues. We think about the existing developer skill sets, his existing systems, the existing vendor relationships, and customers. These factors always drive the decision, not the minor features.

The project therefore decides to use ‘local, platform-specific interfaces’ offers more flexibility than browser-based interface. Microsoft.NET aims to make those two types of interfaces as similar in development philosophy as possible Barwell, et al. (2001c). It is recommended to use DOT.NET/VB in this project. However, Microsoft has strong tools vendor at all times. As part of its launch of .NET, Microsoft released a beta version of the Visual Studio.NET integrated development environment. Visual Studio.NET supports all languages supported by earlier releases of Visual Studio - with the notable exception of Java. In its place, the IDE supports C# and VB.net, Microsoft’s new object-oriented programming language, which bears a remarkable resemblance to Java. Visual Studio.NET has some interesting productivity features including Web Forms, a web-based version of Win Forms, .NET’s GUI component set. Visual Studio.NET enables developers to take advantage of .NET’s support for cross-language inheritance.

4.13 Summary

This Chapter introduced the Database Access Technologies (DATs), and what could be the best to use. Then reviewed analyzed and evaluated DATs definition, features/capabilities, how they work, architecture, advantages and disadvantages. Subsequently, a comprehensive comparison was carried on some aspects of DATs such as internet, network database column level encryption/decryption support, ease of use, scalability, single language multiple platforms, multiple languages single platform, reliability, performance, speed of development, reuse and open standard. Finally, a discussion concludes this chapter with a final decision on the choice of appropriate DATs.
CHAPTER 5

SYSTEM DESIGN

5.1 Introduction

This chapter introduces the system design for the reason of describing system component and their relations with each other. It covers in-depth explanations of the components and internal jobs process.

The following sections are organized as follows: section 5.2 covers the user requirements, section 5.3 deals with database design, section 5.4 concerns system requirements and the last section 5.5 is summary.

5.2 User Requirements

During the initial stages of the project development, a list of requirements was identified and they are arranged according to the module they belong to, as below:

- Initialization.
- Login.
- Main Form
- Manage User Information.
- Encryption
• Decryption

The following is a brief of discussion on the requirements that relate to the project scope.

5.2.1 Initialization

Secure Column Application initialization occurs only one time (the first run of the system). The Secure Column Application should provide an interactive and easy to use interface for the user to carry out the initialization process. The user must feed valid login information to connect to the SQL Server 2005, and then the Secure Column shall load the available databases to the server. After selection of the default database is made by the user, the Secure Column sets up the necessary system information into the selected database schema (Scolumn) and the tables used by the system. To complete the initialization process the Secure Column Application prompts the user to feed his/her password to generate the administrator’s key.

5.2.2 Login

The Secure Column Application should provide the user the appropriate interfaces to either login to the Secure Column Application or change his/her password. In either case the user must feed valid information, otherwise the Secure Column Application will not allow the user to login into the system. There are two types of login:-

• To the SQL Server 2005 Express Edition.
• To the Secure Column Application.
5.2.3 Main Form

The main forms are classified in two systems, Encryption Main Form (EMF) and Decryption Main Form (DMF). The EMF is used by Security Manager to perform encryption as shown in figure (5.1). The DMF is used by Data Owner to do decryption as shown in figure (5.2).

![Figure (5.1): Encryption Main Form](image1)

![Figure (5.2): Decryption Main Form](image2)
5.2.4 Manage User Information

The Secure Column Application should provide a user friendly interface that enables the administrator to add database user to the Secure Column Application, manage user information (grant database access to user, change the system status of the user), delete user from the Secure Column Application.

5.2.5 Encryption

During encryption the following requirements should be met:

- A user friendly GUI window for encryption purpose shows the logged in user’s database(s)/schemas(s) and table(s) that are accessible by he/she.
- The AES Rijndael algorithm should be used as symmetric cryptography for data encryption.
- A proper authentication and validation of the user is most.
- Verification of the encryption process, acknowledgement and log the user activities are required.

5.2.6 Decryption

During decryption the following requirements should be done:

- A user friendly GUI window for encryption purpose shows the logged in user’s database(s)/schemas(s) and table(s), which are accessible by he/she.
- The AES Rijndael algorithm should be used as symmetric cryptography for data encryption.
- The transparent mechanism should be updated as required.
- A proper authentication and validation of the user is most.
• Verification of the decryption process, acknowledgement and log the user activities are required.

5.3 Database Design

Database design produces a detailed data model of a database. Secure Column Application targets Microsoft SQL Server 2005 as a development and deployment environment. The Secure Column Application secures the above mentioned relational database management system RDBMS from unauthorized access and makes sure of the integrity, confidentiality and availability of the data to the authorized users only.

Secure Column Application’s data storage is designed in a schema named Scolumn which is accessible only to the users. In the following subchapters, detail information on Secure Column Application’s database design such as the tables used by the schema will be provided.

5.3.1 DBO.USERINFO

The DBO.USERINFO table contains the details of the user information which is necessary for the login. The table below (5.1) shows the design of the table.

Table 5.1: DBO.USERINFO Table Design

<table>
<thead>
<tr>
<th>Column Name</th>
<th>Data Type</th>
<th>Allow Nulls</th>
</tr>
</thead>
<tbody>
<tr>
<td>firstname</td>
<td>nvarchar(MAX)</td>
<td>✔</td>
</tr>
<tr>
<td>lastname</td>
<td>nvarchar(MAX)</td>
<td>✔</td>
</tr>
<tr>
<td>email</td>
<td>nvarchar(MAX)</td>
<td>✔</td>
</tr>
<tr>
<td>username</td>
<td>nvarchar(MAX)</td>
<td>✔</td>
</tr>
<tr>
<td>password</td>
<td>varchar(MAX)</td>
<td>✔</td>
</tr>
<tr>
<td>ROWID</td>
<td>int</td>
<td>✔</td>
</tr>
</tbody>
</table>
5.3.2 SCOLUMN.SEC_USERACCESSINFO

The SCOLUMN.SEC_USERACCESSINFO table contains the list of database objects a user is authorized to access them. The table below (5.2) shows the design of the table.

Table 5.2: SCOLUMN.SEC_USERACCESSINFO TABLE DESIGN

![Table - SCOLUMN..._USERACCESSINFO](image)

5.3.3 SCOLUMN.SEC_SECURITYINFO

The SCOLUMN.SEC_SECURITYINFO table contains information about the column encrypted or decrypted through the Secure Column System. The table (5.3) shows the design of the table.

Table 5.3: SCOLUMN.SEC_SECURITYINFO TABLE DESIGN

![Table - SCOLUMN.SEC_SECURITYINFO](image)
5.3.4 SCOLUMN.SEC_CRYPTOINFO

The SCOLUMN.SEC_CRYPTOINFO table stores the details of the encrypted data. The table (5.4) shows the design of the table.

Table 5.4: SCOLUMN.SEC_CRYPTOINFO TABLE DESIGN

<table>
<thead>
<tr>
<th>Column Name</th>
<th>Data Type</th>
<th>Allow Nulls</th>
</tr>
</thead>
<tbody>
<tr>
<td>ROWID</td>
<td>int</td>
<td></td>
</tr>
<tr>
<td>USERID</td>
<td>varchar(50)</td>
<td>✓</td>
</tr>
<tr>
<td>DBNAME</td>
<td>varchar(50)</td>
<td>✓</td>
</tr>
<tr>
<td>SCHEMANAME</td>
<td>varchar(50)</td>
<td>✓</td>
</tr>
<tr>
<td>TABLENAME</td>
<td>varchar(50)</td>
<td>✓</td>
</tr>
<tr>
<td>COLNAME</td>
<td>varchar(50)</td>
<td>✓</td>
</tr>
<tr>
<td>ROWNO</td>
<td>varchar(100)</td>
<td>✓</td>
</tr>
<tr>
<td>SMSK</td>
<td>varchar(MAX)</td>
<td>✓</td>
</tr>
<tr>
<td>ADMSK</td>
<td>varchar(MAX)</td>
<td>✓</td>
</tr>
<tr>
<td>ALUSK</td>
<td>varchar(MAX)</td>
<td>✓</td>
</tr>
</tbody>
</table>

5.4 System Requirements

To use the fully functional of Secure Column Application, the following are perquisites as related to the hardware and software needs of the system:

5.4.1 Hardware Requirement Specification

The hardware requirements are vital for the system to function. Here project requires the following minimum hardware specification:

The specification can be summarized in the following table (Table 5.5):
Table 5.5: The Hardware Specifications

<table>
<thead>
<tr>
<th>Component</th>
<th>Requirement</th>
</tr>
</thead>
<tbody>
<tr>
<td>Computer processor</td>
<td>Intel Pentium 1024GHz or above.</td>
</tr>
<tr>
<td>Memory</td>
<td>1 GB or more.</td>
</tr>
<tr>
<td>Hard disk</td>
<td>1.2 GB for installations; 2.9 for CD install</td>
</tr>
<tr>
<td>Drive</td>
<td>CD-ROM or DVD-ROM drive</td>
</tr>
<tr>
<td>Display</td>
<td>VGA or hardware that supports console redirection required; Super VGA supporting 800 x 600 or higher resolution monitor recommended</td>
</tr>
</tbody>
</table>

5.4.2 Software Requirement Specification

The software requirements here mean the operating environment required by the Secure Column Application to fully operate. Following are the software requirements of the Secure Column Application.

- Operating System: Microsoft Windows XP
- Microsoft Visual studio.Net
- Microsoft SQL Server 2005 Express Edition

5.5 Summary

This chapter covered the technical details of the system design. Each component of the overall system was described in some details. The most important component of the system is the User Requirements (Initialization, Login, Main Form, Manage User Information, Encryption and Decryption), Database Design and system requirements. In the next chapter, the practical implementation details are covered.
6.1 Introduction

This chapter is intended to cover the overall system implementation and testing. A description of the system design was discussed in Chapter 5. Therefore, in this chapter, a detailed implementation of the system design is conducted. Chapter five outlines each component of the previous design and its implementation.

6.2 Coding Steps:

In this section, the major modules that belong to the scope of my work in the Secure Column Application will be discussed:

6.2.1 Initialization

Initialization part consists of the initialization and authentication processes of the Secure Column Application. Below are the classes involved in those processes:

- SysLoginFrm Class: this class is responsible for the initialization of the system for the first time and the system and database authentication.
Through the initialization module, the user should enter his/her database login information to connect to the server and then selects the default database where information resides, after that the user must provide his/her system password to complete the initialization module.

6.2.2 User and key management unit:

This unit comprises of all the characteristics that relate to the user and key management, such as adding new user to the system, granting access privileges to the newly added user, generating keys for the user and removing keys from the system. Following are the classes that involve to this module:

- AddUserFrm Set: this class is used to add users (Security Managers, Application Users) to the Secure Column Application and to grant them access to the desired databases.
- ManageUserFrm Set: this class is used for user and key management: key generation, changing system status and user deletion functionalities are provided by this class.

Secure Column Application users are concerned by any user who will use the system, and characterized as the following:

- Administrator: is the System administrator, responsible to control the system and manage other users. The administrator can add users to the system generate their keys and delete them.
- Security Manager: is responsible to secure the sensitive data in the database;
- Application User: represents the GUI user that accesses the database secured by Secure Column Application.
6.2.3 Test and Evaluation the result

After the objectives of the testing are identified, several test cases to be performed in order to realize the software requirements and to make sure that the system is doing what it is supposed to do. However, the below tables (6.1) and (6.2) will show the test approaches and test results sequentially:

**Table 6.1:** Test Approaches of Secure Column Application.

<table>
<thead>
<tr>
<th>No</th>
<th>Features</th>
<th>TestNo</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>System Initialization</td>
<td>INI</td>
</tr>
<tr>
<td>2</td>
<td>User and Key Info Management</td>
<td>UKIM</td>
</tr>
<tr>
<td>3</td>
<td>Login</td>
<td>LOG</td>
</tr>
</tbody>
</table>

**Table 6.2:** Test Result of Secure Column Application Test

<table>
<thead>
<tr>
<th>TestNo</th>
<th>Features</th>
<th>Description</th>
<th>Result</th>
</tr>
</thead>
<tbody>
<tr>
<td>INI</td>
<td>System Initialization</td>
<td></td>
<td></td>
</tr>
<tr>
<td>1</td>
<td></td>
<td>Establish Connection to Database</td>
<td>PASS</td>
</tr>
<tr>
<td>2</td>
<td></td>
<td>System Administrator’s Keys and Login account generation</td>
<td>PASS</td>
</tr>
<tr>
<td>UKIM</td>
<td>User and Key Info Management</td>
<td></td>
<td></td>
</tr>
<tr>
<td>1</td>
<td></td>
<td>Create Secure Column User</td>
<td>PASS</td>
</tr>
<tr>
<td>2</td>
<td></td>
<td>Display User Information</td>
<td>PASS</td>
</tr>
<tr>
<td>3</td>
<td></td>
<td>Activate/Deactivate the User</td>
<td>PASS</td>
</tr>
<tr>
<td>4</td>
<td></td>
<td>Delete User from the Secure Column Application</td>
<td>PASS</td>
</tr>
<tr>
<td>LOG</td>
<td>System Login</td>
<td></td>
<td></td>
</tr>
<tr>
<td>1</td>
<td></td>
<td>Login to Database System</td>
<td>PASS</td>
</tr>
<tr>
<td>2</td>
<td></td>
<td>Login to Secure Column Application</td>
<td>PASS</td>
</tr>
</tbody>
</table>
6.3  Administrator and User Manual

This part provides a brief steps for the Secure Column System Administrator, by offering some screen shots with short description.

6.3.1  Create Users by System Administrator

This section explains how to the System Administrator of Secure Column Application can create System Security and Data Owner users, and grant them some privileges. These steps are as follows.

6.3.1.1  Run the SQL Server 2005 Express Edition

As shown in figure (6.1) bellow, the steps are as follows:

- Select Start
- Program Manager
- Microsoft SQL Server 2005
- SQL Server Management Studio Express

![Figure (6.1): Run SQL Server 2005 Express Edition.](image-url)
The following figure (6.2) shows how to complete Server Connection; System Administrator authentication is required, for instance Login: and Password should enter correctly.

![Server connection by System Administrator](image)

**Figure (6.2):** Server connection by System Administrator

The following figure (6.3) shows the management options; however, the System Administrator will create users and grant some privileges to them. The essential classes for the System Manager (sa) are Databases and Security.

![Management Options](image)

**Figure (6.3):** Management Options
From Security class, the System Manager can create users through following these steps as shown in figure (6.4) bellow.

1. Security
2. Login
3. Press the right click mouse on Login and select New Login

4. Add the user name in Login name space.
5. Select SQL Server authentication and add Password to user, as shown in figure (6.5) bellow.
Nevertheless, from Databases we can define the New user to the database by the following steps:

1. Databases\System Databases\Security
2. Press right click mouse on security and select New User, as shown in the following figure (6.6) bellow.

![Figure (6.5): Login-New](image)

![Figure (6.6): Create New user on Database.](image)
3. Add the User name and Login name
4. Ok, as shown in the figure (6.7) bellow.

![Figure (6.7): Add user name and Login name.](image)

6.3.1.2 How to make Initialization

System initialization: when the user runs the system for the first time, the initialization form appears, to use encryption/decryption system the user must initialize Secure Column Application as following the instructions on figures.

- Firstly, change LogStatus to equal 0, to make resetting, as shown in figure (6.8) bellow.

![Figure (6.8): Log Status File](image)
The following figures (6.9) and (6.10) respectively are used by Database Administrator to complete the login and Initialization. Moreover, the Database is recognizes automatically.

1. Server name = USER-PC
2. Login Name = sa
3. Password = ******
4. Then Connect
5. Then select Database (mydb)
6. Next

![Figure (6.9): System Administrator Authentication](image)

![Figure (6.10): Automatic database detection](image)

Then the bellow figure (6.11) is used to confirm Admin’s Login Account as follows:

1. User ID = sa
2. Password = ****
3. Re-enter Password = ****
4. Done

Figure (2.11): Admin’s Login Account

When you have the following figure (6.12), the initialization is successful, and this is the initialization end.

Figure (6.12): Initialization successful
6.3.1.3 How to make Encryption

The following figure (6.13) shows the dbo.userinfo table information before encryption some columns.

![Table: Dbo.userinfo](image)

**Figure (6.13):** Dbo.userinfo table before encryption.

To make encryption to previous table, only the Security Manager (fadil) can apply these steps:

- The first steps show Database Login Information authentication figure (6.14):
  1. Login ID = fadil
  2. Password = ****

![Database Login authentication](image)

**Figure (6.14):** Database Login authentication
Then the next is System Login Information Authentication as follows in figure (6.15):

1. User ID = fadil
2. Password = *****
3. Login

Figure (6.15): Encryption System Login authentication

However, the following platform figure (6.16) appears, and automatically displaying all databases on the system. The security manager can do encryption to any database.

Figure (6.16): Display of all databases automatically
Then the following figure (6.17) appears; to achieve encryption to any column, select the required column and press Encrypt Button. The result is shown in figure (6.17).

![Figure (6.17): The data before encryption.](image1)

Figure (6.17): The data before encryption.

![Figure (6.18): Columns Encryption.](image2)

Figure (6.18): Columns Encryption.

Figure (6.18) shows encryption of some columns such as email, username and password columns. Nevertheless, all these encryption was done by the Security Manager (fadil).
6.3.1.4 How to make Decryption

Encryption is a process opposite to encryption. However, the columns are encrypted by Security Manager, only the Data Owner can do decryption. Then following steps are required.

- Data Owner Login for both Database and System are shown in figures (6.19) and (6.19) respectively.

**Figure (6.19):** Data user Login to the Database

**Figure (6.20):** Data user Login to the Encryption System.
Then the following figure (6.20) appears to offer decryption facilities to the Data Owner. To make decryption, select the required column and press the Decryption Button. For instance, one column is decrypted as shown in figure (6.21).

![Figure (6.21): Columns decryption Result.](image)

**6.4 Summary**

This chapter contains the technical implementation of the system. The explanation was enriched with the step-by-step implementation. Secure Column Application functions were described. Finally, the overall system was tested with registration of a real user account.
CHAPTER 7

BENEFITS, DISCUSSION AND FUTURE WORKS

7.1 Introduction

This last chapter of the research mainly discusses the implemented system, which could lead to future works necessary to enhance the effective implementation. The chapter is in seven sections. Following this introduction is section 7.2 where an implementation modules. Section 7.3 is lessons learnt. Section 7.4 is an Expected Organizational Benefits. Section 7.5 deals with suggestions for the further research in the area of level security schemes for database including cryptography and database security in common. Finally, the chapter concludes with section 7.6.

7.2 Implemented Modules

This project discussed the issue of database column level encryption through DATs, study analysis, comparison and recommendation of suitable DAT to be used; in order to meet the project objectives, scope and purposes. Throughout the course of conducting this research, we have made several progress and achievements particularly in the design and implementations of a database column level security scheme based on encryption technology, Database Access Technology, and address related and relevant issues. In the following paragraphs, presents views on the advancements made so far in the research and its contributions towards the body of knowledge. The discussion in this Section focuses on five points as follows:
Improvement of database column level encryption - decryption implementation. The first objective of the research is to design and implement a security scheme of DBMs. This objective is achieved with the design of a new column level security scheme for the encryption and decryption of data in databases. The column level security scheme has employed some concepts and tools in the fields of cryptography, data security and using encryption algorithm design utilities of SQL Server. Specially, the research has utilized symmetric key and Initialization Vectors for key generation and for encryption/decryption process. The detailed description and utilization of these concepts have been covered in Chapter 5. In meeting this objective, the research has produced a new database column level security scheme (Chapter 5) supported by key generation, management of the users and login. The new security scheme is able to encrypt/decrypt data at column level of relational database model through using DATs.

A new approach in accessing and processing of encrypted data. In line with the first objective of the research in improving the using of database column level security, we were able to develop a new approach in accessing and processing of data encryption/decryption. As mentioned in the previous paragraph, this approach is based on the use of data Initialization Vectors (Data_IVs). Unlike data labeling which has been a popular technique used in deriving multilevel secure databases, we used the data themselves (partial) as their IV that allows controlled access and processing of encrypted data (zailani, 2004).

Initialization module: this module encompasses the Secure Column Application initialization feature which is done at the first run of the application.

Authentication module: this module is implemented through the Database and the Secure Column Application logins to grant the users access to the system;

User and key management module: this module consists of the implementation of user management features such as adding users to the Secure Column Application, granting the users access control in the
system and removing users from the system, besides the secure cryptographic key generation for the users.

7.3 Lessons Learnt

Database Security Principles: In this digital era, information has a significant impact on different aspects of our life, and the protection of the information from malicious or unauthorized access is equally essential. Thus, we need to secure the information from unlawful people (hackers). Consequently, the use of cryptography is crucial for protecting the data or information. In this project the author gained the basic and fundamentals of the cryptography, its characteristics and pillars. Most importantly, the author gained an experience of how to implement the cryptography in the column level database systems (SQL Server 2005) in this project.

7.4 Expected Organizational Benefits

An important business data in databases is a clear target for attackers. Even though access control has been deployed as a security mechanism for a long time, almost since the birth of large database systems, the security of a database was considered an additional problem to be addressed. This arises due to threats to the confidentiality and veracity of data.

In order to manage internal threats, vendors or contractors and database administrators with free access to data are increasingly viewed as potential threats to highly sensitive electronic data. Encryption/Decryption enforces levels of protection, and separation of duties for preventing the abuse of the privileges granted to the authorized accounts.

Securing of data at on store is achieved through the encryption of information stored in the database since most attacks occur against the end points of data, where
data sits for long periods of time. Without taking care of such threat, the valuable business information will be compromised and that may lead to series problem for both the organization and those who are responsible for safeguarding the information.

Most of the attacks on the databases come internally, from the organization’s employees, who have extra knowledge about the database structure and security policy of their organization. If database security solution is applied on the sensitive information, such tragedy could be avoided.

One of the main benefits for the organization in secure the sensitive information is the credibility of the organization as observed by its customers, clients and counterparts. If the organization realizes and manages properly secured classified information, then organization gains liability and wins the trust of its customers. Hence the security of data at rest is crucial and very significant not only to win the heart of the customers but also to avoid the bad consequences and tragedies that may result from unauthorized access to the valuable information of that organization.

Secure Column Application provides a significant solution to this vital problem by providing the organization with easy to use column level database security system, which ensures the safety of the sensitive data at rest. Similarly, the user friendly environment of the system enables the end users (organizations and business infrastructures) to decide what data to secure and who should have access to sensitive data.

Regulations and compliance; with the increasing demands by legislations and regulators for providing better security governance, in protecting the privacy of the data especially customer information, Secure Column Application offers flexibility to comply with these regulations through column database encryption strategy without additional operation costs and minimal end-user intervention. The key organizational benefits are:
• Grant confidentiality: Secure Column Application protects the organization data from the reach of unwanted and unauthorized people and makes it available to its owners only.

• Trim down outside risk: with the increase of data accessibility from different sources such as internet and intranet, the need of security rises as threads increase. Encryption/Decryption provides a means of allowing increased access to stored information while reducing the risk of attack, unauthorized viewing and staff negligence;

• Control the “insider threat”: database administrators with unauthorized access to data are increasingly viewed as potential threats to highly sensitive classified data. Secure Column Application enforces levels of protection, and separation of duties for preventing the abuse of the privileges granted to the authorized accounts.

7.5 Future Works

Secure Column Application is currently requires securing a specific database system which is Microsoft SQL Server 2005. In future, it could be more functional to make the system more comprehensive in the future releases, to other widely used database systems such as DB2, Oracle and MySQL. Also, the system should be implemented on wide area coverage as desired.

7.6 Summary

The Secure Column Application guarantees a greater degree of security of the sensitive data in the database. Its importance stems from the general recognition that database security methods must be applied at the highest level, mostly in databases with very sensitive information. Besides, the Secure Column Application focuses on the key management (generation, distribution and storage) which is the backbone of any security infrastructure.
This project proposes that the initial steps of an approach to securing databases lies in encrypting the sensitive data (any column) in the database. This mechanism appears to provide maximum safety of the critical data by keeping it in encrypted form. Once the sensitive data is encrypted, concerns about disclosure particularly insider attack is minimized.
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APPENDIX A

Figure 1: Partial Column Encryption Process

Appendix B

Figure 2: Partial Column Decryption Process.
Appendix C

![Image of SQL query and result]

**Figure 3**: Partial Column Encryption Result.

Appendix D

![Image of SQL query and result]

**Figure 4**: Partial Column Decryption Result.
### Appendix E

**Figure 5: Project Gantt Chart**
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