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Abstract

Software process tailoring is an approach to customise the existing software development process or model that able to meet the software project’s needs. Software development project is unique and identical from one and another whereby the practices and decision should not be equally treated. Software process tailoring requires knowledge and intuition to make decision such as factors involved in the software project, selection of the suitable software process elements and tailoring operations. Software process tailoring practices focusing more on project characteristics factors and employs ad hoc approach in making the decision. In the absent of value-based factors and systematic method in software process tailoring, subjectivity is embedded in decision making process and the software development project suffers from satisfying the stakeholder. This study presents an integrated approach to formulate a Value-Based Software Process Tailoring Framework (VBSPTF) to overcome this problem. The framework is a combination of value-based factors, MoSCoW rules, Quality Functional Deployment (QFD), Activity-Based Costing (ABC), Priority Map, Value Index and Value Graph. This study perhaps can contribute to the software process tailoring practitioners to be exposed with a systematic method to conduct software process tailoring as well as improving the practices and reducing subjectivity in decision making.
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1.0 INTRODUCTION

Software process tailoring is an approach to customise the existing software process or reference model in order to reduce the cost, effort, time and resources of defining the software development process. Even though the purpose is to lighten the development of the software process but the task is not easy and straightforward \cite{1}. It requires extensive task, experience, intuition, right decision and commitment from the software development team members especially the project manager and process designer \cite{2-4}. Another challenge in software process tailoring is that each project is unique which parallel with a claim that “one size could not fit all” \cite{5-8}. This means that there is no single framework and guideline which can be used to define the software process in all project environments \cite{5-7}. This is due to the fact that varies factors (e.g. organisation, team and external stakeholder) are involve in the software project environment and affect the software development project \cite{6}. 
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Since there is no single guideline in performing the software process tailoring, the organisation normally adopt an ad hoc approach because of the time constrain faced by the project team members [9, 10]. The intuition and experience of the experienced project manager or process designer is always involved in this approach. Furthermore, the team members tend to select the old process or utilise the process that familiar to them. The limitation of this practice is that the project manager or process designer is unable to show whether the adapted process is suitable for the new assigned project [11]. With this ad hoc approach also, it decrease the understanding of the software process and knowledge to practice the tailoring which lead to the failure of the software process tailoring [12]. There are standards or reference model that has been used by several researchers to perform tailoring process like Rational Unified Process (RUP) [13-15], ISO/IEC 12207 [16] and V-Modell XT [17]. These standards are comprehensive because it defines the software development projects from the beginning until the end whereby it contains huge of information and one of it is the process elements (actors, roles and activities) of the software project [13]. These standards need to be tailored or downscaled according to the project context because there is no software project that uses all process elements defined in the standards. Guidelines in performing the process tailoring is lacking [13] and due to the comprehensiveness of the standards, the decision is difficult to make in order to select the process elements that are suitable with the project context [12]. The tailoring process is a knowledge intensive activity that requires experienced people to perform the decision making including the suitable factors that should be considered for the activity. It is a tough task for the novice and beginner in the tailoring process domain because they need extra effort and time to do the factors selection and decide the tailoring activity [18].

Research in the software process tailoring domain has taken an effort and initiative to produce supporting automated tool in assisting the practitioners to handle the tailoring activity. They have tried to solve some issues in the tailoring process domain which are correctness [19, 20], consistency [21], similarity checking [3], knowledge support [22, 23], reduce tailoring effort [24] and others [2, 9, 25]. Despite many issues that have been found and solved by several researchers, strategy to perform the software process tailoring remaining unclear [10]. This drawback has been a motivation for Xu and Ramesh [4] and Xu and Ramesh [10] to conduct a research with project environment factors as a centre to perform the tailoring process. They have produced a framework to guide the practitioner in strategising tailoring activity according to the project environment factor. The works have been very much attempting to tailor the software process according to the project environment or characteristics. In addition, most of the research highlighted above has used the project environment factors as input prior to tailoring activity. However, they have treated the project environment factors as equal important and has not distinguished according to the priority [11].

A debate on the software economics has proposed a new perspective which integrating the values in the software engineering [26, 27]. It does not rely on the success project that has been produced solely but the values that it can contribute either to the software process or software product. The value-neutral approach that usually been adopted has shortage in the value perspective in the software development which contributes to the failure of the software project [26]. The project values can influence the business value perspective [28]. The value perspective varies according to the project context or the organisation need. The values can be seen in terms of economic values (e.g.: cost) [29-32] or non-monetary values (e.g.: performance, quality, satisfaction) [33-36].

With the important of values in the software project and software engineering practices, a study can be performed by incorporating the value with the software process tailoring. Moreover, many studies have been performed in the software process tailoring domain but explanation on the factors selection and association with the values is still lacking. In addition, software process tailoring practices focusing more on project characteristics factors and employs ad hoc approach in making the decision. This is because, software process tailoring involves decision making to select appropriate software process element and tailoring operation. In the absent of value-based factors and systematic method in software process tailoring, subjectivity is embedded in decision making process and the software development project suffers from satisfying the stakeholder. Therefore, a research to develop a framework that incorporates the value-based concept and systematic method to tailor the software process tailoring is needed. This is the primary aim of this study.

2.0 METHODOLOGY

This section explains on the formulation of the Value-Based Software Process Tailoring Framework (VBSPTF). The VBSPTF consists of two phases which is pre-tailoring phase and post-tailoring phase.

2.1 Pre-tailoring Phase

The purpose of the pre-tailoring phase is to suggest to the practitioner on the suitable software process element (activity) and tailoring operation that should be consider for tailoring purpose.
2.1.1 Value-Based Factors

The VBSPTF begins with a list of value-based factors. The value-based factors are vital input in order to conduct the software process tailoring. The value-based factors are list of factors that are important and valuable to be considered in software development to produce a valuable product. Therefore, the value-based factors were used in software process tailoring domain to deliver a value-based tailored process which indirectly able to produce a valuable product. The list of value-based factors was obtained after conducting the Systematic Literature Review (SLR) study [37] and exploratory survey [38]. There are 28 value-based factors that was classified into four categories which is Success-Critical Stakeholder (SCS), Business Strategy (BS), Project Characteristics (PROJC) and Product Characteristics (PRODC).

2.1.2 MoSCoW Rules

In this study, the selected prioritisation technique was MoSCoW rules in order to assess the value-based factors according to priority. The selection was based on the two criteria which are flexibility to implement and well-defined definition of the prioritisation scale. MoSCoW rules is one of the numeral assignment techniques to prioritise the requirements based on four priority group [39]. MoSCoW is an acronym based on the four priority groups which is ‘Must have’, ‘Should have’, ‘Could have’ and ‘Won’t have’ [40, 41]. The definition of them is listed below and derived from Hatton [41].

- **Must have** – requirements are not negotiable; the failure to deliver this requirements would result in the failure of the entire project.
- **Should have** – Features that would be nice to have if at all possible.
- **Could have** – Features that would be nice to have if at all possible but slightly less advantageous than the ‘should have’
- **Won’t have** – These requirements are not unimportant but they will definitely not be implemented in the current software project. They may, at a later stage be created.

Requirements that have similar priority will be grouped accordingly. This technique gives flexibility to the implementer to prioritise the requirements and less cumbersome to be implemented since the definition is clear for each of the priority group.

A weightage has been given to the MoSCoW priority group for the purpose of relationship calculation between value-based factors and software process element. The weightage was adapted from Vinay, et al. [42]. The study has used four level of weightage which is 9, 6, 3 and 0 depending on the strength of support between hard goal requirements with the soft goal. Weightage ‘0’ means that there is no support between the hard goal requirements with the soft goal. In the context of this study, the first three weightage was adopted while weightage ‘0’ was replaced by weightage ‘1’.

This is because, the meaning of the last group in MoSCoW rules (‘Won’t have’) is not null since the requirements will be considered in later stage. The definition of the MoSCoW rules was adapted that reflect to the domain of this study together with the weightage is tabulated in Table 1.

<table>
<thead>
<tr>
<th>Term</th>
<th>Definition</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>‘Must have’</td>
<td>Must have this value-based factors in the software project to meet the value-based needs in terms of success-critical stakeholder, business strategy, project characteristics and product characteristics. The value-based factors are fundamentals and without them the final output is less valuable.</td>
<td>9</td>
</tr>
<tr>
<td>‘Should have’</td>
<td>Should have this value-based factors if possible because of its important, but it is not vital for software project success.</td>
<td>6</td>
</tr>
<tr>
<td>‘Could have’</td>
<td>Could have this value-based factors, but it can be left out if it has less impact.</td>
<td>3</td>
</tr>
<tr>
<td>‘Want to have but will not have this time around’</td>
<td>Would like to have this value-based factors, but it can be considered later.</td>
<td>1</td>
</tr>
</tbody>
</table>

2.1.3 Quality Functional Deployment (QFD)

Software process tailoring requires an input about software process elements (artefact, activity and roles) before tailoring process can be done. However, the selection process can be vague whereby the software process elements that should be include can be questionable in terms of its suitability or appropriateness. Most of the studies in software process tailoring domain used project characteristics but the process to choose the appropriate software process elements according to the project characteristics context is not clear. In the context of this study, QFD was selected to choose the software process element based on the identified value-based factors.

QFD is an adaptation of Total Quality Management (TQM) which able to relate ideas to ideas, ideas to data and data to data. It was used in Japan in late sixties to support them with product design [43]. The QFD is able to link between customer needs with important components in order to produce a quality product. This is the reason of selecting QFD technique to be incorporated in the software process tailoring.
domain. Figure 1 illustrated the QFD matrices and data required in the context of this study.

There are five matrices used in this study which is explained below:

A – Value-Based Factors: This is a section to place all identified value-based factors as explained in 2.1.1.

B – Prioritisation: This section contains prioritization value that has been determined by the practitioner. The MoSCoW rules was used as prioritization technique which is explained in 2.1.2.

C – Software Process Element (Activity): This section requires the practitioner to place the software process element that is utilized in the organization. In the context of this study, the software process element is activities involved during software development in each phase.

D – Relationship: This section requires the judgement from the practitioner on the strength of relationship between each software process element (activity) with each of value-based factors. The rating value to be assign in this section followed suggestion given by Cohen [43] whereby 9-strong relationship, 3-moderate relationship, 1-slight or possible relationship and 0/blank-no relationship. This is a relationship rating criteria which later on will be given to the practitioner to conduct the relationship assessment (explain further in Section 3).

E – Technical Matrix: In this section produces two outputs after completing section A-D in the QFD diagram.

- Strength of Relationship - total of multiplication between value-based factors and software process element (activity). The formula is outlined below:

\[ SR_{activityj} = \sum_{i=1}^{n} (VBF_i) \times \left( Relationship_{impact} \right) \]  

(1)

where \( SR_{activityj} \) is total score for strength of relationship for activity \( j \) while \( i \) and \( j \) is a value of 1,2,........,n.

- Strength of relationship normalization (%) – percentage of total of multiplication between value-based factors and software process element (activity). The formula is outlined below:

\[ SRN_{activityj} = \frac{SR_{activityj}}{\sum_{j=1}^{n} SR_{activityj}} \times 100 \]  

(2)

where, \( SRN_{activityj} \) is total score for strength of relationship normalization for activity, while and \( j \) is a value of 1,2,........,n.

2.1.4 Activity-Based Costing (ABC)

The ABC technique used in this study purposely to estimate the cost incurs in software development activities. The ABC methodology defines list of activities that bring value and assign cost for each of the activity [44]. This technique suit with the context of this study because it involves cost estimation in each activity in the software development process. This study was inspired by a work from Gunasekaran et al. [45] to implement the ABC for cost estimation purpose. In order to use this technique, the practitioner must determine the cost driver for the activity. This study used man per hour as the cost driver. This means that the average output produced by one worker in one hour. The cost driver is calculated based on rate (MYR) and volume (Hour). This means that each activity determined in the software development is calculated based on hourly basis in Malaysian Ringgit (MYR). The cost estimation terms and definition used in this study is shown in Table 2.

<table>
<thead>
<tr>
<th>Table 2 Cost Estimation Terms &amp; Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Terms</strong></td>
</tr>
<tr>
<td>Cost Driver</td>
</tr>
<tr>
<td>Cost Driver Rate (MYR)</td>
</tr>
<tr>
<td>Cost Driver Volume (Hour)</td>
</tr>
</tbody>
</table>
There are two outputs after conducting the cost estimation process which is outlined below:

- Total Cost Estimation (MYR) – This is a total cost estimation in Malaysian Ringgit for each software process element (activity). Total cost estimation is a summation of (Cost Driver Rate) X (Cost Driver Volume) for each task.

- Cost Estimation Normalization (%) – This is a value of normalization after gain result of total cost estimation.

\[ CEN_{activityj} = \frac{TCE_{activityj}}{\sum_{j=1}^{n} TCE_{activityj}} \times 100 \]  \hspace{1cm} (3)

where, \( CEN_{activityj} \) is total score for cost estimation normalization for activity \( j \), while \( TCE_{activityj} \) is total cost estimation for activity \( j \) and \( j \) is a value of \( 1,2,\ldots,n \).

### 2.1.5 Priority Map

In order to suggest the suitable tailoring operation to the practitioner, a priority mapping graph was used as visualisation aid. The priority mapping graph is a plot of strength of relationship against cost. The value was obtained after activity in 3.1.3 and 3.1.4 was completed. The x-axis represents percentage of cost while y-axis represents percentage of strength of relationship. The graph was scaled in a range of 1 to 10 on both axes. Therefore, data used for x-axis is strength of relationship plot normalization while data used for y-axis is cost estimation plot normalization. The priority map graph was divided into four distinct regions as shown in Figure 2.

![Figure 2 Priority Mapping Graph](image)

The four regions in a priority map graph recommend the tailoring operation that should be considered by the practitioner for tailoring purpose. The regions and suggested tailoring operation is shown in Table 3.

<table>
<thead>
<tr>
<th>Region</th>
<th>Suggested Tailoring Operation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Upper left (Low Cost &amp; High Strength)</td>
<td>Adopt process element</td>
</tr>
<tr>
<td>Upper right (High Cost &amp; High Strength)</td>
<td>Modify the cost of the process element</td>
</tr>
<tr>
<td>Below left (Low Cost &amp; Low Strength)</td>
<td>Modify the strength of the process element</td>
</tr>
<tr>
<td>Below right (High Cost &amp; Low Strength)</td>
<td>Delete process element</td>
</tr>
</tbody>
</table>

### 2.2 Post-tailoring Phase

The purpose of the pre-tailoring phase is to examine the value index for process element that falls in the modify region. This is to ensure that the process element that needs to be tailored is valuable and cost accepted. The practitioner is able to decide either to include the process element (activity) which falls under modification regions for tailoring purpose or it can be eliminated.

#### 2.2.1 Cost Re-estimation

Cost re-estimation is required if the software process element (activity) was placed in the modify region during pre-tailoring activity. The purpose is to measure the value of each process element to identify either the process element should be considered for modification or deletion. The practitioner needs to re-assess the cost only for each of the activity. The value for strength of relationship for the activity remains the same as value determined in pre-tailoring activity.

The cost re-estimation process is similar to cost estimation which used ABC technique as explained in 3.1.4. In this process, the practitioners must re-assess the cost of the process element (in order to reduce the cost) and re-assess the strength of relationship of process element (in order to increase the strength). In the cost re-estimation process, the cost may reduce or increase based on the task required to complete the process element (activity).

#### 2.2.2 Value Index

The value index can be calculated once the cost re-estimation process is completed. The value index is used to rank a system of components by their perceived value [46]. The value index is an indicator to measure the value of the process element (activity) based on two data (strength of relationship and cost estimation). In this context, the purpose of the value index is to indicate either the process element (activity) which falls under modification regions should be included for tailoring or it can be deleted. The value index is a ratio of strength of relationship and cost estimation. The formula to calculate the value index is described as follows:
The value index 1 and above is considered good and below 1 indicates that the software process element (activity) needs improvement or can be omitted. A value graph is provided to plot the software process element (activity) by using Cost Estimation Normalization (%) for axis-x and Strength of Relationship Normalization (%) for axis-y. A 45º line is a divider in the graph to indicate the good value or vice versa as illustrated in Figure 3. The software process element (activity) placed above the line is considered good and below line needs further improvement.

\[ V_{i,j} = \frac{\text{Strength of Relationship Normalisation}_{i,j}}{\text{Cost Estimation Normalisation}_{i,j}} \] (4)

where, \( V_{i,j} \) is Value index for activity; and \( j \) is a value of 1,2,......n.

The approach selected to formulate the VBSPTF which was discussed in the previous section is visualised in Figure 4.

### 3.0 RESULTS AND DISCUSSION

#### 3.1 Implementing VBSPTF

The approach selected to formulate the VBSPTF which was discussed in the previous section is visualised in Figure 4.

#### 3.2 Implementing VBSPTF

This section briefly explains the implementation step to use the VBSPTF. Figure 5 depicted the flow chart to implement VBSPTF.

**Step 1: Value-Based Factors Identification.** This step requires the practitioner to identify the suitable value-based factors which fulfill the project’s needs. The practitioner must know the project’s environment to identify the value-based factors before proceed with other tailoring activities.

**Step 2: Value-Based Factors Assessment.** In this step, the practitioner needs to assess the identified value-based factors for prioritization purposes. Value-based factors assessment criteria are given to the practitioner by using MoSCoW rules (explained in 2.1.2) to guide them in the assessment process.

**Step 3: Relationship Assessment between Value-Based Factors with Software Process Element.** The practitioner is required to assess the relationship between the identified value-based factors with the software process element. This can be done in the developed QFD environment (explained in 3.1.3). Besides value-based factors, other inputs required to conduct the relationship assessment is the software process element in each phase of software development. In this context, the software process element is the activity required in the software development. The practitioner may select the process element (activity) based on existing model such as ISO 12207 or RUP or best practices used in their organization. An example of software process element (activity) in testing phase based on RUP is plan test, design test, implementation test, perform integration test, perform system test and evaluation test. A relationship rating criteria is provided to the practitioner (explained in 2.1.3) to help them in assessment process.

**Step 4: Cost Estimation.** In this step, cost estimation is conducted based on ABC technique (explained in 2.1.4). The practitioner is required to estimate the cost for each software process element (activity) by listing possible tasks needed to complete the software process element. The total estimation cost is the multiplication of cost driver rate (MYR) with cost driver volume (Hour). Once completed the cost estimation process, a tailoring operation suggestion is given to the practitioner based on four options which is highlighted below (explained in 2.1.5).

- Adopt software process element
- Modify the cost of process element
- Modify the strength of process element
- Delete process element

**Step 5: Cost Re-estimation.** Cost re-estimation is required to be conducted for software process elements (activity) that falls under modify regions in
the priority mapping graph (explained in 2.2.1). The practitioner needs to re-estimate the cost only while the strength of relationship is maintained. In order to reduce the cost of the software process element (process element that falls under high cost and high strength), the practitioner is suggested to revisit the list of determined tasks to complete the process element. The practitioner may delete some of the tasks or merge some of them. When deletion or merging some of the tasks, the role and artefact associated to the activity is also reduced. This may help in reducing the cost of the process element. On the other hand, to increase the strength of relationship (process elements that fall under low cost and low strength), the practitioner may add some tasks for the process element (activity). However, adding task to the process element (activity) may increase the cost of the project. This requires experience from the practitioners to conduct the cost re-estimation. Once re-estimation process is completed, a value graph (explained in 2.2.2) is provided to help the practitioner to make a decision either the process element (activity) is really required to be considered for modification or deletion.

4.0 CONCLUSION

Software process tailoring is an extensive work that requires knowledge and experience from knowledgeable practitioners. Current practices in software process tailoring are very much focusing on project characteristics and relying on ad hoc approach to conduct software process tailoring. Besides project characteristics, there are several of factors in software development project that are valuable to be considered to be included to conduct the software process tailoring. Ad hoc approach and replicating the process that familiar to the organization to execute the tailoring process may include subjectivity in decision making which indirectly reduce the product quality and stakeholder satisfaction.

This is the objective of this study whereby to present the formulation of framework for software process tailoring by incorporating value-based factors and systematic method (it is called as value-based software process tailoring framework). The purpose is to provide systematic method by using integrated approach which able to reduce subjectivity in decision making and satisfied the stakeholder. The integrated approach embedded in the VBSPTF is value-based factors, MoSCoW rules, Quality Functional Deployment (QFD), Activity-Based Costing (ABC), Priority Map, Value Index and Value Graph. This framework may contribute to the software process tailoring domain and improve the current practices used by the practitioner to tailor the software process in the organization. The VBSPTF is needed to undergo evaluation process in order to ensure the feasibility and usefulness to conduct software process tailoring.
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