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Abstract:

Three Dimensional (3D) have given new perspective in various field such as urban planning, hydrology, infrastructure modeling, geology etc due to its capability of handling real world object in more realistic manners, rather than two-dimensional (2D) approach. However, implementation of 3D spatial analysis in the real world has proven difficult due to the complexity of algorithm, computational power and time consuming. Existing GIS system enables 2D and two-and-a-half dimensional (2.5D) spatial datasets, but less capable of supporting 3D data structures. Recent development in Octree see more effort to improve weakness of octree in finding neighbor node by using various address encoding scheme with specific rule to eliminate the need of tree traversal. This paper proposed a new method to speed up neighbor searching and eliminating the needs of complex operation to extract spatial information from octree by preserving 3D spatial information directly from Octree data structure. This new method able to achieve O(1) complexity and utilizing Bit Manipulation Instruction 2 (BMI2) to speedup address encoding, extraction and voxel search 700% compared with generic implementation.
# 1 Introduction

Recent developments in the field of three-dimensional (3D) data spatial representation have led to a renewed interest in Geographic Information System (GIS). Application of 3D technologies in GIS developments is one of the issue that have special attention in this platform and has come to the limelight among various geo-related professionals such as land practitioners and environmentalists [1][2]. Perspective in third dimension really helpful in some field likes urban planning and management [3], geological sub surface modelling [4], mining and oil exploration [5][6], hydrology [7], infrastructure modeling, geology etc [8][9]. Apart from visualization task, 3D have given new perspective in this field due to its capability of handling complex real world phenomena in more realistic manners to recognize the geographical and geological space better and master the inherent laws in earth-science and engineering application to provide facilities to analyze and thus, help decision makers explore and understand the complexities’[10]. Most of the direct and indirect approaches use GIS for effectively by incorporating GIS-functions such as a spatial database for storing, displaying, and updating the input data based on site-specific measurement and experiment to understand the role of the interaction conditioning factor [11].

However, a major problem with this kind of application is existing commercial GIS software enables 2D and two-and-a-half dimensional (2.5D) spatial datasets which is a very useful to visualize adjacent surfaces with variations of height such as terrain but the major limitation is that height values are represented as a function of x and y coordinates and less capable of supporting 3D data structures because they use a 2.5D approach for their 3D functionality; only focusing on 3D visualization [12]. The usage of 2.5D for 3D data representation is just approximation and no more satisfy the recent need [13] [14]. Therefore, the demand on a fully functional 3D GIS is increasing and became more and more important to geological analysis and engineering application to understand geological phenomena and complex structure any kind of information related with their 3D environment in a more realistic way and to carry out the complicated 3D spatial analysis [15].
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Representation of numerous real-world phenomena such as flood, geology, water pollution, air pollution in spatial data model are not same [16]. In term of geometric characteristics, existing 3D spatial representation data model in Geographical Information System (GIS) can be described by three representation which are surface, volumetric, and hybrid (mixed of both model; surface and volumetric model [4][14]. Table 1 show various data model representation [12] [17] [18][19] [20] [21] [22].

<table>
<thead>
<tr>
<th>Surface Model</th>
<th>Volumetric Model</th>
<th>Hybrid Model</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Regular</td>
<td>Irregular</td>
</tr>
<tr>
<td>Grid</td>
<td>3D array</td>
<td>TEN</td>
</tr>
<tr>
<td>Shape</td>
<td>Octree</td>
<td>Pyramid</td>
</tr>
<tr>
<td>Facet</td>
<td>CSG</td>
<td>TP</td>
</tr>
<tr>
<td>B-Rep</td>
<td>Voxel</td>
<td>3D Voronoi</td>
</tr>
<tr>
<td>TIN</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 1. Various Data Model Representation
2 Methods

2.1 Related Research

Octree is a method where 3D space had been represented in a hierarchical tree structure as visualized in Figure 1. Classical octree originate from Klinger [23] as quadtree and subsequently expanded to cover 3D space as Octree. The earlier implementation of octree use tree traversal like suggested by Samet [24], Ballard and Brown [25] and Besancon [26]. Recent research development in Octree see more effort to improve weakness of octree in finding neighbor node which is required for spatial analysis by using various address encoding scheme with specific rule like matrix [27], lookup table [28] and arithmetic [29] to eliminate the need of tree traversal.

![Figure 1: Octree Node to 3D Space Mapping](image)

2.2 Proposed Octree Structure

In this paper, the author proposing another address encoding scheme and data structure which bases on binary ordering which efficiently preserve 3D spatial information from Octree structure and carefully designed in such way to fully take advantage of the advancement of computer CPU accelerator instruction to speed up neighbor search and eliminating the need of complex operation to derive voxel spatial information unlike suggested by Kim and Lee [29] or the matrix solution like Voros [27].
2.2.1 Binary Address Encoding

The basis of the proposed octree encoding scheme is to assign each node of Octree a unique address in binary form with 3D spatial information embedded. Octree in 3D space is binary by nature. Voxel progression along with the axis can be represented by only 1 bit as shown in Figure 2. For example, the voxel which is close to axis X, the address is set as 0 and for the voxel located further from the axis the address is set as 1. By incorporating this nature into address encoding, we can preserve all 8 voxel spatial data information by using only 3 bits.

These 3 bits can be arranged using $X_p Y_p Z_p$ standard, where $P$ is octree level or depth. For example, for the voxel which located in coordinate $x=0$, $y=0$, $z=0$, the voxel address is 0b000 (0d0) and voxel located at coordinate $x=1$, $y=0$, $z=1$ then the voxel address will be 0b111 (0d7). The addressing for the voxel is straightforward and easy to identify voxel physical location just based on octree address. Figure 3 shows the complete address for proposed octree in binary form.
2.2.2 Subdivision Address Encoding

Voxel Address = \( (X_p Y_p Z_p) \cap (X_{p+1} Y_{p+1} Z_{p+1}) \cap \ldots \cap (X_{p+n} Y_{p+n} Z_{p+n}) \)  \hspace{1cm} (1)

The address encoding for subdivision octree is similar with parent voxel except the parent address is directly concatenating into child voxel address as shown in (1). The main different between proposed encoding with previous methods that introduced by Voros [27], Payeur [28] and Kim & Lee [29] is this method strictly using 3 bits binary encoding per level as shown in Figure 4 and Figure 5 while others are using decimal based as shown in Figure 6 and Figure 7. Decimal representation is make sense for human readable and manual processing because parent address can be easily identified concatenated with child address, but to represent those number in decimal will require 25% more space and without any advantage for computer processing.

![Proposed Octree Subdivision Addressing Scheme (binary)](image-url)
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Figure 5: Proposed Octree Subdivision Addressing Scheme (hexadecimal)

Figure 6: Payeur and Voros Octree Subdivision Addressing Scheme

Figure 7: Kim and Lee Octree Subdivision Addressing Scheme
2.3 Data Structure

In order to take advantage of modern computer (explained in section 2.4), each voxel should be kept either in 32 bits or 64 bits. By using equation (2), 32 bits data structure able to hold maximum of 10 levels of octree and for 64 bits data structure will to be able to hold up to 21 levels of octree.

\[
\text{Maximum Octree Maximum level (P) } = \left\lfloor \frac{\text{Data Structure Bits}}{3} \right\rfloor
\]

Using equation (3), with the assumption of minimum resolution of surface area that we want to cover is 1 m\(^2\), 32bits data structure only able to cover up to 1,048,576 km\(^2\) but 64 bits data structure able to cover up to 4,398,046,511.104km\(^2\). With the total earth surface area is estimated only around 510,072,000 km\(^2\), 64 bits data structure practically more than enough to cover whole earth thus there is no need more than 64 bits data structure.

\[
\text{Covered Area} = 2^{P\times 2} \times \text{Resolution}
\]

For this paper, we focus on 64 bits data structure but the same method also can be applied for 32 bits data structure. The octree node address \(X_pY_pZ_p\) for each level should be start concatenated from MSB to LSB with 0b1 appended after last 3 bits address as terminator as shown in Figure 8 and Figure 9.

<table>
<thead>
<tr>
<th>MSB</th>
<th>LSB</th>
</tr>
</thead>
<tbody>
<tr>
<td>(X_1)</td>
<td>(Y_1)</td>
</tr>
</tbody>
</table>

Figure 8 : Proposed Data Structure

<table>
<thead>
<tr>
<th>MSB</th>
<th>LSB</th>
</tr>
</thead>
<tbody>
<tr>
<td>(X_1)</td>
<td>(Y_1)</td>
</tr>
</tbody>
</table>

Figure 9 : Proposed Data Structure with Partially Fill Up Bits
Numbers of octree level can be determined by (4) and since each level requires 3 bits of information embedded into the data structure, the total number of bits need to be used is calculated according to (5).

\[
\text{Numbers of Octree level (P)} = \log_2 \left( \frac{\text{Area Size to Cover}}{\text{Smallest unit @ resolution}} \right) \quad \frac{2}{2}
\]

(4)

\[
\text{Bits Required} = 3P + 1
\]

(5)

2.4 CPU Accelerated Instruction

Bit Manipulation Instruction 2 (BMI2) is a series of new instructions introduced by Intel as part of Advance Vector Extensions 2 (AVX 2) in 2013 [30]. The same instruction and also supported by AMD in Excavator 2015. Intel and AMD is market leader in computing with 80% of the total computer sold is based on Intel or AMD CPU. There are 3 instructions from BMI2 that can be used to accelerate octree address generation and manipulation; TZCNT, PDEP and PEXT.

2.4.1 Count the Number of Trailing Zero Bits (TZCNT)

TZCNT is a single instruction to count trailing 0 in the registers. This instruction eliminates the need of bit extraction-compare loops as shown in Figure 10. TZCNT can be used to identify octree level from voxel address as demonstrated in section 2.5.1

```
temp ← 0
DEST ← 0
DO WHILE ( (temp < OperandSize) and (SRC[temp] = 0) )
    temp ← temp +1
    DEST ← DEST + 1
OD
IF DEST = OperandSize
```
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2.4.2 Parallel bits Extract (PEXT)

PEXT is a single instruction to insert bits into different position from a sequences as shown in Figure 11. PEXT use in proposed method to reconstruct voxel address as demonstrate in section 2.5.2 and 2.5.4.

```
TEMP ← SRC1;
MASK ← SRC2;
DEST ← 0;
m ← 0, k ← 0;
DO WHILE m< OperandSize
  IF MASK[ m] = 1 THEN
    DEST[ k] ← TEMP[ m];
    k ← k+ 1;
  FI
  m ← m+ 1;
OD
```

Figure 11: PEXT Pseudo Code

2.4.3 Instructions, Parallel Bits Deposit (PDEP)

PDEP is a single instruction to gather bits from different position into a sequences as shown in Figure 12. PDEP use in proposed method to extract X Y and Z 3D spatial coordinate from voxel address as demonstrate in section 0 and 2.5.4.

```
TEMP ← SRC1;
MASK ← SRC2;
```
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DEST ← 0;
m← 0, k← 0;
DO WHILE m< OperandSize
    IF MASK[ m] = 1 THEN
        DEST[ m] ← TEMP[ k];
        k ← k+ 1;
    FI
    m ← m+ 1;
OD

Figure 12 : PDEP Pseudo Code

2.5 Manipulation

2.5.1 Determine Octree Level from Voxel Address

Using proposed voxel address encoding and data structures, we can easily
determine octree level from voxel address alone without requiring whole
octree traversal. Here TZCNT can help to determine location of
termination bit as shown in Figure 13.

After getting termination bit location, octree level can be determine by using (6)

\[
\text{Voxel Octree Level} = 21 - \frac{\text{TZCNT((Voxel Address Register))}}{3}
\]

(6)

2.5.2 Voxel Address to 3D Spatial Coordinate

Our proposed method make the process to determine 3D spatial coordinate
from voxel address simple and fast. With PEXT instruction, the extraction
much faster. The coordinate can be easily extracted using (7)
**Coordinate** = \((PEXT(X \text{ mask}), PEXT(Y \text{ mask}), PEXT(Z \text{ mask}))\)

(7)

Figure 14 visualize how X axis coordinate can be extracted from voxel address. The same process also true for Y and Z axis as shown in Figure 15 and Figure 16.
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**2.5.3 3D Spatial Coordinate to Voxel Address**

For application that need voxel address generation for certain voxel coordinate like voxel neighbor discovery, PDEP can be used efficiently to reconstruct voxel address as shown in (8).

\[
\text{Voxel address} = PDEP(X \text{ mask}) \cup PDEP(Y \text{ mask}) \cup PDEP(Z \text{ mask})
\]

(8)

Figure 17 visualize how X axis coordinate can be converted into voxel address. The same process also true for Y and Z axis as shown in Figure 18 and Figure 19.
2.5.4 Finding Neighbor Voxel

Neighbor search is commonly used for spatial navigation and analysis. Finding neighbor search in classical Octree very resource extensive since it require full node traverse to find each neighbor so in order to practically
use octree in those situation, address encoding like by proposed Voros [27], Payeur [28] and Kim & Lee [29] is favored.

There are total of 26 neighbor voxels in an Octree and the offset of XYZ coordinate is shown in Figure 20. Our proposed method able to find each of them with 3 simple generic step without complicated math or lookup table. For example, to get neighbor address at offset +X+Y+Z:

1) Extract voxel reference coordinate
   \[ X_{ref} = \text{PEXT}(X \text{ mask}, \text{Voxel}_{ref}) \]
   \[ Y_{ref} = \text{PEXT}(Y \text{ mask}, \text{Voxel}_{ref}) \]
   \[ Z_{ref} = \text{PEXT}(Z \text{ mask}, \text{Voxel}_{ref}) \]

2) Add neighbor offset
   \[ X_{+X+Y+Z} = X_{ref} + 1 \]
   \[ Y_{+X+Y+Z} = Y_{ref} + 1 \]
   \[ Z_{+X+Y+Z} = Z_{ref} + 1 \]

3) Reconstruct Voxel_{+X+Y+Z} address
   \[ \text{Voxel}_{+X+Y+Z} = \text{PDEP}(X \text{ Mask}, X_{+X+Y+Z}) \cup \text{PDEP}(X \text{ Mask}, Y_{+X+Y+Z}) \cup \text{PDEP}(X \text{ Mask}, Z_{+X+Y+Z}) \]

Our proposed method also having fixed complexity regardless octree level so it suit for simple and huge octree structure.

3 Results

Classical octree is inefficient to find neighbor address and having complexity \( O(2^{3(p-1)}) \) where \( p \) represents the maximum number of resolution levels in octree. Payuer’s method [31] have maximum complexity of \( O(26(p-1)) \) if there is no direction information given. Kim and Lee [29] method have worst case complexity \( O(6(p-1)) \). Gargantini [32] and Schrack [33] both have \( O(p) \) complexity. Our proposed method is independent of octree level and have fixed \( O(1) \) complexity. Figure 21 show comparison of the complexity.
neighbor search for those alternative implementation and our proposed method.

Figure 21: Worst Case Complexity of Neighbor Search

Another advantage to for having data structure and encoding that computer friendly is the ability to speedup address encoding, extraction and neighbor search with BMI2 instruction which is very fast and simpler to implement compared with generic implementation. Figure 22 show comparison of performance between generic implementation and BMI2 accelerated instruction. By average, BMI2 implementation 700% faster than generic implementation.
Figure 22: Octree Neighbor Finding Performance Improvement with BMI2

4 Discussion

The key for faster and simple octree address encoding scheme is to use binary form. Octree in 3D space is binary compatible and by using clever rule, 3D spatial information easily embed inside the address itself and can be constructed, extracted and manipulated without using complex post processing. We also proposing new 64 bits data structure which is designed with BMI2 compatible in mind and proposing simple and fast method for neighbor search which is having constant complexity regardless octree level. This method can be expanded in the future to cover the neighbor search for intra octree level.
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