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ABSTRACT 

 

 

 

Manufacturing software are widely being used in automating production lines as 

it makes the process faster, ensure safety of the workers, and costs less in long term. As 

technology advances, the software used also updates as its job requirement for these types 

of software goes more complex. To ensure that the software does it job, software testing 

is performed. However, performing manual software testing consumes a lot of time and 

manpower, so it has become costly for business. By looking for solutions, some 

manufacturing companies has found ways to overcome this software testing issue by 

utilizing virtual testing methods. In this study, it is proposed to use Software in the Loop 

(SIL) method on testing ParTest. SIL is increasingly known in testing software embedded 

in microchips. This technique is used to allow the development of the software in parallel 

with the development of the hardware without waiting for the actual hardware to be ready. 

Through a technology survey, the SIL implement ParTest is evaluated according to its 

usefulness. By implementing this method, it shows that it can help produce better 

software and shorten the turnaround time for projects, which results to a more cost 

efficient method. 
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 ABSTRAK  

 

 

 

Perisian pembuatan digunakan secara meluas dalam mengautomasikan garisan 

produksi kerana ia membuat proses lebih cepat, menjamin keselamatan para pekerja, dan 

kos kurang dalam jangka panjang. Sebagai kemajuan teknologi, perisian yang digunakan 

juga kemas kini sebagai keperluan pekerjaan untuk jenis perisian ini menjadi lebih 

kompleks. Untuk memastikan perisian itu berfungsi, ujian perisian dilakukan. Walau 

bagaimanapun, melaksanakan ujian perisian manual menggunakan banyak masa dan 

tenaga kerja, jadi ia menjadi mahal untuk perniagaan. Dengan mencari penyelesaian, 

sesetengah syarikat pembuatan telah menemui cara untuk mengatasi masalah pengujian 

perisian ini dengan menggunakan kaedah ujian maya. Dalam kajian ini, dicadangkan 

untuk menggunakan perisian dalam Loop (SIL) pada ujian ParTest. SIL semakin dikenali 

dalam perisian ujian yang tertanam dalam mikrocip. Teknik ini digunakan untuk 

membolehkan pembangunan perisian selari dengan perkembangan perkakasan tanpa 

menunggu perkakasan sebenar siap. Melalui tinjauan teknologi, SIL melaksanakan 

ParTest dinilai berdasarkan kegunaannya. Dengan melaksanakan kaedah ini, ia 

menunjukkan bahawa ia dapat membantu menghasilkan perisian yang lebih baik dan 

memendekkan masa pemulihan untuk projek, yang menghasilkan kaedah yang lebih 

efisien.  
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CHAPTER 1 

 

 

 

INTRODUCTION 

 

 

 

1.1 Overview 

 

In the current age of globalization, being able to rapidly respond to customers’ 

requests is fundamental to win against competitors and gain new customers. It is about 

speed and cost, which means that being able to respond fast and contain costs 

(Sangregorio, 2015), but this is sometimes at the expense of quality. In a manufacturing 

company, the production relies heavily to automated software to test their products. A 

downtime to debug the faulty software would take adequate amount of time, thus could 

lead to missed production shipments. At worst, a buggy software can be released in 

production, which will lead the company to ship bad units to customer, and the customers 

will validate the units then catch the bad units, this will cause the company a lot of money 

and bad reputation among its customers. 

 

Software testing is an important process in the software development life cycle, 

because it improves the quality of the software in terms of security, reliability, 

performance, and compatibility. It is commonly believed that the earlier a software bug 

is found, the cheaper it is to fix it. 

 

Having an establish software testing system for the production software will 

definitely help prevent buggy software to be released in the production line. Though the 
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idea of producing bug-free software is not possible, software testing can assess the level 

of reliability of the software, accordingly will give the confidence on the software. 

 

The amount of time required for software development determines how rapidly a 

new products can be introduced.  The developed software shall be tested on the 

workstation to be validated, but as more verification tests are done, more down time is 

induced to the workstation, thus hindering production output. In order to accommodate 

the rapid product development, the virtual testing concept is to be used, which allow 

testing of the software under a simulated environment. 

 

 

 

1.2 Problem Background 

 

Depending on the products produced, manufacturing companies nowadays 

utilizes the current generation’s computational power available, which are far more 

dominant than few decades back to assemble, calibrate, and validate their products. Car 

manufacturers uses robotics to assemble their car products. Semiconductor companies 

uses test boards and apparatus to calibrate and verify their products. This additional 

computational power has enabled software to perform complex application (Nouman et 

al, 2016). 

 

Software applications are used to automate manufacturing processes. It has been 

the integral part of the modern industrial manufacturing plant. There are a number of 

reasons why to automate manufacturing processes. It improves worker’s safety as 

machines will substitute human workers from a dangerous environment. It reduces labor 

cost, as machine can replace human at certain processes. It will also increase production 

output as there will be no idle time for the machine. It will also improve product quality 

as it will eradicate human error, which is cause by manual routines that makes workers 

bored. 
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As workers’ jobs are passed on to the machines, the responsibility to perform the 

job accurately is passed on to the software developers. Software developers are human 

too and can also make mistakes, so the automation software they do are not perfect as 

well. There will be bugs in the software that may cause quality issue or cause a production 

line to be down. That’s why software applications must be validated and verified at a 

certain requirement level prior to be release for production usage. 

 

There are challenges in testing automated software application in the production 

line. The table below shows some of the problems and reasons encountered in the 

production line. 

 

Problems Reasons 

Limited Time Production machine is for production output 

Limited Resources Not all equipment and devices will have extra 

for debugging and development purposes 

Few manpower for numerous diverse products 

Replication of bugs and errors Some bugs are hard to replicate in real 

machines as it needs to perform certain 

actions at certain sequence 

Potential damage to products Repeated testing on the same product will 

deteriorate the product and may change its 

characteristics already 

 

Virtual prototyping can be an alternative or complement to the real manual testing 

to resolve such problems (Kim et al, 2017). There are already existing and proposed 

methods in performing virtual prototyping. Some even already has the available tools in 

performing it, especially for car manufacturers and embedded systems. MATLAB and 

National Instruments are few examples of the virtualization tool that already contains 

software replications of cars and embedded systems, so the only focus of the user is to 

perform tests on their software. 
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1.3 Problem Statement 

 

Finisar manufactures a variety of optical product and is in a continuous research 

to provide new ones and growing requirements of the customers. Software automation 

enables each product to be manufactured efficiently and with quality, however, as new 

variety products are introduced and growing requirements, the software will also undergo 

in a continuous development as well. Along with supporting the new requests, the 

software should still be able to support legacy product requirements, and this is where the 

company falls short. 

 

The automated manufacturing software used in Finisar is called ParTest, which is 

used to calibrate and test the optical transceivers. The software runs in a host PC and 

communicates with the transceiver modules through a device-under-test (DUT) board, 

and then controls several other instruments to measure the transceiver modules 

characteristics. The typical setup can be seen in Figure 1.1. When the software is released 

in the production line, operators will scan the barcode of the transceiver module and plug 

the transceiver module to the DUT board to start testing. The scanning of the barcode will 

let ParTest identify what type of process step need to be performed then waits for the 

transceiver modules to be inserted. 

 

 

Figure 1.1 Finisar’s typical tester setup 
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New products will also use the same software to perform product testing. Most of 

the time, these new products share the same characteristics of the old products, so they 

can reuse the same set of codes, but some will have new requirement as well, thus will 

need new iteration of software release. New release of ParTest is either due to new set of 

codes or code modification. With code modification, it will need to be tested for the new 

requirement as well as the old requirements as it can change the old behavior, thus 

software testing is necessary. 

 

Manual testing of ParTest consumes a lot of time to perform, as it needs to wait 

for a testing setup to be available, and with a variety of products for ParTest to be verified 

with, it will be an unending task. Replication of bugs and error is also time consuming as 

the user will need to perform certain tasks at specific sequence to repeat error, and 

sometimes it still does not appear. A developer will perform the required code changes to 

the software, borrows a production tester, test the code changes, debug errors and issues 

encountered, then finally release back the production tester along with the new software. 

This is the typical flow for the developer to validate the software for the product using 

the new software features, but not for the legacy products. 

 

Unlike car manufacturers or embedded system, there is no ready testing system 

software for optical transceivers like MATLAB, which has the tools and virtual 

representation of the components needed. However, similar approach can be used to test 

ParTest, in which devices and equipment used by ParTest will be virtualized, so it can be 

tested in a virtual or simulated environment. 

 

Regression tests need to be perform for the legacy product to have the confidence 

to use the newly released software. With virtualization, this can be done easily in a non-

production tester, avoiding the difficulty of long duration of manual testing of thousands 

of products. A developer creating a new code for a new product can test ParTest in a real 

set of hardware, but may test legacy products in the simulated environment for backward 

compatibility. 
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The virtual prototyping method is usually done in embedded system and also 

usually on a fresh software. In this study, we are trying to use the same method, but under 

a different circumstances. The software to be tested, ParTest, is not an embedded system 

program nor is a fresh software. Code modification of ParTest for this study is allowed 

and need to done in order to perform software testing in a virtual environment. 

 

Therefore, the research question is “Does the virtual environment approach 

suitable for manufacturing software under the environment that is similar to Finisar?” 

  

 

 

1.4 Research Aim and Objectives 

 

The aim of this research is to propose a software testing system for manufacturing 

software, which is suitable for Finisar environment, in order to test the software without 

any usage of physical hardware or equipment. 

 

This research consists set of objectives to be achieved that lead to the research 

process: 

 

 To identify the software testing method to be used for testing Finisar’s 

manufacturing software, ParTest, which will overcome the current issues and 

limitations. 

 To propose and apply a testing system using the selected software testing 

method and implements the system to ParTest. 

 To evaluate and validate the proposed software testing system’s usability with 

ParTest as the subject of the proposed system. 
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1.5 Scope 

 

This research is meant for improving the quality of the manufacturing software 

under the Finisar environment. In Figure 1.2, it shows the different processes a transceiver 

module goes through, and each process requires the use of ParTest. The scope of the study 

will be the following: 

 

 This study only focuses on the software testing method for a manufacturing 

software, similar to Finisar, leaving out the rest of areas, such as test case 

generation. 

 This study only focuses on a single process of transceiver module testing, the 

LABEL process, to limit the number of involved instruments. 

 This study only focuses on a functional testing (Black-Box), validating that 

the software output is the expected output. 

 

 

 

1.6 Significance of Study 

 

This study is intended to help create a software testing system specifically for 

Finisar manufacturing site and other industries with the similar environment of limited 

resources. Development and testing of software application in manufacturing site will 

have reduce downtime in the production line. It helps start the development of the 

software even though the hardware is not yet complete as long as the hardware 

capabilities are defined. 
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1.7 Dissertation Organization 

 

This research paper is made up of seven chapters. In the Chapter 1, it discusses 

the research introduction, problem background, problem statement, research aims, 

research goals, scope, and significance of the study. In the Chapter 2, it presents the 

overview of software testing and further discussion on chosen methods of software-in-

the-loop, virtual environment, and virtual prototyping. In the Chapter 3, the research 

methodology is detailed. In the Chapter 4, the proposed testing system and its framework 

is discussed and detailed. In the Chapter 5, a couple of case study is performed and 

analyzed. In the Chapter 6, the evaluation of the testing system is discussed. In the 

Chapter 7, the conclusion and results of this research paper is discussed. 
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