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ABSTRACT 

 

 

 

 

 With the recent explosion of devices driving “smart technologies” such as 

tablets, phones, in-vehicle infotainment systems, and many such devices, ARM has 

taken center stage in being the core of choice for many such device vendors. Thus 

the appreciation and workings of the ARM core has become more relevant than ever. 

In light of that fact, over the years, many emulators have been designed with the 

intent of emulating the ARM core on a software paradigm. Software based emulation 

lends itself to many uses, from early application validation to an educational tool for 

the masses. Hence, this work has emulated the ARM instruction set based on the 

ARM 7 core. With the objective to enable an extensible and modular design, the 

framework was developed by designing classes for certain core components which 

can be replicated as objects and encapsulating execution based entities into functions. 

The final result of this project is the development of a mechanism for updating the 

CPSR for each instruction, alongside 16 Data Processing instructions with rotational 

and register shifting support, all aspects of single data transfer load and store, 

positive and negative branching with and without link alongside 16 conditional code 

evaluation, and all User Mode visible registers. The ARM emulator also supports 

both normal assembler instruction and conditional code instructions in both 2 and 3 

operand format. The emulator was verified using single instructions and the GCD 

conditional code instruction as a program.  

 

 

  



vi 

 

 

 

 

 

 

ABSTRAK 

 

 

 

 

 Dengan perkembangan peranti-peranti baru yang digelar “teknologi pintar” 

seperti tablet, telefon, sistem hiburan dalam kenderaan, dan banyak peranti 

sedemikian, ARM telah menjadi pilihan pertama untuk kebanyakan pembekal 

peranti. Oleh demikian, perhargaan “ARM” telah menjadi lebih relevan berbanding 

sebelum ini. Memandangkan kepentingan ARM kini, banyak perisian emulator telah 

dibentuk dengan tujuan mencontohi teras ARM. Emulasi berasaskan perisian 

mempunyai banyak kegunaan, dari pengesahan awal applikasi-applikasi sistem 

kepada alat pendidikan untuk orang ramai. Oleh itu, tujuan penyelidikan ini  adalah 

untuk membentuk perisian emulator berasaskan teras ARM7. Dengan objektif untuk 

membolehkan reka bentuk yang mudah diubah-suai dan modular, rangka kerja ini 

dibangunkan dengan kelas-kelas and fungsi-fungsi untuk komponen teras tertentu 

yang boleh digunakan sebagai objek atau sebagai entiti modular. Hasil akhir projek 

ini ialah pembangunan mekanisme bagi mengemaskini CPSR bagi setiap arahan, di 

samping 16 arahan pemprosesan data dengan sokongan putaran dan peralihan, semua 

aspek pemindahan data seperti capai dan simpan, percabangan positif dan negatif 

dengan dan tanpa penghubung, bersama-sama 16 penilaian kod bersyarat, dan semua 

register Mod Pengguna. Emulator ARM juga menyokong kedua-dua arahan ARM 

normal dan arahan ARM bersyarat dalam format dua dan tiga kendalian. Emulator 

telah disahkan menggunakan arahan tunggal dan arahan program GCD dengan kod 

bersyarat. 
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CHAPTER 1 

 

 

 

 

INTRODUCTION 

 

 

 

 

This project is about the software emulation of the ARM 7 Core processor. 

This chapter gives an overview of the whole project, starting with a brief 

introduction and the background, followed by the problem statement, project 

objectives, scope of work and report outline. 

 

 

 

 

1.1 Background 

 

 

 The development of microprocessors with the predictions of Moore Law, has 

followed a path with consistency such that no one person predicted the lasting of this 

law. Almost a quarter of a century later, the battles at the heart of the microprocessor, 

is very much what this project about.   

 

 

 The heart of any processor is dependent upon the computer architecture 

which defines it. Hence drawing further from that, the computer architecture drives 

innovation in computing from software and the layers that it comprises off to 

hardware and the advancements that it has made from the crude old days of Intel 

x8086. Today the most populous instruction set is the x86 Instruction Set which 

drives the x86 platform, or the Intel platform as it is known. In most mainstream 

computing devices (laptops, desktops and servers), Intel clearly dominates the 

market significantly.  
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 But a diminutive company, ARM Holdings, is still the clear leader in the 

number of devices that carries its microprocessor. So much so that, the combined 

sales of microprocessors of all other companies, still does not match the almost 

ubiquitous presence of ARM in portable / mobile and embedded systems.  

 

 

 While plainly at first sight, the battle of dominance seems very much an 

architecture battle between ARM (RISC) and Intel(CISC), the determining battle of 

architectures is of the power consumption that each microprocessor sips. ARM Cores 

are known to be highly thrifty on their power consumption which is the reason why it 

has an overtly dominating presence in embedded markets and portable consumer 

device.  

 

 

 Intel on the other hand comes from a position of computing prowess. Till 

recently in its history, very little was made in the way of reducing power 

consumption as their markets were power agnostic. 

 

 

 Moving to an age of portable/mobile devices where battery life is a key 

selling matrix, Intel needs to drive innovations to their architecture as to drive power 

consumption down. On the other hand, ARM is trying to muscle its way to desktop, 

laptop and server products. And in doing so, power consumption for it architecture 

clearly would rise. Naturally both grapple with the same physics of power 

consumptions. 

 

 

 Thus with the advent of ARM based devices, understanding the nuances of 

the architecture or utilizing the emulator for application development or many such 

uses, is tremendously beneficial for product development point of view or as a 

learning tool. Unfortunately over the very many years, the most matured platform of 

development of ARM based emulators has been the UNIX platform. Moreover, the 

Intel Platform based ARM emulators, mostly tends to be non-open source, and thus 

limited by the exorbitant licensing fee. In light of this, the cost benefit value of 

designing a home grown ARM Emulator, will allow a more cost prudent option for 
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users of this Emulator while providing all the benefits without executing application 

on an ARM Core.   

 

 

 

 

1.2 Motivation  

 

 

 Having laid the groundwork on the perspective and importance of ARM in 

the micro-architectural battle, a tool is needed to provide easier access and 

understanding of the architecture and a simpler way to build a software stack which 

readily runs on ARM cores. That is the development which defines this project.   

 

 

The heart of this project is to develop an emulator which would readily allow 

ARM based applications and OS’es to run above it. The emulator simply, functions 

to mimic the behavioral aspect of an ARM core.  

 

 

While, naturally one expects a significant number of ARM emulators already 

present for educational and development purposes; there are significant impediments 

for each of currently available emulators. All ARM emulators currently available are 

not natively developed in the Microsoft family of OS’es. This manifests itself in a 

situation whereby the applications or OS’es running on emulators non-natively 

developed in Microsoft OS tend to have significant drawbacks. Hence, the 

motivation behind ARM Emulator is that not only does it have to be developed, it 

has to be developed natively on Microsoft OS.  

 

 

This ensures that the ARM development vehicle for application and OS’es 

can be natively developed on Windows.  
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1.3 Objectives 

The objective of the ARM emulator project is to develop an emulator that 

would be able to functionally/behaviorally emulate the function of an ARM core that 

would be designed to work natively on Microsoft Windows OS.  

Hence the emulator should: 

i. Accept assembly set instructions 

ii. Decode those instructions 

iii. Execute each instruction with the end goal of producing result exactly 

per an actual ARM core 

 

 

The secondary goal would be to enhance the emulator to run in the most adept way 

on Windows OS.  

 

 

 

 

Figure 1.1: The ARM emulator would sit on top of system application software and 

functionally replicate behavior of the ARM core. 
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1.4 Problem Statement 

 

 

The current issue at helm is that, ARM emulators which successfully execute 

on an x86 Microsoft Windows platforms are very limited. More so, the ones that are 

available, are generally not free, and thus require licensing. Thirdly, the freely 

available ARM emulators, suffer from limited support on debug and more so in 

documentation.  

 

 

Generally the most mature development platforms for ARM emulators run on 

the .NIX OS platforms.   

 

 

 

 

1.5 Scope of Work  

 

 

There are 5 key considerations which would define the scope of work: 

 

 

i. Firstly, would be the implementation language of choice. The language 

will determine the ease of integration of different modules and the speed 

at which the emulation takes place.  

 

 

ii. Secondly, there are multiple ARM cores in the market today. Choosing 

the right ARM core would determine the scope of development without 

trivializing or unnecessarily bloating the development phase.  

 

 

iii. Thirdly would be choosing which instruction set would need emulation. 

ARM7 onwards, the ARM cores support the regular instruction set, along 

with a condensed instruction set called THUMB which would also be 

present in all future revision of ARM cores. The current proposal is to 

emulate the regular instruction set.  
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iv. Fourthly, the emulation which would take place can be generically 

categorized as either Instruction Accurate [Functional Accurate], Cycle 

Accurate or Timing Accurate emulation. The ARM emulator would be 

designed as the Functional emulation of an ARM Core.  

 

 

v. Finally, the question of which parts of the ARM core would be emulated 

in the short time frame of development and which can be developed later 

and yet be integrated into the ARM emulator is to be determined.  
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