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ABSTRACT 

 

 

 

 
 
 

 

 

Recently, the rise of software piracy has become rampant and a major 

concern among software developers. The global software industry lost about USD 50 

billion in 2008. One of the techniques that can be used to discourage piracy is 

watermarking, by embedding developer’s watermark into software which can later be 

extracted to prove ownership. During the last few years, different algorithms were 

produced and developed to hide the watermark inside software.  This study analyzes 

software watermarking algorithms that exist in the literature and then identified a 

dummy method algorithm is suitable for watermarking. In addition, this study 

enhances dummy method insertion technique in embedding and recognizing the 

watermark in Java class files. The enhancement includes fixed size encoding scheme 

and random dummy method insertion. The proposed fixed size encoding scheme 

used hash function that can produce a fixed size watermark bit sequences. Random 

dummy method insertion selects a dummy method at random from a collection of 

dummy methods. Finally, this study analyzes the enhancement of dummy method 

insertion technique using two different measures, namely data-rate and resilience of 

the watermarking algorithm. In term of data rate, the results show that encoded 

watermark for proposed encoding scheme is always fixed even though size of 

watermark character is increased. In term of resilience, experimental results show no 

similarity between class files and thus survived from collusion attack compared to 

previous method. 

 

 

 

 

 



  vi 
  

 

 

 
 
 

ABSTRAK 

 

 

 

 
 
 

 

 

Kebelakangan ini, peningkatan cetak rompak perisian semakin berleluasa dan 

menjadi perhatian utama di kalangan pembangun perisian. Industri perisian global 

telah kehilangan sekitar USD 50 bilion pada tahun 2008. Salah satu teknik yang 

boleh digunakan untuk mencegah cetak rompak perisian ialah tera air, dengan 

membenamkan tera air pembangun perisian yang kemudiannya boleh diekstrak untuk 

membuktikan hak milik. Sejak beberapa tahun lalu, algoritma yang berbeza telah 

dihasilkan dan dibangunkan untuk menyembunyikan tera air di dalam perisian. 

Kajian ini menganalisis algoritma perisian tera air yang telah wujud dalam 

kesusasteraan dan mengenalpasti bahawa algoritma kaedah semu sesuai untuk 

perisian tera air. Selain itu, kajian ini meningkatkan teknik penyisipan kaedah semu 

dalam pembenaman dan pengenalpastian tera air dalam fail Java. Peningkatan yang 

dilakukan termasuk skim pengekodan bersaiz tetap dan penyisipan kaedah semu 

secara rawak. Skim pengekodan bersaiz tetap yang dicadangkan menggunakan 

fungsi cincang yang dapat menghasilkan turutan bit tera air yang tetap. Penyisipan 

rawak kaedah semu memilih kaedah semu secara rawak daripada koleksi kaedah 

semu. Akhirnya, kajian ini menganalisis peningkatan teknik penyisipan kaedah semu 

menggunakan dua ukuran yang berbeza, iaitu kadar data dan ketahanan algoritma 

pembenaman tera air. Keputusan menunjukkan kadar data tera air yang dihasilkan 

untuk skim pengekodan yang dicadangkan adalah sentiasa tetap walaupun saiz tera 

air meningkat. Dalam hal ketahanan, hasil eksperimen bagi beberapa fail Java yang 

telah dibenamkan tidak menunjukkan kesamaan dan oleh itu, selamat dari serangan 

kolusi berbanding teknik terdahulu. 
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CHAPTER 1 
 

 

 

 

 

 

 

 

INTRODUCTION 

 

 

 

 

 

 

 

 

1.1 Overview 

 

 

 
 

 Nowadays, software has become a part of human’s daily life to ease many 

tasks in the software industries, e-commerce and many more. As the usages of the 

software are growing rapidly, the rise of software piracy has become a major concern 

for software developers.  

 

 

 
 Among the software, Java applications that have been sold to users and 

distributed through the internet also suffered from piracy. While Java becomes a 

popular language in software industry and education, the advantages of Java which 

are platform-independent and its portability has create problem towards Java’s user.  

Platform-independent means that once Java source code is written and compiled, it 

can be run anywhere in any platform.  
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The process of reverse-engineering is become easier, thus competitors can 

copy other person’s work easily. This could bring benefits to competitors since it is 

time consuming and reduce cost without having to create the algorithm themselves. 

Furthermore, competitors and other people could claim other developer’s program as 

their own products.  

 

 

 
In order to make Java application executes in any platform, Java source code 

needs to be translated into Java class file. Based on Lim et al. (2009), Java class file 

contains Java byte code and understandable by Java Virtual Machine (JVM). An 

attack to this class file can easily be made by reverse-engineering or de-compilation 

of the class file itself. Thus, extracting the source code from the class file is possible 

by many tools that can be found in the internet. 

 

 

 
As the technology become rampant, the process of copying other person’s 

work become easier and it causes piracy to become crucial issues.  According to the 

study done by the Business Software Alliance (BSA) in 2009 software piracy has 

caused USD 50 billion lost in the global software industry, whereas USD 368 million 

lost in Malaysia. In previous literature, there are many techniques to prevent software 

piracy. Code obfuscation, hardware based solution, checksums and watermarking are 

some of the example of the techniques that exist in the literature mentioned by 

Naumovich and Memon (2003). The details on software protection techniques were 

discussed in Section 2.2 of Chapter 2.  

 

 

 
Software watermarking is one of the techniques that were used to prevent 

piracy by hiding the developer’s information inside the software as stated by 

Cappaert et al. (2008). They stated that the information then can be retrieved and 

used in the future to prove ownership of the original developer.  
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1.2 Problem Background 

 

 

 
Generally, in software industry and education, many people tend to copy 

algorithm in the software and to make it worse, they claim it as their works. 

Sivadasan and Lal (2007) stated that most of algorithms in software can easily be 

stolen by other competitors in the industry using many techniques and available 

tools. Zhu et al. (2005) also mentioned the fact that software piracy has become more 

and more important issue in today’s business due to loss of million dollars in the 

industry.  

 

 

 
Since many parties have suffered from software piracy, Pervez et al. (2008) 

indicated that many attempts are made to protect copyright in software. Software 

watermarking is one of the attempts where the copyright information is embedded in 

the software itself.  

 

 

 
In software watermarking, developer embeds a unique identifier into software 

using specific tool that implements software watermarking algorithm. Watermarked 

software which contains the original software and developer’s information will then 

be produced and distributed to the users whether for personal or commercial uses. 

When the developer noticed that someone is copying his software by claiming it as 

theirs, developer could come out with a proof. In this situation, the proof is the 

developer’s information hidden inside the software. By entering specific input to the 

tool that was used originally in the embedding process, the developer could retrieve 

his information from the software. During the recognition process, the tool must have 

the ability to recognize the watermark’s value in the software. The developer could 

declare that the software is originally developed by him and he is the one that embed 

the copyright information inside the software.  

 

 

 



  4 
  

As there are many known techniques nowadays to protect software, more and 

more attacks have also become viable. This statement supported by Stern et al. 

(1999) and they claimed that it is impossible to secure the copy of digital document 

but it is possible to discourage the piracy.  

 

 

 
In term of Java application, Monden et al. (2000) claimed that even though 

the Java application has a watermark embedded in it, it is easy to remove the 

watermark and embed a new watermark. This will replace the old watermark with 

the attacker’s watermark information. Thus, the copyright of the original author is 

not permanently embedded in the application itself and cannot be used to prove 

ownership in future.  

 

 

 
Many researchers found that even though watermark can prove ownership, 

Curran et al., (2003) argued that most of watermark that can prove ownership usually 

cannot survive from various attacks. Although removal attack is the criteria that need 

to be given more concerned, some other attacks such as additive, subtractive, 

collusion and decompile-recompile attack are still vulnerable to the software. Further 

descriptions of these attacks were described in Section 2.5 of Chapter 2. 

 

 

 
Up until now, many algorithms such as Qu-Potkonjak (QP) algorithm, 

opaque predicate algorithm and many others were introduced in the literature and 

some of the algorithms were described in Section 2.4 of Chapter 2. Despite all that, 

Myles et al. (2004) summarized that unfortunately most of the algorithms on 

software watermarking are not well-described, not being implemented and evaluated 

yet. Dummy method insertion technique by Monden et al. (2000) is one of the 

existing software watermarking algorithms that has several disadvantage. After 

several of experiments have been carried out, the disadvantages of dummy method 

have been discovered by Myles et al. (2004). In their study, they have tested two 

algorithms which are dummy method insertion algorithm and Davidson–Myhrvold 
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(DM) algorithm (Davidson and Myhrvold, 1996). Both of the algorithms have been 

evaluated according to the six different properties mentioned in their study.  

 

 

In their evaluation, DM algorithm reveals a high credibility, satisfactory in 

data-rate and 50% survival rate towards resiliency. In case of dummy method 

algorithm, they have pointed several pros and cons in term of part protection, data-

rate and also has 70% survival rate towards resiliency. The following paragraphs 

describe in more detail about these three terms.  

 

 

 
Generally in the dummy method insertion technique, all the developer’s 

information is hidden inside the dummy method. In term of part protection, the 

technique or algorithm must be able to fully protect the watermark so that the whole 

watermark is spread throughout the entire class file. Both of DM algorithm and 

dummy method insertion algorithm hide the watermark in a single method. Thus, 

Myles et al. (2004) concluded that DM algorithm and dummy method insertion 

algorithm can be considered as poor, since any alteration involved in the statement of 

the method will destroy the watermark.  

 

 

 
High data rate represents a good point in the algorithm as it can hide a large 

portion of watermark within the class file. In term of the data rate, dummy method 

insertion algorithm does not have any difficulties compared to DM algorithm. This is 

because DM algorithm embeds the watermark in the largest control-flow graph 

(CFG) in application and depends on its size. As for dummy method algorithm, since 

the algorithm prepared the space for dummy method according to the size of the 

watermark, it has no difficulties in embedding large size of watermark. Thus, no 

matter how large the watermark’s size, the dummy method could provide spaces for 

the watermark. But, in contrast, the larger the watermark’s size, the longer dummy 

method’s instruction will be produced. In this situation, instructions in the dummy 

method become longer than expected and hence will create suspicions from the 

attacker. Thus, the dummy method algorithm has a disadvantage in term of data rate, 
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since it has the ability to hide various sizes of watermark, but then it leads to the 

weakness of the dummy method.  

 

 

 

Resilience can be defined as the capability of the technique in securing the 

watermark, resist and resilient to the attack imposed upon them. There are four types 

of attacks that have been highlighted by Myles et al. (2004) which are additive, 

subtractive, collusion and distortive attack. In addition to classify the attack, Gupta 

and Pieprzykalso (2007) have come out with seven different attacks towards the 

watermark in class file. However, Myles et al. (2004) highlight the disadvantage in 

term of resilience which is collusion attack towards dummy method. The collusion 

attack consists of performing different watermark in the same class file. After 

decompiling and comparing both of the watermarked class file, several instructions 

in the class file can be seen noticeably by the attacker. The only difference in the 

class file can be considered as the watermark. This caused dummy method to be 

discovered by the attacker and still need to be improved in term of collusion attack.  

 

 

 
In this study, in formulating a research problem, a series of analysis has been 

done, but using a different test file from what Myles et al. (2004) have been used. 

After the analysis, the same problems were found in the three aspects mentioned by 

them which are part protection, data-rate and resilience. The discussion and analysis 

of this study can be referred in Section 2.6 of Chapter 2 and the results of the 

analysis were presented in Section 4.22 Chapter 4. 

 

 

 
In this study, there are two criteria in the dummy method insertion technique 

that need to be improved. The criteria are in term of data rate and the collusion attack 

that are needed to be tested towards the watermarked class file.  
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1.3 Problem Statement 

 

 

 
Java application has suffered from piracy and many algorithms have been 

introduced especially in the area of software watermarking to discourage piracy. One 

of the existing techniques which have been described in previous section is dummy 

method insertion algorithm. The dummy method insertion algorithm is then 

enhanced by Arboit (2002) by inserting opaque predicate to the calling method. 

Then, the credibility of dummy method technique also has been improved by Akbar 

(2010). However, the technique also has some flaws in other criteria that need to be 

improved. Problem with the dummy method insertion algorithm has been described 

in previous section.  

 

 

 
In this study, after conducting an analysis and several backgrounds study in 

the literature, several questions have been formulated. Followed by this problem, the 

following questions have to be satisfied in conducting this study: 

 
i. How to discover potential values of software watermarking 

algorithms that are going to be enhanced? 

ii. How to make embedded watermark in the Java class file become not 

easily seen or less noticeable to the attacker? 

iii. How to avoid increasing instructions in a dummy method during the 

embedding process? 

iv. How to produce a fixed size of watermark bit sequences? 

v. How to compare the proposed method with the previous technique in 

term of data-rate and resilience? 
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1.4 Dissertation Aim 

 

 

 
This study is aim to discourage piracy by helping the Java developers to 

prove ownership towards their code on the future and enhance the dummy method 

insertion technique so that it become less noticeable to the attacker. 

 

 

 

 

 

 

 
1.5 Objectives 

 

 

 
In completing this study, there are three objectives that need to be achieved. The 

objectives are as follows: 
 

 

i. To analyze existing technique in software watermarking. 

ii. To design and implement an encoding scheme for watermark to be 

embedded in software. 

iii. To enhance a watermarking technique that is less noticeable to 

attacker. 

 

 

 

 

 

 

 
1.6 Dissertation Scope 

 

 

 
The scope of the dissertation includes the following areas: 

 

 

i. The dissertation is focus on placing watermark in Java class file.  
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ii. The performance of the technique is evaluated using a set of 

watermark properties which are credibility, data rate, stealth and 

resilience. 

iii. Only five dummy methods were created in this study. 

iv. Test files are taken from sample code provided in Java Development 

Kit (JDK) version 6. 

 

 

 

 

 

 

 
1.7 Significance of the Dissertation 

 

 

 
Generally, this study proposed a technique in embedding and recognizing a 

watermark in Java class file. The advantages and benefits in embedding and 

extracting the watermark in the application will contribute to original developer of 

the Java class file. Besides that, by placing the watermark in the program, the 

developer’s information will remain embedded in the class file and other person 

cannot claim the program as their works. This is because if a person tries to copy the 

program, the original developer can prove his/her ownership by extracting the 

watermark from the program and prove that it is his/her. This scenario will help in 

reducing the number of software piracy.  

 

 

 
In more details in term of significance, this study aims to enhance the 

technique in software watermarking which is dummy method insertion technique. By 

enhancing the algorithm according to both of data rate and resilience criteria, the 

dummy method can disguise as part of the methods in the class file, instead of its 

unused function. By all means, the dummy method or watermark that is embedded in 

Java class file will be less noticeable to attacker that performs decompile-recompile 

attack. In term of data-rate, by using the proposed method, the size of instructions in 

dummy method will be in a fixed number.  

 



  10 
  

Thus, the proposed method can be used in proving copyright of the Java class 

file’s developer. In this case, it is hope that the enhanced dummy method algorithm 

can be used in recognizing the original developer in future demand.  

 

 

 

 

 

 

 
1.8 Organization of Report 

 

 

 
This study consists of seven chapters. The chapters are organized according 

to different works that involved in this study. The detailed organization of this report 

is described in following paragraphs. 

 

 

 
 This section presents how this report is organize in different chapters. 

Chapter 1 of this report consists of overview of the study, problem background, 

problem statement, objectives, scope and significance of this study. 

 

 

 
 Chapter 2 of this report presents a review of the literature related to the 

area of software watermarking. It discusses software protection technique in details 

that includes software watermarking, type of watermark and several attacks towards 

them, functionality, several problems in the previous literature regarding the 

technique and current solution in software watermarking.  

 

 

 
 Chapter 3 is consists of wide description on research methodology, which 

provides a rich discussion about the flow of this research. This includes how the 

operational and experimental work has been carried out for the study. 
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 Chapter 4 is the discussion on analysis conducted in early phase of this 

study. This includes the results of experimental process and the comparisons of 

different technique in software watermarking. The results discussed in this chapter 

are used to formulate a problem in existing technique in software watermarking.  

 

 

 
 After that, Chapter 5 discussed designs of proposed method in detail.  

Designs include two processes which are fixed encoding scheme and dummy method 

development.  

 

 

 
 Results on the proposed method will be compared with previous method in 

Chapter 6. A watermark property on credibility, data rate, stealth and resilience is 

tested on dataset defined in Chapter 3.  

 

 

 
 Chapter 7 is the conclusion of overall chapter and future works in the 

related area of software watermarking will be discussed in order to provide a better 

quality in future study. This includes recommendations for further study.  
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