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ABSTRACT 

 

 

 

 

A software needs to be maintained whenever new requirements arise. A 

maintainer is responsible to change the code to ensure the software is more 

operational based on the changes. It is a fact that the change in some parts of the 

code will affect other parts within the same code that need to be changed and this 

requires the maintainer’s experience to understand the behavior of code 

implementation. However, it is difficult for new maintainers to understand the 

component dependencies within the code and it is worse when the current 

documentation is not updated and becomes obsolete. Hence, the only trustworthy 

source is the most recent version of the code that new maintainers need to master 

which requires familiarity of the software itself prior to any changes. This is 

unfortunately tedious and time consuming. Therefore, to reduce the burden, this 

research extended and enhanced Configuration Artifact Traceability Tool for Impact 

Analysis (CATIA) to improve understanding in visualization. A Change Impact 

Analysis (CIA) approach using visualization method is a proposed model to assist 

maintainers to understand and visualize the traceability of potential change impact. 

The visualization method was developed based on inheritance, friend, composition, 

calls and aggregation of program structure to support software change request and 

program understanding.  A prototype tool called CIA-V was developed to support 

Object Oriented Programming written in C++ to implement potential change impact 

using visualization method. The model was then tested in controlled experiment 

using selected case study to prove traceability effectiveness of potential change 

impact via visualization method. 
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ABSTRAK 

 

 

 

 

Perisian perlu diselenggarakan apabila keperluan baru diutarakan. 

Penyelenggara bertanggungjawab meminda kod sumber berdasarkan pada pindaan. 

Pindaan satu kod sumber mungkin memberi kesan kepada bahagian kod yang lain. 

Ini memerlukan pengalaman penyelenggara untuk memahami perlaksanaan kod 

sumber. Perkara ini sukar bagi penyelenggara baru memahami kebergantungan 

komponen di antara kod sumber dan paling kritikal apabila dokumentasi perisian 

tidak dikemaskini. Justeru itu, sumber yang boleh dipercayai ialah kod sumber 

terkini yang perlu dikuasai oleh penyelanggara baru bagi tujuan pemahaman kod 

sumber sebelum pindaan dilaksanakan. Ini meremehkan dan memerlukan masa yang 

panjang. Bagi mengurangkan bebanan, penyelidik telah menambah dan 

meningkatkan fungsi CATIA untuk memperbaiki pemahaman dalam visualisasi. Satu 

pendekatan CIA menggunakan kaedah visualisasi adalah model yang dicadangkan 

bagi membantu penyelenggara perisian memahami dan menvisualisasikan jejakan 

impak pindaan berpotensi. Pendekatan visualisasi dibangunkan berdasarkan pada 

pewarisan, kawan, komposisi, panggilan dan aggregasi terhadap struktur program 

bagi menyokong permintaan pindaan perisian dan pemahaman program. Satu 

prototaip dipanggil CIA-V telah dibangunkan bagi menyokong bahasa aturcara 

berorientasikan objek ditulis dalam C++ untuk melaksanakan kaedah visualisasi 

impak pindaan berpotensi. Model tersebut kemudiannya diuji dalam ujikaji terkawal 

menggunakan kajian kes untuk membuktikan keberkesanan jejakan impak pindaan 

berpotensi melalui kaedah visualisasi. 
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CHAPTER 1 

 

 

 

 

 

INTRODUCTION 

 

 

 

 

 

1.1 Introduction 

 

 

This chapter introduces the research work called A change impact analysis 

approach using visualization method. The discussion in this chapter includes 

research background, problem statements, objectives and the importance of the 

study. We then describe the scope of work and thesis’s structure followed by the 

chapter summary.  

 

 

 

 

 

1.2 Background of the Research Problem 

 

 

All software will undergo some changes in it is life cycle. The changes must 

be adequately managed in order to maintain the software’s efficiency and relevance. 
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A software manager needs to prepare plan schedule and scope of changes in order to 

estimate the maintenance cost before the changes are implemented. 

 

 

Regularly, the management of software changes falls under the 

responsibilities of software experts because they understood the software better. 

Unfortunately, this practise is only suitable for medium and small scale softwares. 

Legacy software which is usually large requires more storage to handle software 

artifacts that might be increasing over time. 

 

 

Many software engineers agree that implementing software changes without 

understanding the internal consequences may lead to higher cost on software release 

version, incomplete software design and unreliable software products (Lehman and 

Ramil, 2002). For instance, date change phenomenon that occurred around the year 

1990’s to 2000 is a good example about the lack of understanding on change impact 

software (Ibrahim, 2006). 

 

 

 In technical context, software changes require suitable and effective 

techniques to study every impact that might occur against the software if changes are 

implemented. In this research, a change impact analysis tool will be used with 

visualization method to assist development team to understand the program better. 

Change Impact Analysis (CIA) provides high leverage strength in understanding and 

implementing software changes. It is because CIA renders depth examination over 

code or software that might be affected prior to changes.  

 

 

 The developer team that specializes in impact analysis usually concerns 

analysis relationship or dependencies between artifacts that exist in softwares. There 

are two approaches of impact analysis as described in literature reviews. The first 

approach is referred to as the problem in programming code level. This level focuses 

on program dependencies such as data and control dependencies. Hence, program 

dependencies refer more to programming code. The other approach focuses on the 
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artifact in software life cycle itself, especially during requirement and design phases, 

code components and test cases; and other artifacts’ traceability relationship and 

these approaches are static impact analysis techniques. For run-time information,  

dynamic impact analysis technique was used to determine change impact (Xiaoxia 

Ren  et al., 2005). 

 

 

Visualization method is used to describe software artifacts’ location in CIA. 

Visualization will show potential impact prior to changes. This method describes the 

potential relationship between artifacts. The visualization could help management 

and developer team to determine the action in time scheduling, cost estimation and 

human resource decision-making. Visualization could be made available through 

static program structure and dynamic behaviour. Static program structure can be 

analyzed based on programming code and dynamic behaviour, which are done 

through execution. This research is focused on static program structure based on 

programming code. The software structure visualization is useful to analyse software 

system, and it can be helpful in finding interactions or relationship between 

components in programming code. 

 

 

Program or software understanding is a method to understand the software 

aided by maintenance system tools. There are several software tools available in the 

market, such as the CodeSurfer and Rigi, used as program understanding tools 

(Anderson and Zarins, 2005). Both of those tools use visualization method as a 

support for program understanding. There are others who claim that their tools can 

validate and check consistency of software. Some visualization features are directly 

linked to navigation and cross-reference that will be discussed in the next chapter. 

However, only very few tools on change impact analysis are used to visualize 

software traceability such as Rigi and CodeSurfer. 
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1.3 Statement of the Problem 

 

 

This study focuses on program understanding which is aided by CIA in using 

visualization method as mentioned in section 1.2. The main question is, “How can a 

software maintainers be estimated to better understand the software and estimate the 

potential impact of the changes through visualization” 

 

 

The sub questions of the main research question are as follow:  

i. How to use visualization method to support program understanding of 

change impact? 

ii. What is the suitable visualization method which can be used to apply in 

CIA based on object-oriented programming?  

 

 

 

 

 

1.4 Objectives of the Study 

 

 

The problem statement serves as a premise to establish a set of specific 

objectives that will constitute major milestones of this research. 

 

 

The objectives of this research are listed as follow: 

1. To build an effective model that could support CIA approach using 

visualization method to enhance program understanding and trace potential 

impact easily.  

2. To develop a prototype as a supporting tool in order to support the proposed 

model and approach for verification of concept. 

3. To demonstrate the practicality of the software CIA using visualization 

method to support program understanding for traces potential impact. 
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1.5 Scope of Work 

 

 

Scope of work in this research includes the following:  

1. A specific focus on change impact analysis approach using visualization 

method that could enhance program understanding and trace potential impact. 

2. For program understanding focus is made on object-oriented programming. 

3. The software only applies to C++ programming language and UML class 

diagram.  

4. The research is limited to small legacy system only.  

 

 

 

 

 

1.6 Importance of the Study 

 

 

Many studies were done to investigate the proportional software maintenance 

cost, in other words, the cost ratio of new development versus maintenance. The total 

cost of system maintenance is estimated to comprise at least 50% of total life cycle 

costs (Niessink and Van Vliet, 2000). Hence, to solve this problem, the developer 

team needs to study a mechanism or model that could analyze change impact to trace 

potential impact using visualization method to support program understanding. There 

are some benefits when using CIA approach using visualization method (Lee, 1998): 

1. To help the maintenance team to enhance their program understanding in 

source code program. 

2. To help the maintenance team to identify software work products affected by 

software changes easily via diagram. Such analysis not only permits 

evaluation of the consequences of planned changes, but it also allows trade-

offs between suggested software change approaches to be considered. 

3. Greatly reduces the risks of embarking on a costly change because the cost of 

unexpected problems generally increases due to late discovery. 
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4. Can be used for planning changes, making changes, accommodating certain 

types of software changes, and tracing through the effects of changes. 

5. Can be used as a measure of the cost of a change. The more the change 

causes other changes, the higher the cost is. Carrying out this analysis before 

a change is made will allow an assessment of the cost of the change and help 

management choose tradeoffs between alternative changes. It also allows 

managers and engineers to evaluate the appropriateness of a proposed 

modification. If a change that is proposed has the possibility of impacting 

large, disjoint sections of a program, the change might need to be re-

examined to determine whether a safer change is possible. 

6. Can be used to drive regression testing, i.e., to determine the parts of a 

program that need to be re-tested after a change is made. Regression test is a 

software maintenance activity that refers to any repetition of tests (usually 

after software or data changes) intended to show that the software’s 

behaviour is unchanged except as required by the change to the software or 

data. To save work load, regression testing should retest only those parts that 

are impacted by the changes. 

7. Can also be used to indicate the vulnerability of critical sections of code. If a 

procedure that provides critical functionality is dependent on many different 

parts of a program, its functionality was susceptible to changes made in these 

parts. 

 

 

 

 

 

1.7 Thesis Outline 

 

 

This thesis covers several discussions on specific issues associated to change 

impact analysis using visualization method and to present understanding on how this 

new research is carried out. The rest of the thesis is organized in the following 

outline. 
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Chapter 2: It discusses the literature review of software maintenance, change 

impact analysis and visualization methods. A few areas of interest are identified 

from which all the related issues, works and approaches are highlighted. This 

chapter also discusses some techniques of visualization method. The discussion 

on some existing tools that exist in the industry is also included in this chapter. 

This leads to the improvement opportunities that form a basis to develop newly 

proposed software of change impact analysis approach by using visualization 

method. 

 

 

Chapter 3: It provides a research methodology that describes the research design 

and formulation of research problems and validation considerations. This chapter 

leads to an overview of data gathering and analysis. It is followed by research 

assumptions. 

 

 

Chapter 4: This chapter discusses the detailed model of the proposed change 

impact analysis approach using visualization method. A set of relationship and 

visualization models are described. It is followed by some approaches and 

mechanisms to achieve the model specifications. 

 

 

Chapter 5: It presents the design and functionality of some developed tools to 

support the software change impact analysis approach using visualization 

method. This includes the implementation of the design and component tools. 

 

 

Chapter 6: The software change impact analysis approach using visualization 

method is evaluated for its effectiveness, usability and accuracy. The evaluation 

criteria is based on user controlled experiment. This research performs evaluation 

based on qualitative results that are collected based on user perception and 

comparative study made on the existing models and approaches. 
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Chapter 7: The description on research achievements, contributions and 

conclusion of the thesis are presented in this chapter.  This is followed by the 

research limitations and suggestions for future work. 

 

 

 

 

 

1.8 Summary 

 

 

This research is focused on program visualization method that support change 

impact analysis to enhance program understanding and trace potential impact easily. 

This research also focused on object-oriented programming as the target legacy 

system to implement visualization method. Hence, a model is built to implement 

change impact analysis approach using visualization method and adapt it into the 

prototype as a validation tool for the proposed model. 

 

 

 




