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Abstract 

Microservices architecture has become enormously popular as traditional monolithic architectures 

no longer meet the needs of scalability and rapid development cycle. Furthermore, the success of 

large companies in building and deploying services is a strong motivation for others to consider 

making the change. However, performing the migration process is not trivial. Most systems acquire 

too many dependencies between their modules and thus cannot be sensibly broken apart. For this 

reason, studies that provide information associated with the migration process to practitioners are 

necessary. Existing migration techniques are categorized into three main approaches: static 

analysis, dynamic analysis, and model-driven analysis. This paper focuses on the model-driven 

analysis approach. A literature search was conducted using search strings to discover recent 

migration approaches based on model-driven analysis. The migration steps were extracted and 

identified for each proposed model-driven analysis technique. Based on identified migration steps 

from each proposed model-driven analysis technique, a migration model is generated by combining 

all steps from all techniques and simplifying it with three incremental versions of the simplification 

model. By understanding the differences and similarities between the approaches, the strength and 

weaknesses of each technique can be identified. 
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1. Introduction 

Microservices Architecture (MSA) is a cloud-native architectural style inspired 

by Service-Oriented Architecture (SOA). It consists of small, autonomous services 

that communicate and work together. MSA allows organizations to deliver software 

faster, respond quicker to change, and embrace newer technologies. Some of the 

world's most innovative and lucrative businesses, such as Amazon, Netflix, Uber, 

and Etsy, owe their massive success in IT efforts to microservices. Migrating a 

monolithic system into a microservice is a long and challenging process that 

requires much effort from the stakeholders. Proper decomposition of monolith into 

microservices with appropriate granularity can be seen as the main challenge in 

architectural migration. There exist several approaches for extracting and 

identifying candidate microservices, such as model-driven analysis [1]–[5], static 

analysis [6]–[8], and dynamic analysis [9]–[11].  
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Migrating a monolithic system into a microservice is a long and difficult 

process that requires much effort from the stakeholders. Proper decomposition of 

the monolith into microservices with the appropriate granularity can be seen as the 

main challenge in architectural migration. Despite all those proposed approaches, 

there is still a lack of standard metrics for evaluating these techniques. 

Most migration efforts fail due to poor planning, frequently due to cost 

miscalculation (typically a significant understatement) [12]. Finding the proper 

service cut and developing the requisite skills with new technologies is a huge 

technical issue. Most businesses take a non-systematic or personalized approach to 

consider service cuts [13]. Migrating from a monolithic architecture to a 

microservices ecosystem is a long and winding road [14]–[17]. Hence, if the 

migration plan is done correctly, the tendency for the migration to fail can be 

reduced. To properly plan a software migration, the cost is an essential element to 

consider[12]. However, there is no best way to migrate from monolith to 

microservice application in microservice migration. There is only successful 

migration and good migration practice [14]. 

This paper discusses the differences and similarities in terms of the general 

steps in service identification and extraction between state-of-the-art migration 

techniques based on model-driven analysis. A comparison table on state-of-the-art 

migration techniques is produced. 

The organization of the paper is as follows. Section 2 discusses similar review 

articles on state-of-the-art techniques for migrating from monolith to microservices. 

Section 3 discusses the methodology involved in gathering state-of-the-art 

migration techniques. Next, the state-of-the-art migration techniques will be 

discussed in Section 4, and finally, Section 5 will conclude the article. 

 

2. Related Work 

Several research papers have described reviews on state-of-the-art techniques 

for microservices migration.  

Ponce, Marquez, and Astudillo (2019) gathered, organized, and analysed 20 

monolith-to-microservice migration techniques. This paper identifies 20 migration 

approaches from all three categories, some of which are hybrid. This paper also 

identifies which category the migration approach belongs to. However, this paper 

mainly describes general information related to identified migration approaches, 

such as the category, proposed programming language, and database migration. 

There is no analysis on the cost or time of any identified migration approaches. 

Kazanavicius and Mazeika (2019) elaborated on the benefits and drawbacks of 

6 of the migration approaches from monolith architecture to microservice 

architecture. However, this paper only elaborated on the technical benefits and 

drawbacks without considering other important factors in software development, 

such as cost and time.  
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3. Methodology 

The methodology used in this research was a literature search from several 

databases such as Web of Science, ScienceDirect, and Scopus. The articles were 

selected based on search strings "monolith to microservice migration techniques". 

The articles were selected regardless of their category and domain. Some articles 

were also discovered and selected based on state-of-the-art techniques described in 

related work or references. 

There are two domains regarding migration techniques from monolith to 

microservice architecture: infrastructure and application. The approaches were 

categorised based on their domain and category by reading and understanding the 

selected articles. Three categories and two domains are identified in this process. 

The three categories are static analysis, dynamic analysis, and model-driven 

analysis. Based on the identified approaches, we select only approaches with model-

driven analysis categories and application domains. As a result, ten migration 

approaches were chosen to be used in this study and will be described in section 4.  

 

4. State-Of-The-Art Model-Driven Analysis Migration Techniques 

Several state-of-the-art model-driven analysis techniques have been 

identified in our study. Table 1 shows the list of state-of-the-art migration 

techniques for model-driven analysis. The table shows the author, year, and 

migration steps involved in each approach. 

 

Table 1. State-of-The-Art Migration Techniques 

Number Author and 

Year 

Migration Steps 

1 Kuryazov, 

Jabborov, and 

Khujamuratov  

(2020) 

1. Identify how tightly coupled the parts within 

the system are.  

2. Extract metadata and business logic of the 

system. 

3. Correct, improve, optimize or reimplement 

any extracted microservices 

4. Orchestrate applicable services based on 

certain data and control flow to fulfill the 

software system's business logic. 

2 Amiri (2018) 1. Define two relations regarding their 

structural and data dependencies for each 

pair of activities in a process model. 

2. Define the final relation between activities 

by aggregating the relations 

3. Use the relation to cluster activities and 

identify microservices. 

3 Sayara, 

Towhid, and 

Hossain 

(2018) 

1. Identify the broad business capabilities. 

2. Break down business capabilities into sub-

business capabilities 
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3. Find and determine the independent update 

probability of the services. 

4. Construct update matrix. 

5. Modify the updated matrix to get the scaling 

matrix. 

6. Apply the Multidimensional Scaling 

Technique (MDS) to group similarly 

weighted element. 

7. Identify technology conflict (if any). Service 

that needs to use different technology needs 

to be a standalone service. 

4 Li, Ma, and 

Lu (2020) 

1. Analyze the monolith and divide it into 

modules. 

2. Create a service registry and an API 

gateway. 

3. Select a service based on ratings to replace 

the module implementation. 

4. Develop the service. 

5. Design integration glue. 

6. Remove the target legacy module. 

5 Chen, Li, and 

Li (2018) 

1. Engineers, together with users, conduct 

business requirement analysis and construct 

a purified while detailed dataflow diagram 

of the business logic. 

2. An algorithm combines the same operations 

with the same type of output data into a 

virtual abstract dataflow. 

3. The algorithm extracts individual modules 

of "operation and its output data" from the 

virtual abstract dataflow to represent the 

identified microservice candidates 

6 Tyszberowicz, 

Heinrich, Liu, 

and Liu 

(2018) 

1. Analyze the use case specifications (write 

out their detailed descriptions if needed). 

2. Identify the system operations and state 

variables (based on the use cases and their 

scenarios). 

3. Create an operation/relation table. 

4. Advise a possible decomposition into highly 

cohesive and low coupled components 

(using a visualization tool). 

5. Identify the microservices APIs. 

6. Identify the microservices databases. 

7. Implement the microservices (using 

RESTful protocols to communicate between 

microservices). 

8. Deploy. 

7 Fan and Ma 

(2017) 

1. Analyse the internal system architecture 

using Domain-Driven Design (DDD). 
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2. Determine whether the database schema is 

consistent with the candidate microservices 

and the filtering out of inappropriate 

candidates. 

3. Extract and organize code related to the 

service candidates using Java. 

4. Treat the Java interface as a temporary 

service interface to ease communications 

between services. 

5. After service code extraction, the operator 

selects a communications protocol, data 

format, and microservice framework. 

6. Finally, the Java interfaces are transformed 

into actual service interfaces, such as REST 

or MQTT, after which service invocations 

are implemented to enable communication 

between the various services. 

8 Ahmadvan 

and Ibrahim 

(2016) 

1. Identify security requirements in a system. 

2. Initialize the model with a list of functional 

requirements and security policies. 

3. Determine the level of scalability required 

for each functional requirement. 

4. Balance scalability and security. 

5. Extract microservice based on the 

reconciliation result. 

9 Michael 

Gysel, Lukas 

Kölbener, 

Wolfgang 

Giersche, and 

Olaf 

Zimmermann 

(2016) 

1. Decompose input. 

2. Decompose process. 

3. Integrate algorithm. 

4. Prioritize scoring. 

10 Levcovitz, 

Terra, and 

Valente 

(2016) 

1. Map the database tables into subsystems. 

2. Create a dependency graph. 

3. Identify parts. 

4. For each subsystem, select pairs identified in 

the previous step. 

5. Identify candidates to be transformed on 

microservices. 

6. Create API gateways. 

 

Some of the papers have similarities in terms of the migration steps. For 

example, 9 out of 10 articles contain an analysis step for the first step. The 

differences between the analysis process between the techniques are the 

artifacts and items that are analysed, which are the database schema, system 

security, use case specifications, domain-driven design architecture, and 

coupling between the systems.  
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Amiri (2018) began service extraction without analysis in the first step. The 

technique assumes the existence of an analysis diagram (BPMN diagram) to 

extract microservice candidates. The paper is also the only one that evaluates 

its own approach's accuracy by comparing it with different microservice 

identification approaches. The evaluation initiative gives more confidence and 

better validation to ensure the approach is on the same track as  the other 

approaches. Based on each analysis result, each approach moves to the next 

step, extraction, using the analysis result using its extraction formula.  

A monolith-to-microservices migration model is produced based on the 

analysis of all ten state-of-the approaches. The following section describes how 

the migration model is derived.  

 

5. Derivation of the Migration Model 

To derive the migration model, the first step is to generalize each technique's 

migration steps. Table 2 lists the selected migration techniques for model-

driven analysis. The table shows the author, year, and general steps involved 

in each approach. The steps are generalised from the steps listed in Table 1 in 

the previous section and consist of Analysis, Extract, Conflict Identification, 

Refactor, Develop, Integrate, Evaluate and Deploy. 

 

Table 2. State-of-The-Art Model-Based Migration Techniques 

Number Author and Year Findings (General step) 

1 Kuryazov, Jabborov, and 

Khujamuratov  (2020) 

Analysis, Extract, Refactor, 

Integrate 

2 Amiri (2018) Extract, Evaluate 

3 Sayara, Towhid, and Hossain 

(2018) 

Analysis, Extract, Conflict 

Identification 

4 Li, Ma, and Lu (2020) Analysis, Extract, Develop 

5 Chen, Li, and Li (2018) Analysis, Extract 

6 Tyszberowicz, Heinrich, Liu, and 

Liu (2018) 

Analysis, Extract, Develop, 

Deploy 

7 Fan and Ma (2017) Analysis, Extract, Develop 

8 Ahmadvand, and Ibrahim (2016) Analysis, Extract 

9 Michael Gysel, Lukas Kölbener, 

Wolfgang Giersche, and Olaf 

Zimmermann (2016) 

Analysis, Extract 

10 Levcovitz, Terra, and Valente 

(2016) 

Analysis, Extract, Develop 

 

The objective of generalizing the steps is to simplify all the steps into more 

standardized terms in software development. The first version of the model is 

constructed by unifying all of these steps. Figure 1 shows the first version of the 

state-of-the-art model. 
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Figure 1. First Version of the Migration Model 

Based on the first version of the migration model, four components which are 

Refactor, Integrate, Develop and Deploy are grouped under Develop component as 

the processes are related to the development. Figure 2 shows the second version of 

the migration model. 

 

 
Figure 2. Second Version of the Migration Model 
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The model is further simplified by eliminating the  4 components and putting 

them under the Develop component. Figure 3 shows the third version of the 

migration model. 
 

 

 
Figure 3. Third Version of The State-of-The-Art Migration Model 

The third version of the model is the finalized summary of the migration model. 

This model indicates the general processes for all ten state-of-the-art approaches for 

model-driven analysis migration techniques. 
 

 

6. Conclusion 

In conclusion, a literature search has identified several state-of-the-art migration 

techniques in this study. Different migration techniques require different steps, and 

each step has its guidelines to be executed. A monolith-to-microservices migration 

model based on model-driven analysis was derived from the identified state-of-the-

art approaches. The purpose of deriving the model is to help understand the 

differences and similarities between the approaches, which will support future work 

to identify the approaches' strengths and weaknesses. The strength and weaknesses 

can also be determined by experiencing those approaches when migrating monolith 

to microservice applications. These findings will then be used further to solve the 

main research problem. 
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